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ABSTRACT

Software reuse has become a topic of much interest in the software community due to its potential benefits, which include increased product quality and decreased product cost and schedule. The most substantial benefits derive from a product line approach, where a common set of reusable software assets act as a base for subsequent similar products in a given functional domain. The upfront investments required for software reuse are considerable, and need to be duly considered prior to attempting a software reuse initiative.
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1. INTRODUCTION

1.1 What is Software Reuse?

Software reuse is the process of creating software systems from existing software rather than building them from scratch [1]. Software reuse is still an emerging discipline. It appears in many different forms from ad-hoc reuse to systematic reuse, and from white-box reuse to black-box reuse. Many different products for reuse range from ideas and algorithms to any documents that are created during the software life cycle. Source code is most commonly reused; thus many people misconceive software reuse as the reuse of source code alone. Recently source code and design reuse have become popular with (object-oriented) class libraries, application frameworks, and design patterns. Software components provide a vehicle for planned and systematic reuse. The software community does not yet agree on what a software component is exactly.

1.2 Why Reuse Software?

A good software reuse process facilitates the increase of productivity, quality, and reliability, and the decrease of costs and implementation time. An initial investment is required to start a software reuse process, but that investment pays for itself in a few reuses. In short, the development of a reuse process and repository produces a base of knowledge that improves in quality after every reuse, minimizing the amount of development work required for future projects and ultimately reducing the risk of new projects that are based on repository knowledge.

1.3 Types of Reuse

1.3.1 Systematic software reuse

Systematic software reuse and the reuse of components influence almost the whole software engineering process (independent of what a component is) [2]. Software process models were developed to provide guidance in the creation of high-quality software systems by teams at predictable costs. The original models were based on the (mis)conception that systems are built from scratch according to stable requirements. Software process models have been adapted since based on experience, and several changes and improvements have been suggested since the classic waterfall model. With increasing reuse of software, new models for software engineering are emerging. New models are based on systematic reuse of well-defined components that have been developed in various projects [2].
Developing software with reuse requires planning for reuse, developing for reuse and with reuse, and providing documentation for reuse. The priority of documentation in software projects has traditionally been low [2]. However, proper documentation is a necessity for the systematic reuse of components. If we continue to neglect documentation we will not be able to increase productivity through the reuse of components. Detailed information about components is indispensable.

Although the track record for systematic software reuse has been rather spotty historically, several key trends bode well for software reuse in the future:

- Component- and framework-based middleware technologies, such as CORBA, J2EE, and .NET, have become mainstream.
- An increasing number of developers of projects over the past decade have successfully adopted OO design techniques, such as UML and patterns, and OO programming languages, such as C++, Java, and C#.

These trends are particularly evident in markets, such as electronic commerce and data networking, where reducing development cycle time is crucial to business success.

Although there is no magic methodology or process that's guaranteed to foster systematic reuse, I have personally seen the recommendations below applied successfully numerous times over the past decade on many projects at many companies around the world.

### 1.3.2 Horizontal reuse

Horizontal reuse refers to software components used across a wide variety of applications. In terms of code assets, this includes the typically envisioned library of components, such as a linked list class, string manipulation routines, or graphical user interface (GUI) functions. Horizontal reuse can also refer to the use of a commercial off-the-shelf (COTS) or third-party application within a larger system, such as an e-mail package or a word processing program. A variety of software libraries and repositories containing this type of code and documentation exist today at various locations on the Internet.

### 1.3.2 Vertical reuse

Vertical reuse, significantly untapped by the software community at large, but potentially very useful, has far reaching implications for current and future software development efforts. The basic idea is the reuse of system functional areas, or domains that can be used by a family of systems with similar functionality [2]. The study and application of this idea has spawned another engineering discipline, called domain engineering. Domain engineering is "a comprehensive, iterative, life-cycle process that an organization uses to pursue strategic business objectives. It increases the productivity of application engineering projects through the standardization of a product family and an associated production process "[3]. Which brings us to application engineering, the domain engineering counterpart: "Application engineering is the means by which a project creates a product to meet a customer's requirements. The form and structure of the application engineering activity are crafted by domain engineering so that each project working in a business area can leverage common knowledge and assets to deliver a high-quality product, tailored to the needs of its customer, with reduced cost and risk" [3]. Domain engineering focuses on the creation and maintenance of reuse repositories of functional areas, while application engineering makes use of those repositories to implement new products.

### 1.3.3 Horizontal and Vertical Software Assets:

Many systematic software reuse initiatives in organizations fail to take off or have a slow death. There are many factors for this but one key reason is the pursuit of generic technical assets. That is what I refer to as horizontal reuse. Why? Because the focus and intent is to find software assets that are reusable across most or all your applications. This is not only limits the potential for systematic reuse but also makes your reuse initiative extremely risky. Finding assets that are universally reusable is not only difficult but also will make your design overly complex. Overly generic components might also end up creating assets that are:
• hard to test and debug
• difficult to comprehend and maintain
• complex to integrate and configure

In contrast, with systematic reuse the focus is on building a set of vertical software assets for a targeted business domain. These software assets are not meant to be generic for all projects or all domains. Orthogonal to horizontal assets, vertical software assets are deliberately constructed as part of a product line. Take Microsoft Office as an example. It is made up of several vertical reusable assets part of the Office product line. Opening a document, saving multiple documents, document preview, clipboard functions (cut, copy, paste), inserting files and other attachments are all examples of reusable assets that are common across the Office product line. Or take Gmail, Orkut, GTalk as a product line. Logging in with google credentials, exchanging messages, persisting chat, broadcasting messages are all examples of functionality that is common across products. This is the power and reach of systematic reuse. In the long haul, vertical domain relevant assets will help you create new products faster, offer product variations/flavors, and fetch a higher return on your software investments over super-generic horizontal assets.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Vertical Reuse</th>
<th>Horizontal Reuse</th>
</tr>
</thead>
<tbody>
<tr>
<td>Applicability</td>
<td>Only for applications within a specific domain or closely related domains. This is the primary focus when building product lines.</td>
<td>Applicable across the board for applications regardless of domain. These assets typically tend to be utilities that are generic to multiple applications.</td>
</tr>
<tr>
<td>Domain relevance</td>
<td>High</td>
<td>Low and can be non-existent</td>
</tr>
<tr>
<td>Availability outside the firm (i.e. commercial and/or open-source solutions)</td>
<td>Low. Domain specific assets tend to be unique and create value by differentiating your firm from its competition. Hence, availability outside the firm tends to be low.</td>
<td>High. Domain agnostic assets don’t tend to be unique to a particular organization. E.g. logging or simple data transformations etc.</td>
</tr>
<tr>
<td>Potential to create competitive advantage</td>
<td>High.</td>
<td>Low</td>
</tr>
<tr>
<td>Asset Variability</td>
<td>Varies from well-defined to open-ended depending on the complexity in the domain. Variations typically aren’t well understood and even if they are, they may not be accurately captured in reusable assets.</td>
<td>Tend to be more well-defined than open-ended. Reason? Variations are well known, tend to change less over time, and have been analyzed several times.</td>
</tr>
<tr>
<td>Key stakeholders</td>
<td>Has to be a combination of business stakeholders and technology. Business knowledge is fundamental to capturing domain variations and relationships and technical expertise is necessary to produce executable software.</td>
<td>Tend to be primarily technology. Some assets may require operations or production support teams to provide input as well. E.g. your firm may have a logging or error handling standard that the reusable asset needs to adhere to</td>
</tr>
</tbody>
</table>

Table (1): Key Differences between Vertical and Horizontal Reuse

Domain engineering is the key concept and focus of current reuse efforts. The prospect of being able to reuse entire quality subsystems without change, especially at today's business speed of "we needed it yesterday", is a significant gain to both customers and software organizations. Therefore the rest of this paper will focus on this current topic.
2. PREREQUISITES TO CREATING REUSABLE SOFTWARE

Unfortunately, software reuse doesn't just happen.[4] Ad hoc reuse, (i.e., reusing a function here, a function there, often times with modifications), also known as opportunistic reuse, doesn't reap the same large-scale benefits as a domain engineering approach. And it's not just a technical issue; it is highly managerial in nature. As much as libraries of reusable code and other assets are important, they will not be fully utilized without management and process support of reuse.

2.1 Organization and Process

The classical software development process does not support reuse.[4] Reusable assets should be designed and built in a clearly defined, open way, with concise interface specifications, understandable documentation, and an eye towards future use. Typically, customer, client, and contract projects are built as "one-time only," without reuse in mind, and tend to be tightly bound within themselves, without the more robust open interfaces which ease the reuse process. Therefore, in order to make the most of software reuse, the software development process must evolve to include reuse activities.

A strong organizational foundation must exist for reuse to succeed, since domain engineering involves a different way of looking at software products, called a product line approach. A product line is a family of similar products addressing a particular market segment, or domain, and provides a massive opportunity for reuse. With a reuse process in place, every new system can be built from a set of core assets rather than rebuilding a system from scratch for each new customer's requirements [5]. But this approach adds new challenges for the management team:

- Defining an organizational structure for maintaining the product line, including core assets and the customer specific products with special non-core functionality
- Defining a process for producing a new member of the product line (or upgrading an old one) from the core assets with customer specific requirements
- Defining a process for adding functionality to the core product line assets based on new customer requirements
- Instituting a training program for reuse strategies in management, design, implementation, test—all phases of the development process[5]

In order to meet these challenges, a software organization must possess some key abilities and have a strong commitment to goals of reuse [6]. The goals of reuse, as defined in the Software Reuse Key Process Area for Level 3 (Defined) of the Software Engineering Institute's (SEI) Capability Maturity Model, are to (1) "incorporate reusable software assets into new or existing applications," and (2) "collect, evaluate, and make available to software projects reusable software assets" [7]. SEI claims that two important commitments must be made by an organization as well: (1) to follow a written policy which outlines the software reuse tasks in the software process and the methods and tools to identify, build, acquire, and reuse assets, and (2) to maintain the reusable assets by storing and providing an identification mechanism [7]. But in order to reach these goals and fulfill the commitments, certain organizational abilities are required:

- Adequate resources and funding must be provided for performing the software reuse tasks, including technical skills (domain analysis, development of reusable assets, asset storage and identification), tools, and incentive to build reusable assets as well as use them.
- Members of the software engineering staff must receive required training to perform their technical assignments associated with software reuse.
- The project manager and all software managers must receive orientation in the technical and nontechnical aspects of software reuse [7].
- A group that is responsible for the maintenance of the reuse infrastructure must exist.
- On each project, responsibility must be assigned for the acquisition and maintenance of reusable components for the project [5].

In addition to these abilities, a requisite product quality and strong configuration management
practices must exist in order to effectively manage reuse and profit from its application.

In essence, a strong, quality producing, process-driven organization must be in place before attempting to incorporate reuse into the software life-cycle [8].

2.2 Technical Expertise

Transferring to a product line approach requires some different technical skills than traditional software development processes, along with many of the current familiar techniques, such as layered architectures, object-oriented programming, information hiding, and abstract interfaces, to name a few. One "new" addition, an aspect of domain engineering, is domain analysis, which involves producing a domain model of the product line that identifies common members and allowable variations for each. A Product line software architecture is built based on the domain model, the backbone for all current and future product line family members. Within the architecture, standard interfaces must exist, so that if a particular base component needs to be specialized for a specific customer, a specialized version will use the standard interfaces and be able to plug right into the global architecture. The biggest new technical challenge on a product line approach is the initial design of the software architecture for robustness towards potential future expansions, and its subsequent maintenance to deal with technology changes. The domain analysis and the design of the software architecture should be carried out by domain experts, people with experience and a solid understanding of the product line base.

In order to build quality reusable software and achieve the most gain from reuse, standard coding practices and code documentation must exist across the organization. These standards help developers understand each asset quickly, since each developer is familiar with the standard, and know exactly what to expect and look for in each new module he or she encounters. The higher the quality of the standards, the higher the quality of the resulting code and products.

3. REUSE COSTS - THE INVESTMENT

There is no denying the large cost associated with starting a reuse program. It is an extra cost on top of the traditional development costs, since designing reusable assets takes more time and care than designing a one-time specific system. The upfront investment spans organizational, technical, and process changes, as well as the cost of tools to support those changes, and the cost of training people on the new tools and changes.

3.1 Process

The software development process must be enhanced to include reuse activities. A reuse library or repository must be created and maintained, and tools must be acquired or developed to access the assets, and many new procedures must be specified:

- Procedures for developing reusable assets and inclusion of assets in the repository
- Procedures for domain analysis and architecture design and modification
- Procedures for configuration management and control of reusable assets

Project planning should include extra time for designing, implementing, and testing robust reusable assets as opposed to system-specific functionality, since their quality is important not just to one system, but potentially many future systems. Time must be allotted to researching repository assets to be included for reuse and matching them to requirements. The key activities, according to the SEI's CMM Level 3, are the following:

- Software product and/or process requirements are evaluated to determine if existing software assets exist that can fulfill the requirements. (i.e., matching needs to capabilities)
- Assets are identified and evaluated for reuse.
- Asset certification requirements are established to determine asset completeness, quality, and/or history.
- A library (ies)/repository (ies) of reusable software assets is established and maintained.
- The software reuse activities are maintained, managed, and controlled as part of the organizations and project's defined software process.
- Incorporation and/or development of reusable assets are included in the project's software costing and sizing practices. [7]
Reuse must be considered through all phases of a project life-cycle. Partial adoption of reuse strategies is not enough. Opportunistic reuse does not allow for the organization-wide standardization and control necessary for the maintenance of a true core repository.

3.2 Domain Analysis and Software Architecture Design

To implement a product line approach, a group of domain experts must be established and maintained to perform domain analysis and develop architectures for the domain. In their analysis, this group must partition the domain into segments that can be developed independently and can evolve for future changes. This partitioning usually involves the determination of specific functional areas, along with roles and responsibilities, within the domain. As analysis evolves into architecture design, the group must create interfaces to these encapsulated functional areas in such a way that a future change within one area will not require a change throughout the entire system. Clear and complete documentation of the software architecture is a must, and all proposed changes to the architecture should be filtered through the domain expert group.

An example of a successful implementation of this approach is seen in CelsiusTech Systems, a Swedish naval defense contractor that builds a product line of shipboard command and control systems [5]. In 1985, the company was awarded two new contracts, both for larger and more complex systems than the company had previously undertaken, to be built in parallel. This prompted project management to reorganize the development process for a product line of naval command and control systems. Specific user requirements not included in the common base functionality could be tailor-made while still using most of the common core of the system. To achieve this end, CelsiusTech created an architecture team that was given total ownership and control of the architecture for the system, ensuring design consistency and interpretation. The team consisted of a small group of senior engineers with much domain-specific engineering experience, and the team reported directly to the general product line program manager. The group was responsible for developing the initial software architecture, including identification of architecture layers, defining the functional areas and their interfaces, allocating system functions (within functional areas) to appropriate layers, and defining the general communication mechanisms within the software, as well as the communication of the product line principles and ideas to the project staff. The initial architecture developed by this original group is still the basis of CelsiusTech's current product line, and has resulted in the successful completion of five naval systems, with two in-progress systems quite predictably on schedule and within budget. As new ship systems are produced, improvements in the base architecture and common core are propagated throughout all systems, after approval by the architecture team. In this way, the entire product line evolves, rather than just one customer's system [6].

3.3 Necessary Tools for Change

Another key for successful reuse is the organization and accessibility of the common reusable assets. Asset management tools, such as repositories, for architectures, designs, documentation, and code must be developed and maintained. Also needed are tools to aid in the integration of architecture, design, and software products, in order to speed prototyping, full-scale development, modifications, and maintenance.[8] Along with these tools, a strong configuration management process must be in place to work with the architecture team and track the evolution of the product line. "Automated browsing tools with sufficient sophistication must be acquired or developed to facilitate search and retrieval. After all, if the users cannot find the asset, they won't use it, and the investment in the repository has been wasted. Configuration management tools must be incorporated into asset repositories in order to trace an asset to the systems in which it was used. This type of information assists future users of an asset in deciding its appropriateness to their situation." [9] The tight integration of configuration management activities with the reusable assets assures the validity of the common core, another definite must while developing with reusable assets.

Other useful tools for the future are domain analysis tools, of which a few currently exist, and procedures for the development and maintenance of domain architecture. As more research into these areas continues, further tools will become available, further streamlining the reuse process.
4. REUSE ADVANTAGES AND FAILURES

With all the costs and prerequisites outlined above, software reuse may seem like more effort than it is worth. However, the number of success stories with increases in productivity, quality, and reliability, and decreases in production time, hint toward a goal worth achieving.

Higher quality products are produced due to repeated use and test, and intentional design for robustness and reuse. Each successive use of a given software asset will retest it, and the more tests performed, the more likely defects will be found and corrected. Every successful reuse of an asset increases its reliability level, increases its usefulness in the reuse repository, and decreases the risk of failure.

Less development time, and therefore cost, is necessary because there is a repository of software assets with which to start. Although time is required to assess the applicability of a given reusable asset to a new software system or product, that time is minimal in comparison to development time for a new module in the "one-time only" style.

Higher scheduling accuracy is possible due to reuse of process materials along with a better understanding of the product domain. Since the process has been successfully completed before, project managers should have access to previous projects' scheduled and actual hours for production, and can adjust their current schedule based on previous performance and the amount of reusable assets they intend to use. Also, as the processes are reused, more experience and expertise in the domain are accumulated, and scheduling becomes more of a known quantity for the particular domain. Very similar products have been built previously, so the production time starts to become a standard along with the core assets for reuse.

Reuse has been a popular topic of debate and discussion for over 30 years in the software community. Many developers have successfully applied reuse opportunistically, e.g., by cutting and pasting code snippets from existing programs into new programs. Opportunistic reuse works fine in a limited way for individual programmers or small groups. However, it doesn't scale up across business units or enterprises to provide systematic software reuse. Systematic software reuse is a promising means to reduce development cycle time and cost, improve software quality, and leverage existing effort by constructing and applying multi-use assets like architectures, patterns, components, and frameworks.

4.1 Why Software Reuse has Failed Historically

Like many other promising techniques in the history of software, however, systematic reuse of software has not universally delivered significant improvements in quality and productivity. There have certainly been successes, e.g., sophisticated frameworks of reusable components are now available in OO languages running on many OS platforms. In general, however, these frameworks have focused on a relatively small number of domains, such as graphical user-interfaces or C++ container libraries like STL. Moreover, component reuse is often limited in practice to third-party libraries and tools, rather than being an integral part of an organization's software development processes.

In theory, organizations recognize the value of systematic reuse and reward internal reuse efforts. In practice, many factors conspire to make systematic software reuse hard, particularly in companies with a large installed base of legacy software and developers. In my experience, non-technical impediments to successful reuse commonly include the following:

- **Organizational impediments** -- e.g., developing, deploying, and supporting systematically reusable software assets requires a deep understanding of application developer needs and business requirements. As the number of developers and projects employing reusable assets increases, it becomes hard to structure an organization to provide effective feedback loops between these constituencies.
- **Economic impediments** -- e.g., supporting corporate-wide reusable assets requires an economic investment, particularly if reuse groups operate as cost-centers. Many organizations find it hard to institute appropriate taxation or charge-back schemes to fund their reuse groups.
- **Administrative impediments** -- e.g., it's hard to catalog, archive, and retrieve reusable assets across multiple business units within large organizations. Although it's common to scavenge small classes or...
functions opportunistically from existing programs, developers often find it hard to locate suitable reusable assets outside of their immediate workgroups.

As if these non-technical impediments aren't daunting enough, reuse efforts also frequently fail because developers lack technical skills and organizations lack core competencies necessary to create and/or integrate reusable components systematically. For instance, developers often lack knowledge of, and experience with, fundamental design patterns in their domain, which makes it hard for them to understand how to create and/or reuse frameworks and components effectively.

Here are some success stories for software reuse:

- The AUTOSAR success story. The number of electronic components increases, the software that controls these components is becoming more complex and larger. This leads to mounting costs for manufacturers of vehicle one of the most significant improvements is the introduction of the variant handling concept giving more flexibility in software reuse and electronic control units (ECU). One of the most significant improvements is the introduction of the variant handling concept giving more flexibility in software reuse. AUTOSAR is dedicated to addressing this problem--by creating a common specification for onboard software," said Fujitsu Microelectronics in a press release [11].

- Win32 threading and messaging code. This is recently completed a project where code is reused. The project started out as a simple Win32 Dialog application, but as is so often the case expanded. The project was to create an application that would upgrade the flash image in the MobiliTV settop box. The requirements are pretty simple connect to the box over its USB interface (unfortunately custom rather than a serial emulation, but that will become significant in our reuse story.) retrieving version information from the box [10].

- In the CelsiusTech example, each successive ship system took less time to produce, as more of the common functionality was developed and reused.

On the latest systems, 70-80% of the common assets were reused without modification, dramatically reducing production time required.[5]

- The Navy experienced a 26% reduction in required labor hours to develop and maintain its Restructured Naval Tactical Data Systems (RNTDS).
- Raytheon saw a 50% increase in productivity in its Missile Systems Division.
- Fujitsu's Software Development for Electronic Switching Systems (ESS) began delivering 70% of its ESSs on schedule (as opposed to only 20% before adopting reuse principles).
- The Army estimates a cost avoidance of $479.9 million for its Tactical Command and Control system, allowing additional mission requirements to be addressed during a period of funding shortfalls.
- Magnavox developed the Force Fusion System Prototype (FFSP) in 20% of the projected, estimated time for a totally new system development.[11]

So software reuse is possible, and the payoffs are achievable.

5. CONCLUSION

As the saying goes, "no pain, no gain," and the reuse of software is no exception. The product line approach to software reuse requires substantial upfront investment with substantial, but not immediate, benefits. Much commitment, planning, and effort are required to begin a reuse program. Reuse processes and procedures must be incorporated into the existing software development process. Repositories of software assets must be created and maintained. Reusable assets must be designed for reusability. People must be trained in the skills of software reuse. Despite the initial overhead, there are high benefits to software reuse, if appropriate processes are invoked and the requisite planning takes place [11]. Product quality and reliability can increase. Project development time can decrease, along with associated project costs. Project scheduling can become another standard calculation instead of a guesstimate. All these benefits, in the long term, can dramatically increase productivity in an organization, and decrease the overall risk of project development by
supplying a solid foundation from which all subsequent product family members are derived.
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