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ABSTRACT 
 

The expansion of energy-aware software is considered major necessity for a lot of computers and smart 
phone devices. Coinciding with the high importance of computers, electricity cost increasing, Energy 
measurement techniques have been evolved for measuring and enhancing the energy consumption of 
software layers. In spite of this fact, these techniques can't determine enough energy information. And they 
can't locate how and where the energy is wasted within software. Therefore, a framework is proposed to 
offer valuable imagination for programmers to write energy efficient code and software. And to creates a 
comparison study in energy evolution model of software applications to gain opportunities for energy 
minimizing. 
Keywords: AES, software methods, Energy utilization, Energy growth, Jalen approach, key length. 
 
1. INTRODUCTION  
 

In the last time, energy aware software is 
widespread, coinciding with using portable 
electronic devices such as smart phones, laptops, 
and tablets. In these devices energy is becoming an 
essential issue. Therefore, energy saving is 
considered sustainable development goal [1]. 
Recently, scientific research confirmed that energy 
is consumed in information technology systems by 
both hardware and software components [2]. 
Software consume energy indirectly, it is 
influencing on the energy consumption of the 
hardware [3]. Therefore, Software has a high 
weight in consuming energy comparing with 
hardware [4]. 

  
    Therefore, minimizing the energy 
consumption of software application is an essential 
necessity and a technological challenge [5]. 
Moreover, program developers lack for deep 
knowledge of energy consumption. So, energy 
microscope at the application level is needed to 
diagnose the hungry parts [6] [7]; to improve new 
methods consuming lower energy; and to balance 
performance vs. energy consumption towards 
building energy efficient applications [8]. 
 

     To address energy aware shortcomings, we 
propose in this paper a framework for presenting 

the energy models of some encryption and 
decryption algorithms by using the most remarkable 
approach; and comparing energy evolution models 
of applications. The other sections are introduced as 
follows. Section 2, we offered motivations keys and 
aims that lead to this work. In section 3, the 
framework and methodology is described and 
system implementation steps are illustrated. Section 
4, outlines the results from the experimental 
evaluation to ascertain and assess the framework 
that proposed in section 3.  The analysis and 
discussion of these results are in section 5. Finally, 
the conclusion and future work in Section 6. 

2. MOTIVATIONS KEYS & AIMS 

Energy represents a critical matter in the 
handled electronic private devices especially 
laptops and mobile phones. Therefore, researchers' 
attention is directed to measure energy 
consumption by preparing different approaches.  
However, these approaches have many advantages 
and some limitations or drawbacks. This paper 
contribution is therefore presenting measurement 
approaches and tools in order to make a comparison 
among them, and then facilitates choosing the most 
efficient approaches and tools. 

 Energy measurement is classified as 
following: 
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 Hardware based measurement [9]: Hardware 
based measurement is represented the most 
reliable methodology. But it has some 
restrictions such as: it suffers from noise, has a 
portion of power loss during measurement 
process, and it demands a certain types of 
battery. 

  Software based measurement (internal 
profiling) [10]:   When we taking about the 
internal (profiling) software based 
methodology, the external hardware is not 
demanded. However, energy profiling 
software has many determinations: it 
generates additional energy consumption 
caused by energy logging application, and has 
some of installation troubles. 

 And software based measurement (external 
profiling) [11]. Which limited by tasks 
supplied by OS API. And it has several data 
communication problems.  

  
 Therefore, in this paper a comparison is 
presented among measurement methodologies as 
shown below in table 2.1.  

  
Table 2.1: Energy measurement methodologies 

 

Hardware 
based 

Software 
based 

internal 
profiling 

Software 
based  

external 
profiling 

Accurate 
measuring 

Only 
estimation 

Very accurate 

Measure 
energy for 

whole system 

For internal 
components 

For internal 
components 

Not 
expensive 

Free Expensive 

Easy to use Easy to use Hard to use 

Required 
additional 
hardware 

Not required Required 

Obtainable 
everywhere 

Online 
download 

Hard to find 

Hard analysis deep analysis 
Very deep 
analysis 

 PowerScope [12] represent the best 
example about hardware based measurement tool 
which is offering energy usages of applications by a 
digital multimeter and a distinct computer. This 
tool is most reliable and it has three basic 
components: system monitor, energy analyzer and 
energy monitor.  

Several approaches supply fine-grained 
energy measurement, like eLens [13] which is a 
peripheral approach that combines the both 
concepts together: per-instruction energy evolution 
model to detect the energy consumption for each 
method inside application, and the program analysis 
to specify paths of energy information, eLens is 
characterized by accuracy, rapidity, and there isn't a 
necessity to vary the mobile operating system or to 
require the power meter.  

e-Surgeon [14] is a software approach 
used for assigning high consuming energy points of 
Application Servers.  This approach includes two 
levels of energy measurement: Operating system 
level and process level. The first level is used for 
measuring the energy usage of coarse grained level 
(such as energy consumption of processes used by 
different hardware devices CPU, network, 
memory), and the latter is used for measuring the 
energy consumption at fine grained level (classes 
and methods). 

        Application profiling tools are so 
valuable but it is restricted by programming 
language such as ANTS profiling for .Net language 
[15].  

The internal profiling software based 
measurement use the external hardware [16][10]. 
this is clearly occurs when we use eprof [17] to 
estimate energy utilization at code level; although  
Eprof is helpful approach but it has some 
restrictions so it requires a fundamental changes to 
kernel, thus limiting the flexibility of the approach.  

Other software tool is Joulemeter [18] that 
compute the energy consumption of both hardware 
(virtual machines, servers, desktops, and laptops) 
and software applications running on a computer.it 
can measure energy usage of computer resources, 
like CPU utilization and screen brightness, But its 
model can't estimate without laboratory 
benchmarks this makes it low flexibility [19]. 

PowerTop[20] is a Linux tool which 
diagnoses software component that consume more 
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energy. PowerTOP has advanced interface to 
present and estimate the energy profile; allowing 
developers determining which processes taking 
more energy [21]. PowerTop share similarities with 
pTop tool [22] in profiling at a process-level. pTop 
is extremely accurate and doesn’t require  extra 
hardware, but it has little  overhead. pTop provides 
energy-aware APIs in mobile devices and cloud 
computing. Another version exist called pTopW 
[23].  

Energy Checker [24][11] is a software tool 
that estimates the power consumption of the 
application by using counters. Therefore, it needs a 
hardware powermeter, so it is hard to deduct the 
energy consumption of software.  

Also other software based approaches are 
PowerAPI [14][25] and Jalen [26] , Both tools 
employs power models for measuring the energy 
utilization of software. PowerAPI evaluates in a 
real-time the energy consumption of process for 

variant hardware resources, by submitting an API. 
Jalen is building to offer the energy consumption of 
applications at the code level (for processes and 
even for methods). 

In this paper a comparison study of energy 
measurement and estimation approaches is 
presented as followed in table 2.2  
 
 
 
 
 
 
 
 
 
 
 
 
 

Table 2.2: Comparative study of energy measurement approaches of software 

 



 
Journal of Theoretical and Applied Information Technology 

31st January 2020. Vol.98. No 02 
 © 2005 – ongoing  JATIT & LLS   

 

ISSN: 1992-8645                                                                  www.jatit.org                                                      E-ISSN: 1817-3195 

 
197 

 

 
In spite of the previous approaches is 

measuring energy consumption of software 
application accurately. But they lack of energy 
measurement approaches depend on context 
information and their finite granularity. They have 
restricted understanding of how energy is 
consumed by software. A lot of researches are 
performed to conclude the internal function of 
software, but they failed in providing enough 
energy information. Others can't diagnose energy 
leaks; Also they can't diagnose which process or 
method is consumed more energy than is necessary. 
Therefore the core concern of the research is: 

- Detecting how and where energy is consumed at 
the code level. It is a great necessity to assign 
the hungry process or method within software 
for improving energy efficient software. 

 
 

- Also offer energy evolution model and knowing 
the effect of changing input parameter on 
energy consuming scenario. This is considered a 
fundamental requirement to give guidelines for 
software programmers to choose the best energy 
efficient method for their software, and finally 
to implement the green coding principles. 

 
 3. PROPOSED METHODOLOGY 
3.1 The Framework Methodology 
    It's predictable that energy orientation of 
methods is changing when its parameters are 
changed. Knowing this effect is very valuable for 
application developers to choose optimal parameter 
value [27]. So; this framework is proposed to infer 
the energy evolution model of software code 
depending on the variability of their input 
parameters.   
 
     

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
 
 
 
 
 
 
 
 

 
 
 
 
 
 
 
 
 
 

Figure 3.1: Framework methodology. 
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 To illustrate this framework, methodology 
is demonstrated in Figure 3.1 as follows: at first 
gathering CPU utilization of the executing method 
in an application. These data are collected through 
an intermediary such as a virtual machine after 
injecting the jar file for measurement approach as a 
Java agent during the start of the program. Then the 
total energy consumption of the application (in this 
framework an AES) is collecting by CPU. This 
information is acquired using application level 
measurement tool (Power API). Later, data which 
gathered previously is used with code level energy 
models to measure the energy consumption of 
application methods by hardware resource. This is 
done by using statistical sampling version of jalen 
(STS) measurement approach [28] because it 
doesn’t require any changes on the application code 
and it has a little overhead. Finally, computing and 
correlating all consequences after many execution 
cycles to present energy evolution model of 
application methods through a virtual machine 
while varying its input parameters. 
 
3.2 Energy Measurement & Energy Models for 

CPU  
Energy models for CPU are discussed in 

[26] is used as illustrated in formula (1): 
 

      (1)       
 
Then   is gained from formula (2)   

                       (2)   
 

In Java programming language the 
application code is mostly executed within threads, 
so at first the power consumption for threads is 
computed then for methods in the last observing 
cycle as in formula (3): 
 

  (3)   
 represents the power 

consumed,  is the CPU time of the 
thread , and  is the duration of the 
monitoring cycle. Later CPU utilization for 
methods is computed in formula (4): 
 

     (4)   

Also in the last observing cycle, 
representing the execution time 

of method, and  is representing the 
execution time of all methods. Finally, the power 
consumption of methods of formula (1) is 
computed by using formula (5): 
 

              (5)   

 
In this framework, AES is used as the 

most significant standard for symmetric algorithm 
because AES provides strong encryption and has 
been selected by National Institute of Standards and 
Technology (NIST) as Federal Information 
Processing Standard in 2001, and in 2003 the 
United States Government announced that AES is 
secure enough to protect classified information up 
to the top secret level.  

 
To display the effect of modifying the key 

length as input parameters ( that specifies the 
number of repetitions of transformation rounds that 
convert the plaintext to the ciphertext); an AES 
symmetric encryption/ decryption algorithm is 
constructed with ability creation variant key length 
(1024 and its multiples) to obtain method's energy 
directions. 

 
In more details, first the algorithm is run 

with creating specific key length, and encrypting/ 
decrypting in many times a large text [29]. Then 
it’s the time Jalen working (which is a Java 
observing agent to compute the method's energy 
consumption of an algorithm. Energy values are 
saved in csv file. Then this process is running but 
with other input parameter to graph energy 
evolution model finally towards detecting methods 
which are hungry for energy. 
  
3.3 Proposed System Implementation 

&Graphical Design 
The implementation of the proposed 

system, which comes with better understanding for 
energy profile, is as follows: at first running the 
system associated parts and then moving to a 
question that specifies whether to select the 
application which is wanted to monitor its energy, 
or to display a previous energy profile: this step is 
determined manually by the user.  

 
CMD window is run for monitoring the 

application, and an initialization the energy profile 
procedure starts to begin calculating energy 
consumption of an application by using Jalen. This 
depends on a specification to the key length and the 
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loop quantity (the number of times the encryption 
and decryption of specific text). The previous step 
is also determined manually by the user. Next, the 
key generation process is done to create the key 
which is used to encrypt a specific text. Then 
retrieve the original text by using the key that 
generated previously. Later, energy profile is 
stopping and followed by saving results in CSV file 
which display the energy profile finally. 

 
Proposed system used three Graphical 

User Interfaces (GUIs) as follows: First UI is 
named (Jalin) and made by Microsoft.net 
framework 4.5. Windows form “help in opening 
CMD window, running commands, displaying a list 
of energy information, and at the end drawing the 
energy chart”. 

 
Second UI is CMD that used for 

monitoring energy consumption of an application 
(AES). Third and last UI: is made by Java 
programming language and consists of three 
buttons determining the applications’ main steps 
(key generation, encryption, and decryption). 

  
4. EXPERIMENTATIONS 

This section reports the results from the 
experimental evaluation including several 
experimental results performed by concluding the 
energy directions of an AES and RSA algorithms to 
ascertain and assess the framework that proposed in 
chapter 3 as follows: 

  
4.1 Research Material 

The proposed framework described in 
section3consists of the following applications: The 
AES and RSA encryption and decryption 
applications that are built in Java Script 
Programming Language version 7 and 8, Maven 
version 3 is used to obtain Jalen measurement, and 
finally Graphical User Interface made by  
Microsoft.net framework 4.5. Windows form that 
used for opening CMD, running commands and at 
the end drawing the energy chart. The energy 
consumption of methods in AES algorithm is 
measured using files downloading from 
https://github.com/adelnoureddine/jalen (the 
statistical version of Jalen).  

Then framework is tested and validated in 
experiments by using files downloading from the 
website 
http://www.arvindguptatoys.com/arvindgupta/cbt14
-Short%20Stories%20For%20Children.pdf.  The 
framework is implemented with a laptop:  Dell 
inspiron n 5010 with the following specification:  

Intel® core ™ i3 CPU M350 at 2.27 GHz processor 
with 4.00 GB Installed memory (RAM) DDR3 
SDRAM PC3-10600, 666.7 MHz, this machine 
equipped with operating system Windows ® 
version 8.1 Professional Edition, and system type: 
64 bit operating system (x64- based processor). 

. These instructions give guidance on layout, 
style, illustrations and references and serve as a 
model for authors to emulate. Please follow these 
specifications closely as papers which do not meet 
the standards laid down, will not be published. 

4.1.1 Evaluation metrics 
 Objective: the main objective of this work is to 

offer an energy profile for software applications 
while varying their input parameters and 
concluding the energy directions of an AES and 
RSA algorithms. 

 Performance description: performance 
description of this work with the change which 
we will talk about in comparison method 4.1.2 
is very necessary. 

 Target: creating framework to reach our 
objectives, and to provide guidelines for 
software developers to help them implement 
green coding principles. 

4.1.2 Comparison Method 
 JALEN UNIT profiler application 
presented by the University of Lille Ph.D. students 
in France [30] which is used to present energy 
evolution model of application methods. While 
JALEN UNIT profiler uses Jalen for monitoring 
energy consumption of applications at the code 
level by using Intel Core 2 Duo 6600 processor at 
2.40 GHz and running Lubuntu Linux 13.04 64 bits 
operating system. This allows to see the impact of 
changing both the hardware component and the 
operating system on power efficiency of an RSA 
algorithm based on Hardware components consume 
energy.  
 Jalen associates the energy consumption of 
hardware to the software code that initiated the task 
for hardware components. Therefore, energy 
consumption is highly dependent on hardware 
components.  

    
4.2 Experimental Results 

In this section, the framework is tested with 
many experiments to evaluate the amount of energy 
consumed of an AES algorithm in each experiment, 
and then made to prove our search point by results. 
In the first experiment, encryption and decryption is 
done for 50 times So that to obtain enough 
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execution evidence to measure energy utilization, 
but in the second, the encryption and decryption is 
done for 100 times. 

   
For each one there is consideration procedure 

as follow: 
-  At the beginning, the AES algorithm is 

run with creating specific key length 1024 
-  And encrypting/ decrypting the given text.  
- At this point Jalen observes and computes 

the energy consumption for the whole 
AES via requisition Power API; and for 
the methods of an AES especially. In 
addition to CPU time. 

-  Energy values are saved in csv file.  
 

Then the former procedure is rerunning but 
with double key length (2048, 3072, 4096, 5120, 
and 6144). At last all outcomes get together to 
graph energy evolution model finally towards 
detecting methods which are hungry for energy. 

 
In the previous framework, the procedure is 

performed for ten times at each key length; and 
then extracts the average energy utilization of the 
all application. Furthermore, is performed for the 
run time.  

 
Table 4.1: Energy profile of whole AES in variant 

key length. 
 

Application 
Key length 

Run 
time 
(m) 

Average  
energy 
in Joule 

No. of 
encryption 

& 
decryption  

(times) 

AES 1024 NULL NULL 50 

AES 2048 NULL NULL 50 

AES 3072 10:15 1391.4494 50 

AES 4096 13:11 1805.333 50 

AES 5120 19:29 2185.716 50 

AES 6144 22:03 2346.280 50 

AES 1024 8:17 812.655 100 

AES 2048 14:25 1674.933 100 

AES 3072 15:37 1972.112 100 

AES 4096 18:58 2418.530 100 

AES 5120 22:46 2591.085 100 

AES 6144 28:57 2886.285 100 

 

 

Figure 4.1:  Energy growth of whole application. 

 
Therefore, the STS version of Jalen is 

appointed to indicate which method is responsible 
about this energy progress. Results, in figures 4.2 
and 4.3 infer that there are two hungry methods for 
energy in AES algorithm: 

- AES.AddRoundKey, which is the basic 
element in AES energy consumption. 

- And AES.SubBytes. 
 

The energy values of the rest methods are too 
light in comparing with the above methods.  So, 
these outcomes underline the requirement for deep 
measurement at the code level. 

 
There are many values of energy which are not 

obtainable as offered in tables 4.1, 4.2, and 4.3; this 
is happened when we generate AES's key with 
length 1024, and 2048 in 50 times encryption and 
decryption. 

 
These insensible values belong to many 

considerations: 
- The operating system is highly 

advancement in compared with other 
operating systems.  

- The speed of the processor makes Jalen 
doesn’t feel or recognize these values. 

- Besides to the above, AES is considered 
very lightweight algorithm. 
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Table 4.2: Energy profile of AES methods with 

variant key length in 50 times. 

 

 

Figure 4.2:  Energy growth of application methods in     
50 times. 

 

 
Table 4.3: Energy profile of AES methods with 

variant key length in 100 times. 

Application 
Key length 

Run time 
(m) 

Energy of 
Add 

Round 
Key  in 
Joule 

Energy of 
Sub Bytes  
in Joule 

AES 1024 NULL NULL NULL 

AES 2048 NULL NULL NULL 

AES 3072 10:15 1201.804 218.184 

AES 4096 13:11 1479.226 298.364 

AES 5120 19:29 1655.512 385.395 

AES 6144 22:03 1729.222 434.324 

 

 

Figure 4.3:  Energy growth of application methods in 
100 times. 

Application 
Key length 

Run time 
(m) 

Energy of 
Add 

Round 
Key  in 
Joule 

Energy of 
Sub Bytes  
in Joule 

AES 1024 8:17 862.694 68.740 

AES 2048 14:25 1218.576 287.805 

AES 3072 15:37 1533.140 358.128 

AES 4096 18:58 1730.216 415.852 

AES 5120 22:46 1814.038 531.009 

AES 6144 28:57 2223.145 652.353 
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AES also doesn’t require extra energy. This fact 
is corroborated when we tried to encrypt and 
decrypt a small text in 50, 100, and even 100000 
times; energy value was also approximately null or 
not obtainable. 
   
   We also test our framework with other software 
application (RSA encryption / decreption 
application).  

 The energy profiler application used to 
infer energy growth of both AES and RSA 
algorithms at the code level while varying its input 
parameters. This is done by using Jalen with Intel® 
core ™ i3 CPU processor; and Windows operating 
system (as offered in section 4.1). 
 
         In our framework strategy figure 4.4 shows 
energy profile of RSA algorithm, and illustrates the 
exponential growth when the application is run with 
a variant key length. 

The same strategy which done with AES, is 
executed here with RSA; but with more multiples 
of key length.  

 
 

Table 4.4: Energy Profile Of Whole RSA In Variant Key 
Length. 

 

Application key 
length 

Run 
time(m) 

Average  
energy in Joule 

RSA 1024 NULL NULL 

RSA 2048 NULL  NULL 

RSA 3072 NULL  NULL 

RSA 4096 NULL  NULL 

RSA 5120 8:49  1218.691 

RSA 6144 9:32  1365.772 

RSA 7168 10:44 1682.225 

RSA 8192 16:58 2943.006 

RSA 9216 21:18 3680.821 

 

 
 

Figure 4.4:  Energy Growth Of Whole Application (RSA) 
In Our Framework. 

 
In more details, at first we run RSA with 1024, 

2048, 3072 and 4096. But we discovered that there 
are many values of energy which are not obtainable 
as offered in table 4.4; this is happened when we 
generate RSA's key with length 1024, and 2048 in 
100 times encryption and decryption. Our 
explanation for these insensible values is: 

 
 The operating system is highly advancement 

in compared with other operating systems.  
 The speed of the processor makes Jalen 

doesn’t feel or recognize these values. 
 

        But we note that there is an obvious growth in 
energy consumption. This is happened when we run 
RSA with 5120 key length. Then energy expansion 
is continuing with 6144, 7168, 8192, and finally 
9216 key length. 

 
   
 4.3 Comparison with Previous Experiments 

   In this framework, performance 
description of Jalen with different hardware and 
operating system is very valuable. Therefore, 
experiments results in the second scenario with 
RSA  show that there are many values of energy 
consumption which are not available and Jalen 
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doesn’t sense them, as shown in table 4.4 and 
described in the previous section (4.2). This 
signifies that energy consumption value of RSA is 
clearly born with 5120 key length and more; this is 
through 100 times of encryption and decryption. 

 
    While in the French study [30], energy 

consumption value of RSA methods begin since 
1024 key length is generated. And it is still 
increasing in consumption. we noticed that the 
energy consumption of RSA become obvious at the 
key length 3000 bit and more obtained through 10 
times of encryption and decryption, and by using 
Intel Core 2 Duo 6600 processor and Linux 
operating system as shown in figure 4.5. 

  
This variant explain the impact of changing 

both the hardware component and the operating 
system on power efficiency of an RSA algorithm 
based on Hardware components consume energy. 

 

 
 

Figure 4.5:  Energy Growth Of Whole 
Application (RSA)[30]. 

   Although an energy consumption of RSA 
algorithm is increased in this work due to the 
different hardware that machines use thus 
consuming different amount of energy, also due to 
an alternative operating system, and the number of 
traces of encryption and decryption; but still 

keeping similar energy trends and distribution in 
RSA methods.   

This proved that running software on 
different machines does not necessarily change the 
energy distribution between their software methods. 
Thus, proposing an empirical model of the 
evolution of energy consumption of software code 
is relevant, and can be used by the developers. 

 
5. DISCUSSIONS 

From our framework and experiments we 
obtained many essential principles: 

 Presenting a comparative study among 
measurement approaches and tools is very 
important to minimize energy consumption 
of software by choosing the most efficient 
approaches and tools.  

 Inferring the energy profile of software code 
depending on the variability of their input 
parameters is very valuable for application 
developers to choose optimal input 
parameter value. 

 When the same framework is executed on a 
variant hardware, the values of energy will 
vary too. This belongs to the hardware 
nature. (The best example about this case is 
AES.AddRoundKey method). 

 Observing energy consumptions at the code 
level is considered as a first class necessity 
to expose energy distribution. This 
knowledge provides deep understanding for 
programmers in order to choose alternative 
methods which require lower energy. 

 A software approach (STS Jalen) is 
employed for deeper energy estimating. 

 Studying the impact of changing both the 
hardware component and the operating 
system is very valuable. This will allow 
knowing the power efficiency of software 
application based on Hardware components 
consume energy. 

 Furthermore, monitoring energy progress at 
the application level is not enough. So, we 
need for more analysis to understand the 
fundamental reasons for this energy 
evolution. 

 Our work is useful to use in software 
industry especially in software designing 
companies by replacing and choosing 
optimal input parameter value which making 
the application consuming less energy (i.e 
key length in AES encrypting/ decrypting 
algorithm). Also making programmers 
choose alternative methods which require 
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less energy (choosing methods instead of 
AES.AddRoundKey, and AES.SubBytes 
methods in AES encrypting/ decrypting 
algorithm). 

 
5.1 Research Pros and Cons  
       Pros: 

 This work gives us deep layer of knowledge 
of the energy usage and distribution within 
software. 

 Offers the validity of the framework by 
detecting the hungry methods which leading 
to the exponential growth of AES 
algorithms. 

 Preparing guidelines for software 
programmers to assist them choosing the 
most efficient method. 

 Proposed system benefits are increased with 
the using of AES encryption and decryption 
algorithm which is very secret and robust 
algorithm, in addition of using buy a large 
number of people. 

Cons:  
 This framework observes methods 

individually without noticing the 
interrelation between methods. This is due to 
many requirements such as a large time, and 
the professional team who have a deep 
knowledge in software engineering. 

 Mathematical analysis of this work is still 
manual; therefore, using analysis techniques 
is an essential requirement, such as Principal 
Component Analysis (PCA). This could be 
helpful to knowing the effect of changing 
the input parameter on the energy usage of 
the method. 

  6.  CONCLUSION & FUTURE WORK 
Learning and limitations are gained from 

our framework such as:  
 The existing framework in this paper 

illuminates and maps the energy evolution 
trend of application methods depending on 
its parameters. But, it doesn’t define the 
indirect impact on other methods.  

 Therefore, studying this impact is very 
necessary. Also we need to present energy 
profile depending on other input parameter. 
Thus, leads for clear description on energy 
utilization profile. Significantly, leads to 
conclusions that might help a developer to 
choose efficient software code.  

 The current work depends on CPU energy 
only.  So, our future work is a framework 
which depends on disk energy in presenting 
energy evolution models for software 
methods.  
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