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ABSTRACT 

The extensive use of mobile applications in terms of user’s number and size of diverse data has introduced 
additional security threats which make uncovering these vulnerabilities complex for testers. Testers use 
certain types of software security testing to detect software vulnerabilities, particularly penetration testing. 
Test case selection is an essential phase of penetration testing, especially when testing complex and large 
applications. Multiple techniques have been proposed for selecting test cases to be used in penetration testing. 
In general, the majority of such techniques select a set of test cases that cover the designated paths and fit 
well with the user requirements. This study reviews existing techniques and models that are used for test case 
selection. Methods, strengths and weaknesses are the main factors that are presented in this study. This study 
shows that offloading, that is, the technology used in mobile cloud computing applications, has been 
disregarded by existing techniques and models for test case selection. Therefore, this study proposes an 
enhanced test case selection technique for penetration testing. This proposed technique considers offloading 
parameters when selecting test cases to improve coverage paths and reflect user preferences in terms of cloud 
and mobile priority percentages. Moreover, test cases for both mobile and cloud in the mobile cloud 
computing applications are considered to be selected in list of test cases to be executed. Besides, user 
preferences feature is provided in the selection process to reflect the importance of each parties, cloud and 
mobile sides of the application under test. The proposed technique will improve the security of mobile cloud 
computing applications by exposing the possible vulnerabilities from both mobile and cloud sides application. 
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1. INTRODUCTION  

 
Mobile computing is a technology that 

has emerged in the present and will certainly 
affect the future by enabling real-time 
communication anywhere at any time [1, 2]. 
Nearly all human life disciplines are influenced 
by mobile computing technology, as manifested 
in the number of users and the huge business 
investment in the mobile technology sector either 
by developing additional applications or 
enhancing the infrastructure [3]. The increasing 
number of users and additional domains, where 
mobile computing is implemented, has resulted in 
increased security vulnerabilities which make 
security testing essential [4]. A key security 
testing type is penetration testing which is used to 
uncover unknown vulnerabilities. 

 
Penetration testing is a well-known 

technique that is used to evaluate the security 
posture of any software application in which a 
tester aims to compromise a software application 

security [5]. This technique is considered widely 
and commonly used method among all software 
application security best practices [6]. Penetration 
testing has been used to ensure the security of web 
applications. In this technique, a tester can 
discover vulnerabilities and weaknesses by 
simulating possible attacks on the target web 
application. An efficient penetration testing 
requires the tester to rely on techniques that gather 
input vector information on the target web 
application, analyse the responses of the 
application to check if the attack can possibly 
exploit any existing vulnerability and determine if 
an attack is successful. However, several existing 
techniques are lacking and frequently incomplete, 
thereby possibly leaving a part of the application 
untested and vulnerabilities undiscovered [7]. 

 
Penetration testing involves designing 

and generating a set of test cases, analysing the 
software application using these test cases and 
examining the results to determine if the software 
application security has been compromised. Test 
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case generation processes generate test cases that 
cover all application paths, uses all attributes and 
adopts variable domains, ranges and types. The 
execution and testing of all generated test cases 
are generally infeasible given time and cost 
limitations [8]. Therefore, finding mechanisms 
that select test cases or prioritise the generated test 
cases is mandatory to reduce the resources 
required whilst maintaining high path coverage 
and fault detection ratios [9]. 

 
As long executing all generated test 

cases is not visible due to limited budget and time 
available for testers [10]. Selecting the set of test 
cases to be executed becomes more critical task. 
This process reduces the size of test case set while 
insuring that this reduction will not affect the 
quality of test results. Test case selection has a 
significant impact on the test coverage on the 
intended parts to be tested for the applications 
under test [10]. For instance the traditional test 
case selection select among the generated test 
cases based on user preferences [11] or based on 
pre-established techniques and formulas [12, 13].  

Test case selection is still at initial stages 
and more research is required to make it 
applicable in today’s world [14]. Therefore, for 
new technologies such as Mobile Cloud 
Computing (MCC) application which is one of the 
complex applications that uses new technologies 
needed an exceptional factors to be used once 
selecting the set of test cases. Thus together, the 
high complexity of new technologies and the 
simplicity of test case selection techniques, make 
is required to conduct this study to come up with 
a technique that help testers to select test cases to 
be executed. 

 
MCC is a convergent technology which 

consists of three main heterogeneous 
technologies, namely, mobile computing, cloud 
computing and networking [15]. MCC is simply a 
set of tools and techniques that utilise cloud 
resources to empower mobile applications. 
According to literature, MCC has recently 
attracted significant attention. The direct revenue 
of the mobile cloud market was approximately 
$68 billion in 2017. The number of MCC 
subscribers worldwide has increased from 42.8 
million in 2008 to more than 998 million in 2014. 
Mobile cloud is expected to eventually become 
the dominant method for mobile application 
operation [16]. 

 

This paper will review the current 
available techniques and models used to conduct 
test case selection. The outcome of review will be 
analysed based on MCC applications complexity 
implementation models that affect the selection 
process. The analysis result will be used to 
propose and enhanced technique that fill the 
research gap and tackle the issues of previous test 
case techniques and models when testing MCC 
applications. 

 
In this study, a test case selection 

technique is proposed to solve the issues of 
previous techniques. The objective of this study is 
to investigate the limitations of previous test case 
selection techniques in the MCC domain and 
propose an enhanced technique that overcomes 
these limitations. Section 2 describes the 
motivation for studying the test case selection for 
penetration testing in the domain of MCC. Section 
3 examines the test case selection techniques in 
accordance with the specific analysis technique 
used and evaluates the strengths and limitations of 
each approach. Section 4 introduces the test case 
selection techniques. Section 5 and section 6 
demonstrate the results of the enhanced test case 
selection technique and discuss the implications 
of these results. Section 7 presents the limitations 
of this technique. Finally, paper is concluded in 
Section 8. 

 
2. MOTIVATION 

The addition of new variables to test case 
generation increases the number of generated test 
cases exponentially [17-22]. In addition, the test 
case selection technique is a complex issue, 
especially in penetration testing given the 
numerous paths, input types, input methods, 
environment factors and vulnerability types. 
Scholars, industry experts and practitioners 
attempt to construct new mechanisms that 
enhance the ratio between the number of selected 
test cases versus the path coverage and fault 
detection ratios [23]. 

 
Test case selection technique is essential 

to penetration testing. However, such technique is 
challenging and requires test case selection 
technique that can generate well-defined and 
specific test cases, utilise minimal resources and 
reduce time whilst maintaining the test case 
coverage acceptable [24, 25]. Such test case 
selection technique is important, especially for 
MCC applications. 
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In the MCC application penetration 
testing, offloading should be used as a variable 
when generating test cases because offloading 
affects the application execution paths. 
Offloading means remote execution and is the 
method used when outsourcing mobile tasks to 
the cloud [26-28]. This process adds uniqueness 
and complexity to the MCC application 
penetration testing in terms of generating, 
selecting and executing test cases. 

 
Offloading in the MCC application 

affects the execution path for the mobile 
applications [29] as this process uses multiple 
factors to determine where to execute certain 
tasks. In dynamic offloading, the decision to 
augment the task to the cloud is made whilst the 
application is running. In static offloading, the 
decision is predetermined by the developers and 
is unaffected by the running applications. 
However, the MCC applications can use dynamic 
and static offloading collectively; this 
combination is called hybrid-offloading [30, 31]. 
Offloading exponentially increases the 
complexity of MCC application which in turn 
increases the required resources when conducting 
penetration testing. An offloading parameter is a 
significant factor to be studied to improve 
efficiency and effectiveness of penetration testing 
for the MCC application. 

 
3. PENETRATION TEST CASE 

SELECTION TECHNIQUES: 
RELATED WORK  

Many techniques for test case selection 
have been proposed in the literature [32-37]. This 
section provides a critical review of several works 
and proposed models for test case selection for 
penetration testing. The result of the critical 
review shows the strength and limitations of each 
study based on the main MCC application 
characteristics that makes it unique and complex, 
which is the offloading. These results are 
summarized in Table 1.  

 
The survey was conducted by following 

the steps presented in the methodology illustrated 
in Figure 1. This survey for publications included 
an systematic search using several digital libraries 
as they are the most relevant sources in software 
and security engineering [38]. These digital 
libraries were ACM digital library 
(http://portal.acm.org), IEEE Xplore 
(http://ieeexplore.ieee.org), ScienceDirect 

(http://www.sciencedirect.com) and 
SpringerLink (http://linkspringer.com).  

 
Certain search strings used to search 

over the selected repositories that reflect the 
domain of test case selection on penetration 
testing. These search strings were as follows: (i) 
‘penetration testing’ and ‘test case selection’, (ii) 
‘test case selection’ and ‘penetration testing’, (iii) 
‘penetration testing’ and ‘case selection’ and (iv) 
‘penetration testing’ or ‘test case selection’. 

 

Id
e
n

ti
fi

c
a
ti

o
n

  
S

c
re

e
n
in

g
E

li
g
ib

il
it

y
In

c
lu

d
e
d

Record identified 
through database 

searching (n = 270)

Additional records 
identified through 

other sources (n = 0)

Record after removing duplicates (n = 170)

Record screened

 (n = 67)

Record excluded

 (n = 103)

Full-text articles 
assessed for eligibility

 (n = 52)

Remove articles that 
were used in 

duplicate.     

 (n =51) 

Studies included in 
the literature review

 (n = 11)

Figure 1: Survey Methodology 

The set of publications found with the 
strategy of the survey was filtered using inclusion 
and exclusion criteria for selecting relevant 
primary studies. The survey included peer-
reviewed publications written in English and 
cover test case selection for penetration testing. 
Papers related to testing approaches other than 
penetration testing or do not propose a new test 
case selection method have been excluded. The 
initial search based on the search strategy resulted 
in 51 papers, where 11 proposed new test case 
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selection techniques. These techniques are 
summarised in Table 1. 

 

 

Table 1 Test Case Selection Models and Techniques 

Ref. Method Strength Limitation 
[39] Divide the testing time into time slots. 

Iteratively select and prioritise test cases 
for each time slot using integer linear 
programming. 

Shows effectiveness in 
exposing faults and 
enhancing the branch 
coverage. 

Disregards offloading 
and is valid only for 
request quota constraints. 

[40] Select factors based on prioritisation 
goal. Use factor values for all 
requirements from the person involved. 
Compute each requirement weight and 
its mean of a factor. 

Improves the rate of 
fault detection. 

Disregards offloading. 
Incomplete requirements 
affect the result.  

[23] Select test cases based on similarities 
between test paths using triggers and 
guards using the generating algorithm. 

Reduces the number of 
test cases selected 
whilst preserving the 
fault detection rate. 

Disregards offloading and 
requires highly complex 
programmes to analyse the 
source code in each version. 

[41] Prioritise test cases based on multiple 
variables, and add another variable that 
is calculated based on the number of the 
variables used in the first versions and 
changed to the modified version. 

Selects a minimal 
number of test cases, 
and highly detects 
faults. 

Disregards offloading and 
requires highly complex 
programmes to analyse the 
source code in each version. 

[8] Standardise the requirements. 
Determine the neighbourhood F(x) for 
every requirement. Select 
neighbourhood function order of the 
functions to benefit to F(x). Generate 
order, and calculate the appropriate test 
case number. 

Has high reduction Disregards offloading and 
changing requirements. 

[9] Use the test case selection technique on 
the basis of detecting the changes in the 
applied case descriptions between 
versions. 

Detects the changed test 
cases efficiently. 

Disregards offloading and 
cannot be used for an initial 
test. 

[36] Prioritise the test cases based on four 
groups of practical weight factors: 
customer allotted priority, developer 
observed code execution complexity, 
changes in requirements and fault effect, 
completeness and traceability. 

Improves fault 
detection rate and 
preserves time and 
resources. 

Disregards offloading. 

[42] Minimise the number of test cases and 
maximise path coverage by determining 
the similarity between test cases. 

Reduces the number of 
test cases selected with 
high coverage path. 

Disregards offloading and is 
highly resource-intensive. 

[43] Calculate test case weight based on a 
differential control flow graph. 

Represents a new factor 
for improving 
coverage. 

Disregards offloading and 
is time-consuming. 

[44] Prioritise selection of flow graph-based 
composite services through modelling 
behaviour of service interactions and 
control flow. 

Composite services and 
modelling behaviour of 
service improve the 
path coverage. 

Disregards offloading and 
is time-consuming. 
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[45] Test selection technique based on 
functional modelling by selecting a 
subset of the set of test cases that 
provides a coverage level above a 
predetermined coverage. 

Selected subset fits with 
user requirements and 
pretests the coverage-
based test case subset. 

Disregards offloading. 
The functional model is 
time-consuming. 

The majority of the reviewed techniques 
for selecting test cases are based on the 
requirements of the user, tester, modelling and 
developer as presented in Table 2. In addition, 
none of these test case selection techniques and 
models use offloading or device state as a 
parameter in the selection technique. The number 
of test cases to be executed increases when 
offloading is ignored or the testers sacrifice the 
coverage path percentage to reduce time and 
efforts required. 

 
Table 2: Test Case Selection Models and Technique 
Analysis 
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[39]  × × × 
[40]  × × × 
[23] ×  × × 
[41]  ×  × 
[8]  ×  × 
[9] × ×  × 
[36] × ×  × 
[42] × ×  × 
[43] × ×  × 
[44] ×  × × 
[45] × × × × 

 
4. PROPOSED TECHNIQUE 

 
The proposed technique in this study has 

adopted and enhanced the existing work in [40, 
46]. The proposed technique has embedded 
offloading parameters and vulnerability domain 
in the selection technique to tackle the uniqueness 
and complexity of MCC applications that 
previous techniques have disregarded. 

This study adopts the [40, 46] techniques 
by injecting the offloading parameters and 
vulnerability domain in the selection technique. 
This study proposes that the initial test is different 

from the repeated test. The repeated test focuses 
on the changes in the application, whereas the new 
test focuses on all tasks. Therefore, the factors 
used in test case selection are classified into two 
groups, namely, new and repeated test factors. 
These factors are listed in Table 3 [40, 46]. 

 
Table 3: Test Case Factors 

New Test Factors
  

Regression Test Factors 

Complexity Fault effect of 
requirements 

Changes in 
requirements 

Completeness 

Priority of 
requirement 

Traceability 

 
The proposed test case selection for 

MCC penetration testing technique is 
demonstrated in Figure 2 and Figure 3. Figure 2 
represents the first part of the technique that used 
to calculate the weight of each test case based on 
set of test case factors shown on Table 2. Figure 3 
represents the second part of the technique where 
the mobile and cloud test cases sets are built to be 
merged as single order set of selected test cases.  

 
This technique starts in Figure 2 by 

calculating the mean of the factors that have been 
selected previously for each of the requirements 
and then stores these results in the requirement 
record at the requirement repository. This 
calculation is followed by looping through all the 
requirements for each test case that has been 
generated to calculate the test case weight and add 
it to its parameters in the test case record at the 
test case repository. 

 
The proposed technique will build two 

lists of test cases as shown in Figure 3. These lists 
are defined to differentiate between the test cases 
that would run on the mobile device or the cloud. 
Each test case will be added to the corresponding 
list in accordance with the offloading parameter 
that has been calculated during the test case 
generation or specified by the user. The two lists 
will be sorted by weight for the highest weight to 
be highly prioritised for selection. 
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The test case selection technique will 
select cloud and mobile test cases with the highest 
weight on the basis of the calculated preferred 
number of cloud and mobile test cases by using 
the number of preferred test cases to be selected 

multiplied by the percentage of cloud and mobile 
test cases priority. This enhance the technique test 
case result set coverage as it ensure the selected 
test case set covers vulnerabilities for mobile and 
cloud. 

 

List of test cases

Select next test case

YesNo

Select next requirement 

List of processed requirements

Select regression test factors New test?

Obtain value for 
completeness

Obtain value for 
traceability

Obtain fault impact 
of requirements

Select new test factors

Developer perceived
code implementation

Changes in 
requirements

Customer assigned 
priority of requirement

Start test case selection

Enumerate Requirements list

Enumerate Requirements list

Compute the mean value for all selected factors (MVSF)

Add factors values and mean value to list of processed requirements 

Enumerate list of test cases

Obtain test case requirement

Calculate the fraction of test case to the requirement

Calculate the weight of test case based on the fraction value 

Add weight to test case weight 

Process Decision Start/EndDocumentProposedOrginal

Legend

 
Figure 2 Mcc Application Penetration Test Case Selection (Part 1) 
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Figure 3 Mcc Application Penetration Test Case Selection (Part 1)
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Both of these lists will be sorted in order 
to select these with highest weight in their 
category, mobile or cloud, and then a formula that 
use the tester preference number of the cloud 
priority or mobile priority will be used to be 
multiplied with the number of preferred test cases 
to be selected in order to find the number of test 
cases to be selected of each category. 

 
A combination of cloud and mobile 

priority values in the selection technique using the 
preferred number of test cases to be selected will 
provide two lists of test cases. The two lists are 
integrated and then sorted by weight to provide 
the tester with the list of selected test cases in 
accordance with the requirements. 

 
The result set of test cases will have 

same as the number of preferred test cases the 
testers selected. This list also includes set of test 
cases that will be executed on the cloud or on the 
mobile with same percentage as also selected by 
the tester. These list of test cases also sorted as per 
the calculated weight based on other preferences 
that test selected after injecting the weight or 
cloud or mobile in the formula. 

 
5. RESULTS 

 
The proposed technique enables the 

tester to implement the user requirements in terms 
of number of test cases to be selected and covering 
client and cloud applications that are implemented 
in the MCC application under test by 
differentiating between each test case in terms of 
execution location, either to be executed on the 
mobile or on the cloud. In addition, the proposed 
technique provides the result as an ordered set of 
test cases after implementing the offloading user 
requirements that are sorted by mobile and cloud 
priority values. 

 
In detail, this technique starts by 

calculating the mean value for each requirement 
by using all factors proposed by [40, 46] as 
summarised in Table 1. Then, the proposed 
technique determines the fraction that each test 
case represents the user requirements to calculate 
the test case weight. The test case weight is 
calculated based on the mean value of the 
requirement it represents, as described in [40, 46]. 

  
A new procedure has been added to 

define the class of each test case using offloading 
details after calculating the weight of each test 

case. This technique continues to sort based on 
test case weight after determining if the test case 
is cloud or mobile. Then it selects the top test case 
of each class (mobile and cloud) on the basis of 
mobile and cloud priority values. Finally, the 
result set of test cases are sorted based on the test 
case weight. 

 
6. DISCUSSION  

 
The goal of this work is to build a test 

case selection technique that embed offloading 
parameters in the selection process. The 
offloading parameters embedded by selecting test 
cases of both mobile and cloud computing. 
Moreover, user preferences feature is provided in 
the selection process to reflect the importance of 
each parties, cloud and mobile sides of the 
application under test. 

 
The proposed test case selection for 

MCC penetration testing uses offloading as a 
parameter in selecting test cases by building two 
sets. First set includes test cases that will be 
executed on the cloud and second test case set 
include test cases executed on the mobile. This 
segmentation process use the data provided by the 
tester along with the test cases or using the MCC 
application description from the developers.  

 
The returned set of test cases has 

managed to provide the penetration testers with a 
set of test cases that consider offloading 
parameters and represent the user preferences. 
This will improve the results coverage path 
percentage due to considering the offloading 
parameters when selecting test cases as it ensures 
that mobile and cloud implementations are tested. 
Furthermore, the user requirement in terms of 
resources which are represented by the number of 
preferred test cases is also considered when 
generating the result of test cases, thereby 
improving the resource allocation based on the 
user preferences. 

 
This paper contributes to the domain of 

MCC by reviewing penetration test case selection 
techniques which will serve as base line 
references for future research. Moreover, the 
outcome of the review highlighted that there is a 
room for MCC improvement in terms of 
offloading features. Furthermore, this paper 
address a new direction for researchers in the area 
of penetration testing to enhance current 
technique and models in order to cope with the 
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new technologies, such as offloading, by using 
this paper as a reference.  

 
7. LIMITATIONS 

 
The test case selection technique 

proposed in this paper is one of the main phases 
of penetration testing that used to conduct 
penetration testing on MCC applications 
effectively and efficiently. Consequently, to 
evaluate the proposed technique based on the 
common evaluation criteria for penetration testing 
it should be integrated into a penetration testing 
model or framework. 

 
This integration requires a test case 

generation and test case execution techniques that 
also built specifically to be used on MCC 
application due to the complexity and uniqueness 
of these applications. Therefore, evaluating this 
proposed technique requires a new test case 
generation technique that provides the data 
required and to propose a new test case execution 
technique that read and execute the result of our 
proposed technique.  

 
8. CONCLUSION   

 
This paper reviews the test case selection 

techniques used in the test case selection phase for 
penetration testing. These techniques are aimed at 
selecting the minimum number of test cases with 
the highest percentage of path coverage to 
conduct the penetration testing with minimal 
effort and achieve the optimal results in finding 
unknown vulnerabilities. The paper shows that 
offloading parameter, which is one of the 
development model for advanced technology, has 
been disregarded when selecting test case set 
using previous techniques and models. Therefore, 
applications that use offloading may require extra 
effort when carried out testing for vulnerabilities 
through penetration testing. This study proposes 
an enhanced test case selection technique that 
considers offloading. Several potential directions 
for future research should be identified to 
implement and evaluate the proposed technique 
over certain application domains such as: social 
and banking applications. 
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