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ABSTRACT

Requirements testing or requirements-based testing (RBT) is one of the software testing techniques that is found effective to test requirements’ completeness and accuracy. This technique involves systematic way of test case generation from the model of the requirements specification. This technique has been applied in the requirements analysis phase to detect and eliminate requirements defects before the next stage of software development project. Although this technique is useful, it is tedious and time consuming to manually generate abstract test from the requirements model. However, we argue that the tedious process can be minimised if the requirements engineer have the good ability (skill) to generate abstract test from requirements models for requirements validation. This paper described a study of requirements engineer manually generate abstract tests from requirements model: Essential Use Cases (EUC) model. From the result, we discover that software requirements engineers are not well equipped with the skill and technique to generate abstract tests from requirements model.
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1. INTRODUCTION

Capturing correct and consistent requirements from client-stakeholders determines the production of a quality software development. However, it is often considered to be difficult, time consuming and error prone [1][2]. Requirements validation has been recognised as an important process to produce quality software as it determines whether client-stakeholders’ needs and expectations of a product are sufficiently correct and complete [3][4][5][6]. Further, the common practice of conducting requirements validation at late stages of product development is costly and time consuming [7][8]. One way to overcome this problem is to perform requirements validation early in software development. This proactive approach, known as the test-driven development allows early detection and prevention of errors in requirements specifications as it begins with writing the test cases and then follows with implementation, hence avoiding the need to rectify errors at later stages of product development [9][10].

At present, various requirements validation techniques, such as requirements review, inspections, prototyping, model-based, requirements testing and viewpoint-oriented requirements validation [3][11][12] have been used to evaluate the correctness and quality of requirements. Each of these techniques has their own strengths and weakness depending on the purpose of their usage. Studies [13][14][15] have recognized requirements testing or requirements based testing as an effective technique to identify requirements defect. Requirements testing or also known as requirements-based testing (RBT) is a software testing technique that is use for the purpose of verification and validation (V&V) of a developed software application by deriving test cases from the requirements [13][14]. It is a specification-based (black-box) testing technique or input-output driven testing techniques as the software is viewed as a black-box with input and output that solely derived from the specifications, without concern for the internal structure of the program [16]. This technique use systematic way to
derive test cases from a model (formal or informal) of the requirements specification. Designing tests with users’ involvement in the earliest stage will help the users to understand what they really want the system to do. This will help to discover and eliminate requirements defects before the design and development phase, which will also help to cut the project cost.

Although this technique is found useful and effective to test requirements’ completeness and accuracy, it is costly, time consuming and challenging to manually generate the test cases from requirements model [14][17]. As a result, most development organizations are reluctant to invest their time and effort in designing test cases in requirements phase. Furthermore, it is difficult to get client-stakeholders’ cooperation to get involved in the process due to time-constraint and other responsibility. However, we argue that the tedious process can be reduced if the software practitioners have a good skill in generating abstract tests from requirements. We also found there is almost no similar study that investigate the challenges faced by requirements engineers in generating/defining test cases from requirements model. Herein, we present the user study to measure the software requirements engineers’ ability (skill) to generate abstract test from requirements model as well as to understand the difficulties in the process.

The remainder of this paper is organized as follows: Section 2 outlines the background of the study; Section 3 present the research design of our user study; Section 4 discusses the result of the experiment; Section 5 described the discussion and lesson learn from the study; Section 6 describes the threats to the validity of our study and Section 7 conclude this work.

2. BACKGROUND OF STUDY

We use the term ‘abstract tests’ to refer to our test requirements and test cases that are generated from the semi-formalised abstract model, called the Essential Use Cases (EUC) and the Essential User Interface (EUI) model. An abstract test is a high-level test requirement and test case that represents a requirements scenario. In contrast to concrete tests, an abstract test does not contain any details of the test environment, test protocol, or configuration for the test component.

2.1 Essential Use Case (EUC) and Essential User Interface (EUI)

EUC is a structured narrative, expressed in the language of the application domain and the users. It is composed of a simplified, abstract, technology-independent and implementation-independent description of a single task or interaction [18][19]. EUC is a complete, meaningful, and well-designed interaction from the point-of-view of the users. It represents a particular role in relation to a system and embodies the purposes or intentions underlying the interaction. EUCs enable users to ask fundamental questions, such as "what's really going on" and "what do we really need to do" without letting implementation decisions get in the way. These questions often lead to critical realisations that allow users to rethink, or reengineer the aspects of the overall business process. Figure 1 shows an example of natural language requirements (left hand side) and an example of an EUC (right hand side) while capturing the requirements (adapted from [19]). The natural language requirements from which the important phrases are extracted (highlighted) are shown on the left hand side of Figure 1. From the natural language requirements, a specific key phrase (essential requirement) is abstracted and is shown in the EUC on the right hand side of Figure 1. As shown in Figure 1, the EUC depicts two interrelated sets of information: the user intentions and the system responsibility.

An EUI prototype is a type of abstract prototype or paper prototype that is a low-fidelity model. Also known as a "UI prototype" for a software system, it represents the general ideas rather than the exact details of the UI [19][20]. An EUI prototype represents the user interface requirements in a technology independent manner; just as the EUC models do for the behavioural requirements. An EUI prototype is particularly effective during the initial stages of user interface prototyping for a system. It models user interface requirements that are evolved through analysis and design to the final user interface of a system [8]. It also allows some exploration of the usability aspects of a system. Figure 2 shows an example of an EUI prototype developed from EUC model. The possible UI functionality at a high level of abstraction is captured from the user intention/system responsibility dialogues.

Both EUC and EUI play important roles in our work. The EUC provides a simpler and shorter form of dialogue between the user and the system compared to the conventional use case. This dialogue provides the key information of the input and output (expected results) for our test cases. An interaction (input and output) between the user and the system can generate one or more test requirements. This dialogue also provides information for the test procedures/steps in our test cases. The EUI prototype model provides a guide
for the important elements to be included in our mock-up UI prototype. These two models are crucial to ensure the correctness, completeness and consistency of generated abstract tests and mock-up UI prototypes for users’ requirements.

Figure 1: Example of EUC Model (Right-hand Side) Extracted from Natural Language Requirements (Left-hand Side)

Figure 2: Example of EUI Prototype Extracted From the EUC Model

3. STUDY GOAL AND METHOD

This section describes the design of our user study. Our user study seeks to test the skill (ability) of requirements engineers to correctly generate abstract test (test requirements and test cases) from requirements model.

3.1 Experiment Subjects

For this user study, the subjects were 30 undergraduate students from the course of software testing and quality assurance, in their final year of degree in computer science at the Universiti Teknikal Malaysia Melaka (UTeM). The student previously attended courses on software engineering and project management. In general, they had similar knowledge and expertise level in software engineering and software testing topics. The sample of subjects participating in the experiments was on a voluntary basis and agreed to participate to the experiment. The participants were provided with a written informed consent form. They were informed that: (i) the experiment is not mandatory, (ii) they will be observed while performing the task, (iii) they were not evaluated on their performance and (iv) data collected will be used only for research purposes.

3.2 Experiment Materials

The study material consisted of a tutorial and a set of requirements sample. The tutorial explained the EUC and EUI model that are used as the requirements model in this experiments. We also provide theoretical and practical lesson on how to generate abstract test from EUC model. We provide the participants with requirements sample for a Patient Management System (PMS) in the form of use case scenario. This system targeting the hospital or clinic administrators who manage the patient information. The admin can log in to the system, view the list of patients and add the patient’s medication information list. We also provide the associated EUC model derived from the sample requirements as shown in Table 1.

<table>
<thead>
<tr>
<th>Module</th>
<th>EUC Model</th>
<th>System Responsibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login Module</td>
<td>Pre-condition: User must register to the system.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>1. Anonymous user needs to register with their User ID and password to use the system.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>2. System will verify and validate the User ID and password.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>3. Upon successful authentication, system will display the menu choices.</td>
<td></td>
</tr>
<tr>
<td>View Patient Details</td>
<td>Pre-condition: User must be logged-in to the system.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>1. User chooses the option to view the list of patient from the menu choices.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>2. System will display the list of patients stored in the database.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>3. User chooses a patient ID from the list.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>4. System will display the information of the selected patient ID.</td>
<td></td>
</tr>
<tr>
<td>Update Medication</td>
<td>Pre-condition: User must be logged-in to the system.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>1. User adds a new medication to the patient’s con-med list.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>2. System will update the new medication to the database.</td>
<td></td>
</tr>
</tbody>
</table>

Table 1: The EUC Model Generated From PMS Use Case Scenario
3.3 Variable Selection

The dependent variables of our study are the participant’s comprehension level and time taken to generate/define the abstract test from EUC model. The comprehension level is to measure the participants’ ability and skills, meanwhile the time is to measure the effort need to generate abstract test from requirements model. The comprehension level has been measured by checking the correctness of the generated abstract test to the EUC model. Our perspective of correctness in this study is the combination of consistency and completeness of the generated abstract test. Table 2 displays our correctness measurements in this experimentation. As described in Table 2, we have three (3) test requirements and five (5) test cases for the login module in our pattern library. We say the participant has a correct abstract test when he or she has generate the same number of abstract test with the similar definition of abstract test from our pattern libraries. A participant response is partially correct if he or she has defined fewer or more abstract test. A participant response is considered incorrect if none of the defined abstract test matches with our pattern library. We give one point to correct answer, half a point for partially correct answer and zero point for incorrect answer. Table 3 show an example of the abstract test generated from our pattern library.

3.4 Experiment Procedure

We have defined and followed a simple procedure to carry out the experimentation. We asked the participants to manually generate abstract test from EUC model. Prior to that, they were given a short description of the experimentation. We provide a tutorial that explained the theory of EUC model in detail and give an example on the process of generating abstract test from the model. We give them 15 minutes to understand the concept and hands-on the example as given in the tutorial. Then, the experiment went through the following steps:

1. Subject had 10 minutes to read the sample requirements of PMS system.
2. Subject had to write their matric card number and start time.
3. Subject had to write the abstract test on the provided sheets. To reduce the complexity and time taken, the subject only need to write down the test requirements, test case description, input/test data and the expected output of the abstract test.
4. Once completed, subjects had to write down the stop time and call the researcher.

3.5 Data Analysis Protocol

Upon completion of the task, the participants need to call the researchers and submit the handouts. There were two researchers involved in the data analysis for this study. To measure the manual effort, we calculated and averaged the time taken of the participants to finish the task. Then, we checked and compared each of the abstract test written by the participants with our abstract test’s pattern to measure the comprehension level of the participants. For this, we checked the consistency and completeness of the participants’ responses with our abstract test pattern library as shown in Table 3. We gave the relevant point for each responses following the correctness measurements as described in Table 2. We calculated the points and get the percentage for each comprehension level: good, moderate and poor. The results is discussed in Section 4.

4. RESULTS

4.1 User Study: Manual Extraction of Abstract Test

Table 4 summaries the result for comprehension level of the participants. We classified the comprehension level as good, moderate and poor based on the correctness of the abstract test. The result shows that only 10.13% of the participants have good skill (ability) to generate the correct abstract test from the EUC model. More than half of the participants have moderate skill, which is 57.38% who generate partially correct abstract test and 32.49% of the participants have poor skill to generate the abstract test. Based on the results, participants were most likely to generate incomplete abstract test, as they tend to miss few test cases that were associated with specific test requirements. For example, in module 1 (login), most participants only create positive (pass) test cases and miss identifying the negative (fail) test cases. Thus, from this result we conclude that software requirements engineer is not able to generate abstract test from requirements model. Further, we also have average the completion time of all the participants. The mean time taken to accomplish the task was 1 hour and 15 minutes (75 minutes). The shortest time taken was 55 minutes to complete the task. This study also demonstrates that it is time consuming and tedious for participants to generate correct, complete and consistent abstract test from the requirements model. Our study thus supports the claims [14][17][21][22] that writing test cases as part of the requirements-based testing process are tedious and time consuming.
Table 2: Correctness Measurement

<table>
<thead>
<tr>
<th>Module</th>
<th># of Test Requirements</th>
<th># of Test Cases</th>
<th>Participant Response</th>
<th># of Test Requirements</th>
<th># of Test Cases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login</td>
<td>3</td>
<td>5</td>
<td>3 matches = correct</td>
<td>5 matches = correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>2 or only 1 matches</td>
<td>4 or 3 or 2 or 1 matches = partially correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 match = incorrect</td>
<td>0 match = incorrect</td>
<td></td>
</tr>
<tr>
<td>View Patient Details</td>
<td>2</td>
<td>2</td>
<td>2 matches = correct</td>
<td>2 matches = correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>1 matches = partially correct</td>
<td>1 matches = partially correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 match = incorrect</td>
<td>0 match = incorrect</td>
<td></td>
</tr>
<tr>
<td>Update Medication</td>
<td>2</td>
<td>2</td>
<td>2 matches = correct</td>
<td>2 matches = correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>1 matches = partially correct</td>
<td>1 matches = partially correct</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 match = incorrect</td>
<td>0 match = incorrect</td>
<td></td>
</tr>
</tbody>
</table>

Table 3: The Abstract Test Generated From Our Pattern Library

<table>
<thead>
<tr>
<th>EUC</th>
<th>Test Requirements</th>
<th>Test Case</th>
<th>TC Description</th>
<th>Pre-condition</th>
<th>Test Data</th>
<th>Steps</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>Identify self</td>
<td>Validate that user can login with valid username and password</td>
<td>Valid username and password</td>
<td>User should be registered to the system.</td>
<td>Username: Admin001 Password: Admin001</td>
<td>1. Key in the username and password. 2. Click on “Login” button.</td>
<td>User should be able to login to the system.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Validate that user can not login if username and password is invalid.</td>
<td>Valid username and invalid password.</td>
<td></td>
<td>Username: Admin001 Password: Admin002</td>
<td>1. Key in the username and password. 2. Click on “Login” button.</td>
<td>User should not be able to login to the system.</td>
<td></td>
</tr>
</tbody>
</table>

Table 4: The Comprehension Level Results of the Participants

<table>
<thead>
<tr>
<th>Module</th>
<th>Correct (%)</th>
<th>Partially Correct (%)</th>
<th>Incorrect (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login</td>
<td>5.06</td>
<td>56.96</td>
<td>37.97</td>
</tr>
<tr>
<td>View Patient Details</td>
<td>12.66</td>
<td>58.23</td>
<td>29.11</td>
</tr>
<tr>
<td>Update Medication</td>
<td>12.66</td>
<td>56.96</td>
<td>30.38</td>
</tr>
<tr>
<td>Mean</td>
<td>10.13</td>
<td>57.38</td>
<td>32.49</td>
</tr>
</tbody>
</table>

5. DISCUSSION AND LESSON LEARN

From the results of the experiment we found that only 10.13% of the participants have a good skill to generate abstract test from requirements model. From our observation, we found that the participants took a long time to think and figure out the correct, complete and consistent abstract test from the requirements model. This is a big concern as in a real software development environment the requirements can be more complex compared to the sample requirements provided in the experiment. Further, we also found that it was difficult for us (researchers) to read and understand the participants’ responses (the generated abstract test). Such difficulties includes: (1) inconsistent terms to explain the same thing, (2) the abstract test statements are unclear and ambiguous, (3) grammar and typographical errors. This have motivate us to develop an automated tool that able to generate abstract test from semi-formalised model: EUC and EUI models in order to assist in requirements validation process. There is also a need to have a proper authoring template to help the requirements engineers to write correct tests to avoid the difficulties as mention above. Moreover, we learn that with a proper tool support, it may help to reduce human effort and time in the process, which eventually will help to cut the production cost.

6. THREATS TO VALIDITY

In this section, we discussed the threats to the validity that can have affected our study, which include the internal and external validity.

Internal validity measures the cause-effect relationship identified in a study [23]. The participants in this study were final year undergraduate students majoring in Software Engineering. They were properly trained to deliver the task before the experiment as described in Section 3. The students were informed that their response was treated anonymously and they were not evaluated on their performance. They were also not aware of the main objective of experimentation.

External validity refers to the degree to which the results of an empirical investigation can be generalised to and across individuals, settings and times [23]. Our results may be generalized to novice requirements engineer who were not well trained to generate abstract test from requirements.
model. To draw any conclusions for more experience requirements engineer, empirical studies with professional experts are needed. Other threat to external validity is related to the sample requirements that were used in this experimentation. Although the sample requirement is simple, it is realistic to represent the requirements of small management system. Furthermore, we also minimised the component of the abstract test to be generated to reduce the complexity and the time taken to complete the task.

7. CONCLUSION

Requirements engineers’ are responsible to ensure the requirements meet the users’ need and expectation. They need to perform proper validation to ensure the requirements interpreted correctly by reviewing and validating the design, code as well as the test cases based on the requirements specification. Requirements testing is one of the effective requirements validation technique that involved test case derivation from the requirements. For this, requirements engineers need to be equip with proper technical skills to generate/define the correct and consistent test cases compliance to the elicited requirements.

In this paper, we present a user study that assesses the ability (skill) of software requirements engineer to generate/define abstract test from requirements model. From the study, we found that the software requirements engineers are not well equipped with the skill to generate abstract test from requirements model. The result was quite alarming as in real software development environment the requirements can be more complex compared to the sample requirements provided in the experiment. Yet, as the experimentation was conducted with final year undergraduate student, we summaries and generalised our finding that it applied to novice requirements engineer. Therefore, we need to replicate the experiment with senior software practitioner from the industry to confirm or contradict our hypothesis. For future work, we intended to replicate the experiment with a small group of IT professional from industry to confirm or reject our hypothesis.
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APPENDIX

User Study of Generating Abstract Test for Requirements Validation among Requirements Engineers

Statement

I have read the Participant Information Sheet and have understood the nature of the survey and I agree to take part in this survey. (please tick √)

Matrix No. : ______________________________________ __
Start Time : ______________________________________ __
End Time : ______________________________________ __

Task 1: Identify Test Requirements and Test Cases from use case scenario and EUC models

1. Given the use case scenario and the corresponding EUC model.
2. Identify and list the appropriate test requirements (TR) and test cases (TC) from the EUC model.
3. Use the following table to list your TR and TC.
4. Please note your start and end time to execute this task.
5. Upon completion please return this sheets to the researchers.

Login Module:
Pre-condition: User must register to the system.
1. Anonymous user needs to login with their User ID and password to use the system.
2. System will verify and validate the User ID and password.
3. Upon successful authentication, system will display the menu choices.

View Patient Details:
Pre-condition: User must be logged-in to the system.
1. User chooses the option to view the list of patient from the menu choices.
2. System will display the list of patients stored in the database.
3. User chooses a patient ID from the list.
4. System will display the information of the selected patient ID.

Update Medication:
Pre-condition: User must be logged-in to the system.
1. User adds a new medication to the patient’s con-med list.
2. System will update the new medication to the database.

<table>
<thead>
<tr>
<th>Module</th>
<th>EUC Model</th>
<th>System Responsibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login</td>
<td>Identify self</td>
<td>Verify Identity</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Offer choice</td>
</tr>
<tr>
<td>View Patient Details</td>
<td>Select option</td>
<td>Display Information</td>
</tr>
<tr>
<td>Update Medication</td>
<td>Add option</td>
<td>Update Information</td>
</tr>
</tbody>
</table>

Test Requirements | Test Case Description | Test Data | Expected Output

Test Requirements: 

1. Anonymous user needs to login with their User ID and password to use the system.
2. System will verify and validate the User ID and password.
3. Upon successful authentication, system will display the menu choices.
4. User chooses the option to view the list of patient from the menu choices.
5. User chooses a patient ID from the list.
6. System will display the information of the selected patient ID.
7. User adds a new medication to the patient’s con-med list.
8. System will update the new medication to the database.