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ABSTRACT 

 

Assured file deletion is a major concern in cloud computing security. The countermeasures proposed by 

Cloud Service Providers (CSPs) are not totally satisfactory from the data owner's perspective. Because, 

CSP do not offer an irrefutable proof of an assured file deletion. Other proposed approaches for achieving 

assured deletion in cloud storage are based on the use of encryption operations. File Assured Deletion 

(FADE) is most efficient amongst them. The system is built upon cryptographic techniques to guarantee 

privacy and integrity of outsourced files. This paper illustrates a secure yet user friendly update for FADE. 

The proposed update, is easy to implement, require less computational resources and ensure assured file 

deletion. Furthermore, we implemented a prototype of our update to validate the model, and verify that it 

offers assured deletion with a minimal trade-off of performance for large files upload and download 

operations. 

Keywords: Cloud Computing, Secure Deletion, Confidentiality, Cloud Storage. 

 

1. INTRODUCTION  

 

Cloud Computing is a new wind of change in 

IT’s world. SMEs (Small and Medium Companies) 

considers it as a great solution to be competitive [1]. 

The concept has significant trend with a potential of 

increasing agility, flexibility, and lowering the 

costs. Moving to the cloud need to be especially 

cognizant of the various obstacles that organizations 

should be aware of to take some preventive 

measures [2, 31]. The reason is that security in the 

cloud differs from that in in-house IT infrastructure 

[3]. Cloud Storage is a delivery model proposed by 

CSPs (Cloud Service Providers) which offers an 

abstraction of infinite storage on-demand (e.g. 

Dropbox [4]) that helped SMEs saving millions of 

dollars [3, 5]. However, the consumer’s perspective 

of cloud storage is still moderated. The concern is 

about the CIA triad (Confidentiality, Integrity and 

Availability) [5, 6]. The reason behind this, is that 

the consumer does not have a clear vision of CSPs 

procedures to ensure data confidentiality in term of 

storage location or assured deletion. As mentioned 

by NIST guide for assured deletion and Garfinkel et 

al. in their study of disk sanitization [9, 8] deleting a 

file only remove its entry from the table and does 

not delete it from the physical media until new data 

overwrites it. Likewise, CSPs are not offering a 

clear vision to their consumers about the procedures 

for file’s assured deletion, what causes them to be 

worried about the remnant of replicated files[8, 9, 

10]. 

The confidentiality concern prompted some 

organizations to take some management preventive 

solutions [11] as the deletion of replicated files after 

a finite number, of year and files should not exceed 

the country’s bound [3]. But it stills not enough as 

secure delete in the cloud depends on a million 

different variables. In their analysis of data 

remnants in cloud storage services, Quick et al. 

have identified that potential data resides even 

when anti-forensic process was undertaken, the 

study showed that some data remain on the 

computer hard drive after using a storage software 

(Dropbox, Google drive) or when using the web 

browser to access cloud storage service, also 

uninstalling the storage client from the virtual 

machine does not really remove the synchronized 

folder then the files are exposed to confidentiality 

leakage and are not assuredly deleted[12, 13, 14]. 

Thereby, the implication of CSPs, researchers and 

engineers become more and more needed to save 

files confidentiality since proposed conventional 

methods [8, 9, 15] are no longer effective and 
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viable for assured deletion. A recommended 

approach for file’s assured deletion in the cloud is 

the use of encryption mechanism, the aim is to 

encrypt files before outsourcing them. Vanish’s 

solution is adopted for this purpose [16], the system 

implements policy-based approach to encrypt files 

before outsourcing them and assuredly delete them 

by deleting the corresponding cryptographic keys 

after a defined time period ensuring that files 

remain unreadable. Vanish is time-based policy, 

Tang et al. proposed an evolved implementation 

called FADE (File Assured DEletion) which is a 

generalization of time based file assured deletion 

[17]. FADE combines one- or two-level Boolean 

expression to generate the policy’s corresponding 

key and encrypt files before outsourcing them, yet 

maintaining and protecting keys leverage another 

security issue: can we trust the Key Manager? In 

our proposed update, we try to reinforce the trust 

between the KM and file owner by splitting the 

encryption duty, because if we can not trus the 

cloud storage it have to be the same for KM. 

Besides the proposed update use stronger control 

key, since the AES-128 key used in FADE can be 

now recovered through a biclique attack [29]. 

The rest of the paper is organized as follows: in 

the “Background” section, we present a survey 

about methods and mechanisms used for secure 

deletion and policy based secure deletion. In the 

“Security Analysis of FADE” section, we present 

FADE and discuss the Key Manager’s security 

concern because it is considered as a third party in 

FADE’s design and being that security of files is 

more centralized on it. In the “Proposed Design” 

section, we present our design and the prototype 

implementation, which will be validated by a 

statistical study, that is illustrated in the “Evaluation 

and discussion” section. Finally, we come to end 

with our conclusions. 

2. SECURE DELETION 

Secure deletion refers to a set of 

operations and processes to assuredly delete data 

from a storage media and make the file recovery 

infeasible for a given level of efforts. Referring to 

NIST Guide [9] and Garfinkel et al. study [8], 

assured deletion can be achieved in multiple ways 

clearing, purging/sanitizing, degaussing, media 

destruction and encryption the most common are 

secure overwriting and encryption based deletion 

[10, 18]. In the cloud using secure overwriting 

through a pattern is an abstract operation. Since 

deleting files are due to CSP’s praxis, nothing 

guarantee that all replicated files will be 

simultaneously overwritten. Protection of 

outsourced data through encryption has been 

considered by researchers in the field, Darren et al. 

analyzed popular cloud storage service with 

different case study in different devices (laptop and 

mobile) and showed that there is some leaked 

information when using storage service [19, 12, 13, 

14]. Besides they showed that it was possible to 

gain full access to files in Google drive and 

Dropbox when the client software is installed 

without the need to have credential information 

(username and password), also in previous version 

of Dropbox client software, it was possible to copy 

the Sync file to another computer and synchronize 

it to an account. Besides, user privacy concerns in 

OSN (online social network) is considered as a big 

problem since deleted pictures may not be 

immediately removed from the OSN servers which 

can compromise the user’s privacy [20]. 

For all this reasons and others, we can be 

sure that file’s privacy in the cloud should not be a 

one side responsibility, but the consumer needs to 

be part in order to be sure that the confidentiality of 

its data is preserved. Ateniese et al. [21] proposed 

an auditing system that verifies the integrity of 

outsourced data. Wang et al. proposed also a secure 

and efficient access to large scale outsourced data 

mechanisms that support changes in user access 

rights [22], but those solutions involve some 

engineering change and their implementation is 

more challenging. NIST guide and researchers [6, 

8, 9] agreed that the optimal solution for assured 

deletion is encryption; because, in contrast of 

alternative methods, cryptographic based deletion 

techniques can be easily deployed with all kind of 

storage system regardless of their physical location 

and with no need to make engineering changes, 

besides the control of data is maintained by the 

consumer and security properties are derived from 

cryptography. That is why many storage 

manufacturers started releasing their Self-Encrypted 

Drives (SEDs) [8], but this does not involve the 

consumer in encryption process since cryptographic 

operations have to be done on off-premise side (at 

CSP). Besides, the technology is not immune to 

attack, thing that have been demonstrated by Daniel 

Boteanu at Black hat Europe 2015 in Amsterdam 

through the hot plug attack. However, the 

development of encryption algorithms and schemes 

played an important role in the evolution of secure 

deletion in the cloud [23]. The operation has taken 

another meaning and the implication of consumer 

play an important role. The aim is the use of policy 

based encryption, meaning that each file is 

associated with a set of policies in order to make 

the delete operation easy and flexible when the 
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policy meets the need by deleting the associated 

key. 

 

2.1 Policy Based Deletion 

The policy-based secure deletion scheme, 

aims to maintain files on storage media and 

selectively delete some of them when a policy 

meets the needs, the general idea is similar to 

access control [24] but the aim here is the delete 

and not the access operation. A user will be able to 

decrypt a file, if and only if his attributes satisfy the 

policy of the respective file. Policies may be 

defined over attributes using conjunctions, 

disjunctions and (k,n)-threshold gates, i.e., k out of 

n attributes have to be present. For example, in 

Figure. 1, File1 is associated to policies Alice and 

Exp2017. Meaning that the decryption key will be 

deleted when Alice leaves the organization or the 

policy ”Exp2017” is satisfied (the date is 01-01-

2018 unless it was renewed). Perlman [25], 

introduced time-based file assured deletion which 

mean that, after a predefined time duration, keys are 

deleted and makes associated files inaccessible. The 

operation consists of encrypting the file with a Data 

Key which in its turn encrypted by a Control key 

that is maintained by a separate third party (Key 

Manager) and when the predefined period expire 

the Key Manager remove the Control Key. This 

design was later prototyped in Vanish [16].

 
Figure 1: Example of policy graph 

 

3. FILE ASSURED DELETION (FADE) 

FADE’s popularity increased quickly, 

researchers and engineers starts studying its 

capabilities [26] and security concerns [27]. FADE 

is built upon standard cryptographic techniques, the 

encrypted files remain on, an untrusted, cloud 

storage and encryption keys are independently 

maintained by, a trusted, Key Manager (KM). The 

delete operation is similar to ABE (attribute based 

encryption)[23] paradigm whereby access rights are 

granted to users through the use of policies. 

FADE’s upload scenario is as follow (Figure. 2):  

• For each policy, Pi the Key 

Manager generates large RSA prime number pi and 

qi. 

•  Calculate ni = pi × qi 

• Then the Key Manager choose RSA 

Private/Public pair control key (di,ei)/(ni,ei). 

• Key Manager sends its public key (ni,ei) 

to data owner. 

• Data owner generates a data key K and a 

secret key Si (Both K and Si are generated using 

symmetric-key encryption AES-128). 

• Data owner sends to cloud the encrypted 

file F.  [Enc{K}Si, Siei , Enc{F}K] and drop K and 

Si since they are stored at cloud storage. 

 

Figure 2 : FADE upload operation 

 

For file download scenario and more 

information about FADE design, we refer the 

reader to [17]. 

 

3.1 Security Analysis of FADE 
 

As mentioned earlier FADE’s design is 

based on blinded RSA, which have shown some 

side channel leakage [28], meaning that data owner 

encrypts the file through a Data Key, and this data 

key is further encrypted by key manager’s control 

key. Since CSP is an untrusted third party, we 

believe that it has to be the same for KM. In the 

upload operation (Fig. 2), data owner’s 

cryptographic keys are stored at the CSP, while KM 

store its cryptographic key locally. Then, if CSP 

colludes with KM they can decrypt sensitive files 

following the same download operation described 

in FADE. 

Ranjan et al. [27] have shown, in their 

network security study of FADE, that some 
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information (policy, public key and private key) 

can be easily leaked by sniffing the network flow 

between data owner and key manager. If there is a 

policy belonging to many users e.g. P1: members of 

IT group. A range of files satisfy this policy (P1) so 

if one client captures the Pi of some i
th

 client he can 

get client’s secret key and access all files that 

satisfy the same policy even if the client asks for 

key deletion. Also, Habib et al. [26] pointed that 

FADE’s design has complex system architecture 

for storing keys at the Key Manager. 

FADE uses symmetric encryption (AES-

128) for cryptographic operations. A study [29] 

proved that a biclique attack could recover an AES-

128 keys with a computational complexity of 

2126.13 and data complexity 256. Thus, with the 

rise of computational machines, the recovery of 

such key will become easier in the coming decades. 

 

3. PROPOSED UPDATE 

We would like to inform the reader that 

our update benefits from all security aspects in 

FADE, our main contributions are: (i) adding a 

secure channel between data owner and KM for key 

exchange. The Control Key is encrypted before it is 

sent to data owner. (ii) The design is lightweight 

through the use of XOR operation, which makes it 

more suitable for personal use (iii) cryptographic 

process is split between data owner and KM. The 

operation is described in this section. 

In our case study, we consider that KM is 

an untrusted third party since it is the same for CSP. 

Our proposed update splits encryption’s duty. The 

cryptographic key is divided into two parts: KM’s 

key Ke and data owner’s key Kc. The combination 

of the two keys is used for cryptographic 

operations. Ke is an AES-256 key, the choice was 

made based on the study presented in [29] because 

AES-256 needs more level effort to be discovered 

and does not threaten the practical use of AES due 

to its high computational complexity. In client’s 

side we use the XOR operation, a random key is 

generated based on the length read from the file. 

The idea behind XOR encryption is that it is 

impossible to reverse the operation without 

knowing the initial value of one of the two 

arguments which is the case in our proposed 

solution. For example, if we XOR two variables of 

unknown values, we cannot know from the output 

what the values of those variables are. If (A ⊕ B) 

returns TRUE, we cannot know whether A is 

FALSE and B is TRUE, or whether B is FALSE 

and A is TRUE. However, if KM security is 

compromised and the attacker get access to Ke, or 

the key manager colludes with cloud storage it will 

be impossible to get access to the file because Kc is 

needed, and it is encrypted with the client’s Public 

key. 

File upload and keys exchange scenario 

(Figure. 3): 

• For each policy Pi, KM generates secret 

AES-256 key Kei. 

• KM sends Kei encrypted with data 

owner’s public key Enc{Kei}PubC 

• Data owner generates a data key Kc. 

• Data owner encrypts the file F with its 

data key Enc{F}Kc 

• Data owner sends to cloud [Pi, 

Enc{Enc{F}Kc}Kei ] 

• Data owner sends its data key encrypted 

with its public key to KM Enc{Kc}PubC 

 
Figure 3 : Proposed Update Upload Operation. 

 
File Download and key exchange scenario (Figure. 

4): 

• Data owner fetch [Pi,Enc{Enc{F}Kc}Kei] 

from cloud storage 

• Data owner sends Pi to KM. 

• KM sends the corresponding control key 

Enc{Kei}PubC and data key Enc{Kc}PubC. 

• Data owner decrypts Kc and Ke using its 

private key. 

• Data owner decrypts the file F.     

 
Figure 4 : Proposed Update Download Operation 

 
 

4. EVALUATION AND DISCUSSION 
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We used the Dropbox API [4, 30] to 

download/upload plain files from/to Dropbox for 

different sizes. 

All the tests have been done on a computer with i7-

5500 2.40 Ghz processor and 16Go of Ram. It is 

important to note that the performance results 

depend on the deployment environment. 

Nevertheless, we emphasize that our experiments 

can prove the feasibility of the update in reinforcing 

security of FADE. 

We implement a prototype of our update 

atop Dropbox, evaluate the experimental results and 

performances. It is crucial that the modification 

does not introduce substantial performance 

overhead that will lead to a big increase in data 

management costs and significant computational 

overhead. Therefore, our empirical results aim to 

answer the following issue: Does the update 

improve security of KM on behalf of time overhead 

performance? We average each of our measurement 

results over 5 different trials.  

We measured the time performance of the 

design using our developed prototype. We divided 

the overhead time of each measurement into three 

components: 

• Data transmission time: The 

download/upload time between file owner and 

cloud storage. 

• Cryptographic operations: The total 

computational time used for performing AES and 

XOR encryption operation. 

• Key manager: The interaction time 

between KM and file owner for generating and 

downloading cryptographic key and policy. 

The experiments aim to measure the running time 

(in second) of file upload and download operations 

for different sizes (Table 3 and 4) and to calculate 

the overhead cost time (table 1 and 2). Our 

experiments showed that plain file transmission is a 

dominant factor and the cryptographic operations 

time increases linearly with the file size and 

remains negligible compared to time upload and 

download operations. 
 

Table 1: Overhead Cost Time for Upload Operation 

File Size Proposed update overhead cost 

time 

1KB 21.02% 

10KB 20.28% 

100KB 11.69% 

1MB 3.44% 

5MB 1.21% 

10MB 0.97% 

 

 

Table 2: Overhead Cost Time for Download Operation 

File Size Proposed update overhead cost 

time 

1KB 89.86% 

10KB 66.95% 

100KB 36.91% 

1MB 27.21% 

5MB 8.97% 

10MB 7.80% 

First, the proposed update is a security 

improvement of FADE, which is considered to be 

the best known scheme for secure deletion in cloud 

storage.  

We note that when the file size is small, 

the cryptographic operations and data transmission 

could be equal to plain file upload and download. 

However, the whole operation time is negligible 

and data owner could not feel the overhead time. 

In FADE’s download operation [17], the data 

owner fetches [Enc{K}Si, Si
ei
, Enc{F}K] from the 

storage cloud. Then the data owner generates a 

secret random number R, computes R
ei
, and sends 

R
ei
.Si

ei 
to KM to request for decryption. The KM 

then computes and returns ((R.Si)
ei
)

di
 to the data 

owner. The data owner can now remove R and 

obtain Si, and decrypt Enc{K}Si and hence Enc{F}K. 

Following the same procedure, KM and 

CSP can collude to get access to data owner files. 

However, the proposed update splits the 

cryptographic operation between KM and data 

owner. The file is encrypted first by Kc then by Ke. 

And since Kc is stored encrypted by data owner’s 

public key at KM, it is hard for KM and CSP to 

collude and read sensitive data. Moreover, even if 

KM’s security is compromised, data owner’s file 

will remain protected since the attacker can’t get 

Kc. 

The key leakage inherent to FADE [26] is 

no longer a problem, because the flows between 

key manager and client are reduced and reinforced 

through encryption (each key exchange is 

encrypted). Also, the problem of AES-128 key-

recovery attack [29] is no longer a concern for 

coming decades, because the updated design uses 

an AES-256 key. 

The empirical study of the proposed 

update shows that the overhead cost is slightly 

negligible when we deal with files of large size. 

Namely more than 1MB, the overhead tends to a 

negligible value, which lead us to conclude that the 

update is a user friendly solution because it does 

not involve a complex system architecture for 

generating cryptographic keys as FADE. that 
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reinforce the security of FADE and data privacy. In 

a nutshell, the proposed update enhances the 

security of FADE without penalizing significantly 

its performance (Fig. 5 and 6). 

 
Figure 5 : Upload overhead cost time 

 

 
Figure 6 : Download overhead cost time 

 
5. ASSUMPTION 

 

Our main design goal is to provide assured 

deletion of files with a high security insurance. 

When the file owner asks for a file to be, the KM 

delete the corresponding Control Key. In case that 

he does not, and the KM colludes with the cloud 

storage in order to get sensitive data, it will be hard 

for both of them since the file is encrypted by the 

file owner’s data key which is stored encrypted at 

the KM. However, we stress that this design is not 

intended to be a formal specification (indeed many 

important business and engineering questions 

would need to be addressed). However, it’s only 

meant reinforce the security concern of FADE and 

emphasis it security concern as described in 

[26,27,28,29] . We believe that at such stage it is 

still important to improve KM security robustness 

in order to minimize the chance of being 

compromised since it’s considered as a high target 

for external attacker. 

 

 

 

 

6. CONCLUSION 

 

Nowadays, data confidentiality become 

more challenging and sensitive in public cloud 

storage solutions. While its benefit is well 

understood by consumers, its security concern in 

term of confidentiality and assured deletion are not. 

Our contribution presents an introduction to some 

confidentiality concerns about public storage 

solution in term of assured deletion and proposed 

mechanism to mitigate them as FADE. 

Although, FADE proved its capability to 

ensure assured file deletion, but the design showed 

some leakage that we tried to improve in order to 

benefit from the security advantage of cryptography 

by involving the consumer in encryption process 

and increasing the security of key management. 

When FADE design focused on files assured 

deletion our proposed update focused on keys 

security by splitting the duty of encryption between 

the consumer and key manager. We noticed that our 

new design's performance stays insignificant when 

the file size increases. Thus, it is more suitable for 

organizations that aim to archive large files. In the 

other hand individual customers who manipulates 

small file sizes can still get best result. So we can 

say that the new design improves security of key 

management without affecting the overhead 

performance. 

In our future work, we will try to design a 

solution similar to ABE mechanism, in order to 

have a provably secured and optimized system that 

will benefit from all the advantage of cryptography 

security with less interaction with the key manager 

in order to reduce the risks of web flow’s leakage 

and to leverage the Key Manager trust’s problem. 
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ANNEXURE: 
Table 3: Overhead Cost Time for Upload Operation 

 

File 

Size 

Plain 

upload 

Proposed 

update 

upload 

Policy 

transmission 

XOR(second) AES(second) 

1KB 0.365 0.693 0.292 0.012 0.024 

10KB 0.466 0.778 0.271 0.015 0.026 

100KB 0.978 1.339 0.322 0.013 0.026 

1MB 1.9 2.417 1.9 0.187 0.029 

5MB 6.73 7.334 6.73 0.13 0.084 

10MB 8.12 8.753 8.12 0.23 0.093 

 
Table 4: Overhead Cost Time for Download Operation 

 

File 

Size 

Plain upload Proposed update 

download 

Policy 

transmission 

XOR(second) AES(second) 

1KB 1.41 1.712 0.262 0.015 0.025 

10KB 1.57 1.89 0.279 0.015 0.026 

100KB 3.25 3.63 0.341 0.013 0.026 

1MB 15.6 16.137 0.321 0.187 0.029 

5MB 51.6 52.225 0.411 0.13 0.084 

10MB 75.5 76.233 0.41 0.23 0.093 

 
 
 

 

 

 

 


