PROTOTYPE OF VEHICLES POTHOLES DETECTION BASED BLOB DETECTION METHOD
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ABSTRACT

Potholes on road causes majority of traffic incidents. It happens with driver’s unawareness to potholes on the road, while potholes location data mining is still performed manually by technician nowadays. This issues drives these following research and prototyping to be performed. This paper presents a prototype of a pothole detection system using image processing. The system will detect the potholes by assuming potholes as a blob, using blob detection. Live feed from a camera module will be processed by the algorithm that is embedded to a microcontroller simultaneously to determine the potholes. Every detected potholes and its location will be recorded and displayed on a webpage. The prototype will be an embedded system Linux-based running on a Raspberry Pi, featured with camera and a computer program utilizing OpenCV. Several blob parameter such as shape, including circularity, convexity, and inertia value is utilized to optimize the pothole detection. The prototype is tested on actual road with different pothole shapes and size, and the result has 82.5% accuracy.
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1. INTRODUCTION

One of the main cause of traffic accidents happened on road is the presence of potholes. Potholes, appear to be hard to recognize, make a daze responds to a driver who is passing by that road, especially drivers with a high speed velocity condition. Besides traffic accidents, pothole presence could make vehicles broken [1]. Many studies have been conducted to develop system or device that able to detect potholes on the road. Several methods on how to perform pothole detection is being developed such as vibration-based detection, 3D reconstruction-based detection, and visual-based detection. In this paper, a prototype is created that detects potholes using visual-based method.

From visual appearance, a pothole has three characteristics to distinguish it with another object on the road. First, potholes are darker than the surrounding area. Second, a pothole shape is approximately like ellipse to a circle viewed from the driver perspective. Third, surface of the surrounding area near potholes is smoother than the texture inside the pothole itself which is much coarser and grainier [2]. Based on this characteristic, a vision based algorithm is developed and utilized into the device.

The main idea of this prototype is a device that mounted on the passenger vehicles that has capability of capturing image continuously, where every frame taken by the camera is analyzed, determined whether potholes are present on the frame or not. When a pothole detected on frame, the system will record the GPS coordinate of where it gets detected. Therefore, a device that has a capability to log position such as GPS module [1] and has internet connection are required. Data of the detected potholes can be made available to other users, displayed on webpage, so that other drivers would have been alerted before they reach the pothole. Buzzer is utilized on this system as the alert. When a pothole detected, besides having its location recorded, a buzzer is turned on so the driver can reduce the speed to avoid the potholes or at least minimize the effect that could happen because of the potholes.

In order to detect potholes, a blob detection computation is performed on every frame taken. A blob is a group of connected pixels in an image that share some common property. Blob detection is usually used to detect some regions in image processing that vary in characteristic such as color.
or brightness compared to surrounding area. The blob detection parameters that is used in this system are circularity value, convexity value, and the inertia of the shape. Several filter method is also utilized to reduce noise on the image especially the salt-and-pepper noise caused by analog to digital converters errors from the camera sensors from the prototype itself.

OpenCV (Open Source Computer Vision) is a computer vision open source library and machine learning software library [3]. It supports several programming language such as C++, C, Python, and Java interfaces and run on several operating system such as Windows, Linux, Mac OS, and Android. OpenCV is designed for an effective computational image and focusing on real time application. Therefore, OpenCV has a better acquisition function on processing image or video.

Customized software is embedded on ARM based processor that runs a UNIX based operating system. In this study, Raspberry Pi is used as the main processor. Raspberry Pi is a low cost Single Board Circuit computer [4]. Beside its cost that relative affordable, this development board is compatible and could be integrated easily with other interfaces such as display, communication either serial interfaces, PPP protocol, and WiFi module. Raspberry Pi 2 has 1 GB of RAM which is sufficient to run a graphics processing application and doing communication simultaneously. A Linux based operating system (OS) that is called Raspbian running on it with software that is developed using Python programming language.

2. RELATED WORK

Some existing methods to detect pothole, such as; vibration-based methods, 3D reconstruction-based methods, and vision-based methods [5]. Varadharajadan et al. [6] introduces potholes inspection system using vision-based methods. Smart camera from a smart phone captures road images for segmentation. For detecting cracks on road or other road damage, Superpixel SLIC variation algorithm is utilized. Road damages are confirmed using Multiple Instance Learning Algorithm. The result shows the system is able to detect road cracks, and has potential to detect potholes, patches, etc.

Koch and Ioannis [5] classifying a road based on its defect and non-defect regions for potholes detection. The algorithm consists of three stages which is image segmentation, shape extraction, and texture extraction and comparison. Image segmentation accomplished by using histogram shape-based thresholding algorithm. There are two procedure to detect a pothole in elliptical shape based on the detected shades. First is morphological thinning to minimize the cracks effect from the potholes. The second one is elliptic regression to approximate an ellipse. A remote-controlled robot was used to collect the data and simulate a high speed vehicle. The data is classify by a high variety potholes such as by shapes and sizes, non-defect asphalt pavements and other defect such as cracking and patching, and shadows that caused by lighting condition. This method has 85.9% accuracy and 81.6% precision. Although it is inefficient for the computation due the redetected pothole from processing every single image of the road pavement videos [7].

Buza et al. [8] provides another option for pothole detection by utilize image analysis and spectral clustering. Data is collected by mounting the system on passenger vehicles. The defects region are detected from every frame, then being analyzed later. Spectral clustering is used on the shape extraction process. This method adds Otsu Image Thresholding to automatically decide threshold values every image with internal algorithms either. The estimation accuracy of potholes detection by this algorithm is around 81%.

Pawade et al. [9] have presented a low-cost potholes detection method with Field Programmable Gate Arrays (FPGA). FPGA is a digital devices with simply design [10]. The main algorithms to detect potholes by using three edge detection technique which is Sobel, Prewitt, and Canny. The pre-processing using canny method as it is one of the best efficient noise removal technique. The three edge detection technique is processed in parallel threads by FPGA, which caused real-time detection is hard to be achieved. Nevertheless, this system has good result of the amount of potholes on the pavement road and can also alert the driver about location of the potholes via GPS technology.

Simple image processing technique to detect some potholes in real world footage has been proposed by Nienaber et al. [1]. The road region is extracted based on the contour and color of the road itself. The algorithm defines a pothole as shape which has strong dark edge, so canny edge detection method was capable to get potholes contour. Convex hull algorithm was applied to decrease the noise effect and a Gaussian filter is used to increase edge detection result. This pothole detection system method is tested by using a GoPro
camera placed to the front windscreen of a car and tested with vehicle speed about 40 km/h. The result by using this method is about 81.8% precision. However, this method still difficult to detect potholes with no visible edges.

It is also possible to detect potholes by using variety of physical properties such as InfraRed sensors that embedded into Microsoft Kinect devices [11]. This system was attached to the back of vehicle which will saving time and reduce the cost due to pothole maintenance [12]. However, using this method on a sunny day is proven to be difficult because the overwhelming of InfraRed radiation caused by the sun [1].

Road condition detection by using sensors such as accelerometers sensors [13] like android smartphones [14] is also performed. Moreover, vibration-based method using accelerometer sensor has shortages. The pothole is detected when the vehicle steps on the potholes which is could distress the driver. Moreover, shocks from speed bumps or bridge expansion joints and sunken manhole could be detected as a potholes either [15].

Another study shows potholes detection using ultrasonic sensors [16,17] has good accuracy, however vehicles vibration disrupt the detection process. 3D reconstruction-based methods like study that is performed by Zhang et al. [18] has a high accuracy and even could detect pothole’s volume. Still, the system requires high cost to build one [5].

3. MATERIALS AND METHODS

3.1 Hardware Design

The prototype utilizes a Raspberry Pi, as the main processor for performing the image processing and determining potholes. A Raspberry Pi is a development board embedded with ARM processor and capable running UNIX based operating system. It has an on-board 512 MB of RAM, which will make it capable of performing the image processing along with the detection. It also has interface which supports the raspberry pi to connect to a camera module.

An additional 3G USB modem is utilized as the network interface so that Raspberry Pi is get connected to the internet. This modem is attached to Raspberry Pi, therefore it can make the Raspberry Pi is able to transmit any defects or potholes presence on road in real-time.

3.2 Software Development

An open-source library of image processing called OpenCV is utilized as the framework for the image processing development. OpenCV is a library which is designed for a computational efficiency for image processing and manipulation. OpenCV supports Linux operating system which is suitable to be developed inside the raspberry Pi. It also has interfaces to python, C, C++, and Java.

The pothole detection is utilizing blob detection technique. The proposed blob detection technique is a method to scan an entire digital image on searching blob shapes. Blob detection works based on edge detection using Laplacian of Gaussian (LoG). LoG works by convolving 2-D value of the input image with a Laplacian Gaussian function (kernel). The Laplacian operator is a second derivative of Gaussian function. The blob detection works as Figure 1.

Using a scale normalization, the blob is considered as a superposition of two ripples.

Using a scale normalization, the blob is considered as a superposition of two ripples.

Figure 1: (a) Signal, edge in f is the value of the image which indicates there is an edge on it (b) Kernel which is second derivative of Gaussian (Laplacian), result ripples on every detected edge (c) Convolution where edge=zero crossing of second derivative.

Figure 2: Blob in a scale normalization

The blob detection has some threshold parameter on this blob detection algorithm, such as size, circularity, convexity, and inertia value.

Size Threshold, by utilizing this parameter, detected blobs are filtered based on size. This parameter is set with minimum size and maximum
size of a considered pothole shape. This parameter is set using pixel values.

**Circularity Threshold**, by utilizing this parameter, detected blobs are filtered based on its circularity. It is defined as the ratio between its area and its perimeter. This ratio can be defined as:

\[ \text{Circularity} = \frac{4 \pi A}{L^2} \]  

(1)

Where \( A \) is the area of the closed shape and \( L \) is the perimeter of the closed shape. Using this equation, a full circle results circularity value of 1, and a square results circularity value of 0.785, and so on.

**Convexity Threshold**, by utilizing this parameter, detected blobs are filtered based on its convexity value. It is defined as value of ratio of circle area and the convex area. This convexity value is spanned from 0 to 1, where value 1 means the circle has the most convex hull, while 0.5 means the circle has a more concave hull.

**Inertia Threshold**, by utilizing this parameter, detected blobs are filtered based on its inertia value. This value also known as elongation value as shown in Figure 3.

\[ \text{Inertia} = \frac{B_x^2 + B_y^2}{B_x B_y} \]  

(2)

Where \( g(xy) \) is image produced by the \( f(xy) \) image with \( w \) as the filter which contains a group of odd amount pixels and is shifted point to point on the entire image area (window) that is placed on image plane and \((ij)\) as the element of windows.

### 3.3 Method

The system works like a flowchart on Figure 4.

![Flowchart system](image-url)

**Figure 4: Flowchart system**

When the program is running, the camera taking pictures of the road. Then, the picture is processed using median blur to overcome any unwanted noise. After that, the picture is converted to grayscale level so that the processing will be faster to determine which one is a hole which one is not. As the pictures on the grayscale level, any potholes
will be determined as a dark colored blob shaped. This comes to the first parameter, color threshold limit. This color threshold parameter will ignore any level color brighter than given value. The next parameter is related to the shape of the blob, including circularity, convexity, and its inertia value. Pothole’s shape is varied from a full circle shape to a square shape. This comes to conclusion to have a minimum circularity value of a square which is 0.785. The program assumes a detected pothole when a shape meet values that inside the threshold on every parameter mentioned before. Whenever, a blob does not meet one of the parameter values, it will be discarded and will considered as “not a pothole”. The prototype is shown in Figure 5.

4. IMPLEMENTATION AND RESULT

4.1 Implementation

Testing is performed in Tamalanrea, Makassar, Indonesia. It is tested several times on the same potholes to see the accuracy of the pothole detection. There are 40 potholes had been being tested with different shape and size. As illustrated in Figure 6, the prototype is mounted on a motorbike with altitude of 2.6 feet (H ≈ 0.8 m) above the pavement surface and the camera is pointed down that follow Koch and Ioannis test [5] with 45° angle view. The vehicle velocity is around 20-50 km/h. This prototype produce a 640 × 480 image resolution and rescaled to 200 × 150 pixels resolution for the detection image.

The test scenarios follow Nienaber, et al. [1] test, that the test included various scenarios such as driving whilst towards the sun, having the sun on the right and the left of the vehicle, and potholes that has shadows from building or trees.

Figure 5: The prototype of pothole detection based blob detection system using OpenCV application and Raspberry Pi

4.2 Result

Accuracy of the pothole detection is about 82.5%, based on the test performed with various pothole’s shape and size. From 40 potholes, there 33 is detected and 7 is failed to detect. Figure 7 presents some example of detected potholes from the test performed (detected pothole is shown with blue circle). The undetected pothole is generally undetected because the pothole is not deep enough to create shadows, so there are no color difference between the road and the pothole itself.

Figure 6: The prototype is tested on a motorbike vehicles with H ≈ 0.8 m and α ≈ 45°.

Figure 7: Examples of detected potholes in asphalt pavement images.
One of this pothole detection system main step is thresholding, which generate a unique region based on images that have been made grayscale between the potholes and the surrounding area. Potholes that having a less color difference between the pothole and the road, which caused the undetected potholes. Sometimes flooded potholes during the daylight could cause an undetected potholes either, since the water inside the potholes reflect the sunlight to the camera, and the thresholding step will consider it as bright as the surrounding road. The detection process could be interrupted by potholes that covered by shadows of tree or building. Furthermore, the thresholding process result by shadows that too dark could be detected as a pothole. The sample of undetected potholes is shown in Figure 8.

![Figure 8: Example of non-detected pothole.](image)

However with the average good accuracy, this method can be used for rough estimation for planning of repairs and maintenance of the road for local road development authorities. Example of webpage with google API integration to point detected pothole location shown in Figure 9.

![Figure 9: Sample of webpage with google maps integration screenshot.](image)

This prototype can be developed as an early detection for the driver, though the potholes is detected with a relatively short distance between the vehicle and the potholes, make it not quite right for the application for now. For a greater distance detection, by increasing the $\alpha$ angle, means it the camera would be pointed more upward, but objects outside the road that has same visual characteristic with the potholes could be detected as a pothole either. An example for this case is shown in Figure 10, with $\alpha \approx 90^\circ$.

![Figure 10: Pothole detection results by increasing $\alpha \approx 90^\circ$. By increasing the $\alpha$ angle, means it the camera would be pointed more upward, but objects outside the road that has same visual characteristic with the potholes could be detected as a pothole either.](image)

5. CONCLUSION

The potholes presents a negative effects to the public, besides it is one of the main reason of most traffic accident, also could cause damage on vehicles. Nowadays, potholes location data mining is still performed manually by technician of the road maintenance officer [8] or reported by the citizen. Till it is a high time and cost consuming, an automatic pothole detection system can be a good solution.

This paper presents a prototype of pothole detection system based on image using blob detection for automatic detection and recording of potholes by mounting the device into a passenger vehicles. This prototype utilizes Raspberry Pi, due to its compatibility to other interfaces and a low cost perspective for a big number production. Tests are performed to see the system accuracy. The result of the test show this prototype can be developed further with 82.5% successful pothole detection.

This prototype is still in a further development to add a more effective algorithm which could detect potholes that not depends on the color difference and a more adaptive thresholding method, so the system will run more accurate on reading potholes on road even on a flooded potholes, on potholes with same color as the road, or potholes that covered by the shadows of trees or buildings. Another important future task is potholes detection that able to detect depth and area of the potholes which could be done using a 3D camera or implementing a distance sensor near the camera.
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