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ABSTRACT

With the growing size of modern systems, the composition of a number of resources for a system is becoming increasingly more complex. Thus, a reliability analysis for that system is essential, especially during design time. The reliability estimation model is rapidly becoming a crucial part of the system development life cycle, and a new model is needed to enable an early analysis of reliability estimation, especially for the system under study. However, the existing approach neglects to address the correlation between resource and system task for estimation of system reliability. This subsequently restricts the accuracy of estimation results and thus, could misguide the reliability analysis in general. This paper proposes a reliability estimation model that enables the computation of the system reliability as a product of resource and system task. The system task reliability is treated as a transition probability that the resource may execute for subsequent resources. To validate the model, one real case study is used and the accuracy of the estimation result is compared with the actual reliability values. The result shows the estimation accuracy is considered at an acceptable level and some of the scenarios have recorded higher accuracy values than previous models. To evaluate our model, the result is compared with that of the existing model and shows our model providing a more accurate estimation for a more complex scenario.
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1. INTRODUCTION

Software systems in use today are vastly more complex than in previous years and work silently behind the operation of daily life. Supporting the quality of these systems poses a new challenge and a demand for reliable software systems is becoming much more important than ever before. Unreliable systems can cause major problems of inconvenience and even fatal accidents. Therefore, adequate estimation for reliability analysis concerning systems under study would prevent unwanted problems and could avoid serious mishaps in system designs. Prior to reliability estimation, results could also help developers to foresee an expected anomaly in system behavior with respect to the system task and resource [1], [2]. Thus, a suitable estimation reliability model is needed at the design phase so as to accommodate such a circumstance.

The importance of reliability analysis has been established throughout the software engineering community. The standard software engineering practice called Software Reliability Engineering (SRE) [3] generally provides a systematic method on how to facilitate the reliability analysis with the system throughout the development phase. Due to some drawbacks and issues in conducting a reliability analysis during runtime [4], many approaches have appeared to analyze the system reliability during design time [4], [5]. This approach provides more advantages and has become indispensable in the past two decades.

In particular, the assessment of system reliability has been treated as an assembly of components and its reliability has been estimated based on components and transition reliability between components [6]. In this case, two important criteria are further elaborated upon, namely; system structure and failure behavior [7].

Concerning the first criteria, the structure of the system is a connected component, representing a control flow of the components to fulfill system requirements [8]–[10]. The representation is usually in the form of a program graph [11], which is able to translate the flow of the components. Typically,
the prevalent system structure for reliability analysis is divided into two categories, namely: state-based and path-based approaches. Detailed explanations of these models can be found in [12]. In most cases, the system is modeled using a prominent modeling language called UML. This language provides a several standard specification and profile for various domains of systems. Current works can be found in [13], [14] explaining how the UML-based approach for component modeling has been used for designing the system, as well as estimating reliability at design time.

Regarding the second criteria, the failure behavior for components and its transition is identified as being a subtle requirement for reliability estimation. Works in [12] measure the components’ failure behavior based on time-dependent failure intensity (which is its timing requirement) and which can be obtained from a usage profile. With the presence of timing requirements in system models, the components’ reliability can also can be estimated by manipulating the execution time spent with components before being transferred to a following component [15]. In [16] for instance, the timing is treated as a first class artifact, that is, to assess the level of risk for the system that may harm the system reliability in general.

Therefore, the scope in this paper treated an assembly component as a resource. Instead of treating a single component as a static plug-and-play component, we further elaborated upon it as a resource. Each resource is associated with a system task that is responsible for determining the reliability of transition for the next resource execution. A reliability of transition between resources is determined by task execution. This scenario could be determined by time execution for completion of a system task before being delivered to an alternate system task at another resource.

This paper proposes an estimation reliability model, which is based on a graph theory that enables developers to estimate reliability of the system by analyzing the interaction of system resources via system task. The proposed model is called Resource Dependency Graph (RDG), extended from our previous works in [17]. We generally focus on reliability estimation for systems and assume that the reliability of each component, task and its transition is available. The applicability of the model is validated by one real case study and the result is compared with actual reliability values. The model is further evaluated in conjunction with the existing model so as to compare the accuracy of reliability estimation. A few suggestions are made to discern a difference between both models.

2. RELATED WORKS

Many previous works have neglected the influence of an execution environment, such as Fault Tree analysis (FTA) on the reliability of a system. This investigates the fault propagation in architecture and application models [18]. For instance, in [19], the performance aspects at architectural level were discovered based on workload distribution (input parameters). The importance of correlation between system task and resource usage in scenario executions for reliability analysis can be found in [1], [20], [21]. Other works were only addressed for component interaction aspects [22], [23] and resource usage [24] respectively.

Concerning works for reliability estimation of a system based on components and its transition, it is worth describing the works in [15], [25]–[27]. The study in [15] proposed the Component Dependency Graph (CDG) for analyzing component interaction behavior and its transition probability. However, this approach is not explicitly associated with the triggered system task that is used by the resources, and may cause inconvenience for misuse of resources. This problem may suffer drawbacks that increase the probability of failure of the resources. Another work by Lo et al., [25] considers the estimation of system reliability based on multiple input and output values. The estimation model is called Lo component-based reliability model (LCBRM) and the output of the result is determined by sensitivity analysis so as to determine the most sensitive parameters in relation to the estimation accuracy. Works in Hsu and Huang [26] adapted a path-based model called Adaptive reliability analysis. This model uses path testing (ARAUP) and estimates the reliability of system based on mixture structure (branch, loop and sequence) in order to determine the best scenario to be tested for reliability analysis. Another estimation model worthy of mention is Cheung’s user-oriented reliability (CUORM) [27] which estimates the reliability of the system with respect to user module reliability and covers heterogenous system structures such as pipeline, call-return and fault tolerance.

Aggregating this together, the influence of execution environment (resource and task) is worth considering for estimating system reliability. Existing works mostly include only component and transition reliability as an ingredient for reliability estimation. In fact, the influence of system task in
because the estimation for every possible scenario probability of system task probability that the resource where

1. Definition 

Definition 2: A resource dependency graph (RDG) is a 4-tuple \( RDG = (RN, E, \text{start}, \text{end}) \) where:

1. \( RN \) is a finite set of resource nodes in the graph where \( RN = \{r_{n_i}, i = 1, 2, 3, ..., |RN|\} \)
2. \( E \) is a finite set of directed edges where \( E = \{e\}, i = 1, 2, 3, ..., |E| \)
3. \( \text{start} \) is a start node.
4. \( \text{end} \) is a termination node

Definition 3: A resource node “\( r \)”: \( r \in RN \) is a system resource and is defined by a tuple \( < r_{n_i}, \text{st}_i, \text{rv}_i, \text{Rr}_i > \) where: \( r_{n_i} \) is the name of the resource; \( \text{st}_i \) is the name of system task attached to the resource node \( r_i \); \( \text{rv}_i \) concerns the number of visits to the resource node \( r_i \); and \( \text{Rr}_i \) is the reliability of resource node \( r_i \).

Definition 4: System task of a resource \( \text{st}_i \) is the list of the task of systems required to execute correctly upon system execution where \( \text{st}_1, \text{st}_2, \text{st}_3 ... \text{st}_j \) requires \( r_i \). Additionally, each system task \( \text{st}_i \) is possessed of its own reliability \( \text{Rst}_i \) where the definition is defined as the probability of system task \( \text{st}_i \) to be executed in an error-free manner.

Definition 5: Resource reliability \( \text{Rr}_i \) is the probability that the resource \( r_i \) executes correctly in a specific time \( t \) and condition upon system execution.

Definition 6: Transition reliability \( \text{Rtr}_{ij} \) is the error-free transaction from one resource to another via system task control flow. The information sent includes the probability of possible system task failure.

3. THE PROPOSED MODEL

The proposed reliability estimation model is called a Resource Dependency Graph (RDG) model. The model is constructed based on a modular system and is represented as a control flow graph. The behavior in a model assembly of the resource consists of a number of system tasks contained in the resources. The formal definition for RDG can be described as follows:

Definition 1: A resource dependency graph (RDG) is a 4-tuple \( RDG = (RN, E, \text{start}, \text{end}) \) where:

1. \( RN \) is a finite set of resource nodes in the graph where \( RN = \{r_{n_i}, i = 1, 2, 3, ..., |RN|\} \)
2. \( E \) is a finite set of directed edges where \( E = \{e\}, i = 1, 2, 3, ..., |E| \)
3. \( \text{start} \) is a start node.
4. \( \text{end} \) is a termination node

As mentioned above, the method employed to acquire the parameter values for system task \( \text{Rst}_i \), resource \( \text{Rr}_i \) and transition \( \text{Rtr}_{ij} \) will be explained in detail in Section 4.1. However, to show the applicability of the proposed RDG model, a benchmark case study will be used, where the values for those parameters are already available.

3.1 Diagram Compositional

The representation of RDG model is based on the defined definitions given in a previous section. As shown in Figure 1, the RDG model consists of a finite set of resource nodes: \( r \in RN \) accommodates with start node \( \text{start} \) and ends with node \( \text{end} \). The elements of resource node \( r \) for system task \( \text{st} \) can be one or more, \( \text{st}_i \) where \( i = 1, 2, 3, ..., |N| \) and represented as \( \{\text{st}_1, \text{st}_2, \text{st}_3, ..., \text{st}_n\} \). These system tasks determine how the resource node behaves for a certain execution scenario, depending on its system architecture.

In order to cope with the system structure complexity, the RDG model can be contained with a mixture structure; sequence and branch. The sequence structure is a call sequence with direct transition from resource \( r_i \) to resource \( r_j \) without introducing parallel execution, in contrast to the branch structure. Whilst the RDG model is founded on a scenario-based approach, in a logical sense there is no loop structure, which has been introduced. For example, a decision statement for one call sequence to complete one scenario is based on system task transition. Consequently, the composition of loop structure is omitted due to the uncertainty of loop numbers that could lead to incorrect call sequence termination during a scenario execution decision. Thus, the system reliability based on RDG is the combination of
sequence and branch structure and will be explained in detail in Section 3.3.

![Figure 1. The RDG Model](image)

### 3.2 Parameter Estimations

Initial input values are essential to initiate an execution scenario at the system level as these values can determine how the system may behave. The values could also influence the control flow of resources during an execution scenario that is highly dependent on input stimuli. For reliability estimation at design level, the input values can be obtained through various techniques such as usage profile, fault injection and testing coverage.

In our RDG model, we defined three parameters for calculating system reliability based on an execution scenario. These parameters can stimulate the estimation of system reliability as well as depicting the relationship via the aforementioned values.

**A. System task reliability "\(Rst\)".**

In this paper, we assume that the reliability of individual system task is available and has been calculated by domain experts. Several techniques involving reliability estimations for system task have been proposed including testing, code coverage and so on. We use this parameter as groundwork for estimating each of the system resources.

**B. Resource reliability "\(Rr\)".**

The parameter for individual resource reliability \(Rr\) is calculated based on each attached system task at the resource \(r\) for a specific scenario. The system scenario is built up depending on the system task interaction within each resource to another. It is calculated using the following equation:

\[
Rr = \prod_{i=1}^{n} Rst_{inS_i}
\]

where \(n\) is the number of system task \(st_i\) in resource \(r_i\) and \(S_x\) represents the current execution scenario in the execution time of \(Rst_i\) and \(Rr_i\).

**C. Transition reliability "\(Rtr\)".**

This parameter represents the reliability transition from \(st_i\) to \(st_j\). It is the probability by which the system task is correctly delivered from \(r_i\) to \(r_j\) to analyze the effect of the system reliability through resource interaction via system task transition. Based on our RDG model, the resource interaction is executed through an internal system task that is attached to each resource. The time for each system task is completed before being transferred to a next task and is assumed to be a transition probability. Therefore, the transition reliability \(Rtr\) can be calculated as:

\[
Rtr_{ij} = Rr_i \cdot Rst_j | i = 1,2,3,..., |RN|_S_x
\]

where \(S_x\) represents the current execution scenario in the transition path of resource.

### 3.3 Method for reliability estimation

The methods used to calculate the system reliability consist of two structures, namely, sequence and branch. These structures indicate the execution scenario of the systems, which is, representing the interaction of system resources via the control flow of system task.

**3.3.1 Sequential structure**

Execution scenario is supposedly in a sequential order, where the transaction of resources extends from \(tr_{1,2}\) to \(tr_{n-1,n}\). Assuming the RDG model consists of \(n\) resource nodes, the reliability of the system scenario \(RS_x\) can be calculated as:
where $S_x$ is the current execution scenario of systems and each resource reliability is assumed to have failed independently for a subsequent system task transition.

**Proof:** The scenario is executed in a sequential order as shown in Figure 2, and the probability of failure of the delivered information from resource $A$ to $U$ is influenced by the transition $R_{tr_{1,2}}$. The next transition follows Markov process rules, where a transition to the following resource is independent of past resources and depends only on the current resource. Therefore, the expected probability value $V$ to reach subsequent resource nodes can be calculated as:

$$V = \prod_{i=1}^{n} \left( R_{tr_{i,j}} \right)$$

(3)

All the resources along the path will form a series of call sequences, which represent the views of reliability. The reliability of the call sequence is computed as a product of resource. The current resource reliability is dependent upon the resource along the path that the current resource may travel. Therefore, the reliability of call sequence can be denoted as:

$$R_{S_x} = R_{tr_1} \times \prod_{i=1}^{n} \left( R_{tr_{i,j}} \right)$$

(4)

In summary, the proposed model provides an approach for estimating reliability of the system using assembled resources and tasks. Early reliability values for resources, tasks and transition need to be estimated first so as to be input values for system estimation purposes. The process to acquire such parameters is outside the scope of this paper. The applicability of the models is further validated and evaluated in detail in a later section.

### 3.3.2 Branch structure

A branch structure could be performed in an execution scenario if there is any parallel transaction from one resource to another. The transaction is realized with a different connecting system task. Supposing that a system has $n$ resource node consisting of $n-2$ branches as shown in Figure 3, a reliability of a system scenario $RS_x$ can be denoted as:

$$RS_x = \prod_{i=1}^{n} R_{tr_{i,j}} \times \prod_{i=2}^{n} \left( R_{tr_{i,j+1}} \right)$$

(6)

**Proof:** A branch structure poses a similar structure to a sequence structure. The difference between both structures is that there is a possibility that one resource may execute a parallel system task to different resources. As shown in Figure 3, we adapted a similar calculation for sequence structure for branching formulation depicted as:

$$RS_x = 1 \times \left( \prod_{i=1}^{n} R_{tr_{i,j}} \right) \times \left( \prod_{i=2}^{n} \left( R_{tr_{i,j+1}} \right) \right)$$

$$= 1 \times \left( \prod_{i=1}^{n} R_{tr_{i,j}} \right) \times \left( \prod_{i=2}^{n} \left( R_{tr_{i,j+1}} \right) \right)$$

(7)

In summary, the proposed model provides an approach for estimating reliability of the system using assembled resources and tasks. Early reliability values for resources, tasks and transition need to be estimated first so as to be input values for system estimation purposes. The process to acquire such parameters is outside the scope of this paper. The applicability of the models is further validated and evaluated in detail in a later section.

### 4. EVALUATION
To evaluate our RDG model, we used a real case study from [27] and compared the produced results with the existing techniques, which have already been reported in [26]. The case study is a complex system developed by Bell Labs for switching systems. The structure of the system as shown in Figure 4 was developed based on control flow between components and validated by [28], [29]. The availability of component and transition reliability has already been reported in [27] and outlined in Table 1. Hence, we assume the reliability values for each system task in each resource that consequently build up the reliability values for components and transition are as described in Section 3.2.

To conduct the experiment relative to the case study with our model, a few assumptions have been defined. The assumption does not change the paradigm of RDG model and still remains in line with its definition. From the case study, we assume that the internal system task reliability $R_{st_i}$ is known as path reliability, as shown in Table 1. According to RDG model, the resource transaction is always triggered by a system task transition that is contained in the resources. Therefore, we assume all outgoing paths from one resource to another are triggered by system task transition. Thus, the transition reliability for RDG model $R_{ri,j}$ can be calculated as mentioned in Section 3.2 (c). As for resource reliability, we derived this directly from components reliability as listed in Table 1.

The purpose of the experiment on the case study was to prove the effectiveness of our proposed model regarding reliability estimation accuracy as against the actual reliability value. A strategy was defined to show in principle how our proposed model is suitable for estimating a complex system. The strategy is outlined as below:

1. To show the acceptable degree of estimation accuracy as compared with actual reliability values, as well as for the previous model.
2. To compare the accuracy of estimation result of our model with that of the most similar model.

To show how our proposed model is capable of dealing with a more complex scenario in relation to another model in terms of estimation of accuracy results.

### 4.1 Experiment setting

In order to estimate the system reliability based on scenario, we constructed a four different call sequence (CS1, CS2, CS3, CS4) that represents a system scenario based on previous works [26] and which is shown in Figures 5 and 6. The call sequence is re-developed using RDG model and its reliability is calculated based on Eq. (5) and (7). Each call sequence carries a different weight of complexity in order to add a variety of system behaviors through the call sequence. CS1 for instance poses a simple call sequence wherein the sequence structure assembled five resources via task transition (path). Another more complex call sequence is depicted in CS4. The scenario consists of a mixture of structures (sequence and branch) and involves more resource and task transitions than the rest of the call sequence. The variety of the call sequence could indicate the effectiveness of our model when validated and evaluated with actual reliability values and against the existing model respectively.

![Figure 4. Case study](image)

### Table 1. Reliability for Component and Path in Case study

<table>
<thead>
<tr>
<th>Component</th>
<th>Reliability</th>
<th>Path</th>
<th>Reliability</th>
<th>Path</th>
<th>Reliability</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1</td>
<td>0.999</td>
<td>P_{r_1}</td>
<td>0.6</td>
<td>P_{r_1}</td>
<td>0.3</td>
</tr>
<tr>
<td>R2</td>
<td>0.980</td>
<td>P_{r_2}</td>
<td>0.2</td>
<td>P_{r_1}</td>
<td>0.3</td>
</tr>
<tr>
<td>R3</td>
<td>0.999</td>
<td>P_{r_4}</td>
<td>0.2</td>
<td>P_{r_4}</td>
<td>0.1</td>
</tr>
<tr>
<td>R4</td>
<td>0.970</td>
<td>P_{r_3}</td>
<td>0.7</td>
<td>P_{r_3}</td>
<td>0.3</td>
</tr>
<tr>
<td>R5</td>
<td>0.950</td>
<td>P_{r_5}</td>
<td>0.3</td>
<td>P_{r_5}</td>
<td>0.5</td>
</tr>
<tr>
<td>R6</td>
<td>0.995</td>
<td>P_{r_7}</td>
<td>1</td>
<td>P_{r_5}</td>
<td>0.5</td>
</tr>
<tr>
<td>R7</td>
<td>0.985</td>
<td>P_{r_7}</td>
<td>0.4</td>
<td>P_{r_7}</td>
<td>0.25</td>
</tr>
<tr>
<td>R8</td>
<td>0.950</td>
<td>P_{r_8}</td>
<td>0.6</td>
<td>P_{r_8}</td>
<td>0.75</td>
</tr>
<tr>
<td>R9</td>
<td>0.975</td>
<td>P_{r_7}</td>
<td>0.4</td>
<td>P_{r_7}</td>
<td>0.1</td>
</tr>
<tr>
<td>R10</td>
<td>0.985</td>
<td>P_{r_7}</td>
<td>0.6</td>
<td>P_{r_8}</td>
<td>0.9</td>
</tr>
</tbody>
</table>

### 176
In order to validate the accuracy of reliability estimation, we used the accuracy (AC) metrics, which are originally derived from Magnitude Relative Error (MRE) metrics from [30]. The justification is to measure the percentage of accuracy as compared with actual reliability values, as well as the existing approach. The AC can be defined as:

\[
AC = \frac{|R_f - R_t|}{RT} \times 100\%
\]

where the \( RT \) consists of the real values for reliability and \( R_f \) is the estimated reliability values calculated by estimation model. The actual reliability values is obtained from [26] and we validate our model by calculating the AC for each of the respective reliability values as shown in Table 2.

In Table 2, the actual reliability value (0.826) is directly obtained from the case study. In addition, the reliability values for CUORM (0.829), LCBRM (0.827) and ARAUPT (0.8595) are recalculated using the values and system architecture in the model shown in Table 1 and Figure 4 respectively. Each model produced different values of reliability. In the LCBRM for instance, the model is based on a single input and output system. The reliability is calculated based on the product of reliability for each resource. The reliability of transition between resources is assumed based on the number of visits to the next resource before entering an absorbing resource. Another model such as ARAUPT is concerned with the path reliability during resource transition. The reliability of the system is calculated as a resource product where the current resource reliability is dependent upon the path that it may take.

In order to evaluate the estimation accuracy of our model, we compared the produced results with those of the most similar model. The model [26] calculated the system reliability based on aggregating its path reliability and mixture with three different system structures, namely; sequence, branch and loop. This is slightly different to our model, where we aggregated the path and resource reliability together. Using a similar case study, we calculated the AC for both models, made a comparison with actual reliability values (0.826) and then analyzed the result in view of the complexity of call sequence.

The complexity of the system structure could determine the level of its reliability and hence developers could foresee the behavior of the system. By utilizing the complexity value for each call sequence, the correlation between the call sequence complexity and the accuracy of reliability estimation can be analyzed in order to make a significant assumption of how the complexity of the system could affect the accuracy of estimation. Table 3 shows the complexity of call sequence CS1, CS2, CS3 and CS4 based on McAbe’s
This approach is called cyclomatic complexity (CC) and calculates the complexity of modular structure of the system using a number of edges and nodes on system structures.

Table 2. Actual and estimated reliability values from existing works

<table>
<thead>
<tr>
<th>Approach</th>
<th>Reliability</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actual reliability</td>
<td>0.8260</td>
</tr>
<tr>
<td>CUORM</td>
<td>0.8290</td>
</tr>
<tr>
<td>LCBRM</td>
<td>0.8270</td>
</tr>
<tr>
<td>ARAUPT</td>
<td>0.8595</td>
</tr>
</tbody>
</table>

Table 3. Cyclomatic Complexity for Call Sequence

<table>
<thead>
<tr>
<th>Call Sequence</th>
<th>CC</th>
</tr>
</thead>
<tbody>
<tr>
<td>CS1</td>
<td>1</td>
</tr>
<tr>
<td>CS2</td>
<td>3</td>
</tr>
<tr>
<td>CS3</td>
<td>4</td>
</tr>
<tr>
<td>CS4</td>
<td>6</td>
</tr>
</tbody>
</table>

4.2 Result on acceptable degree of estimation

From Table 4, the reliability for call sequence CS1, CS2, CS3 and CS4 are calculated using our model. Each call sequence poses a different structure that consequently leverages different complexity values. As depicted in Table 3, the complexity of each call sequence poses a different weight of complexity due to different resource structures. The complexity influences the reliability of each call sequence as shown in Table 4. As mentioned in Section 3.3, the reliability transition is in accordance with the Markov process rule, where the reliability of the next transition is solely dependent on the present resource. However, the call sequence reliability is the product of resource reliability, where the next resource reliability depends upon the current resource and is also dependent upon past resource reliability as well. Therefore, the more complex one call sequence is, the lower the reliability values that will be produced.

From the results in Table 5, the estimation accuracy AC for our proposed model is calculated against reliability values from case study and existing models as depicted in Table 2. This experiment seeks to discover the acceptable degree of estimation accuracy as compared with actual reliability, as well as reliability values produced by the existing model. For the result with actual reliability, the AC for CS3 (99.24%) and CS4 (97.66%) is higher than the AC for CS1 (89.66%) and CS2 (91.77%) respectively. As for comparing with the other model, the accuracy of the RDG model remains acceptable as depicted in Table 5.4. Interestingly, the result recorded with the RDG model is much closer as compared with the recent model (ARAUPT). This was essentially caused by the similar reliability method in RDG and ARAUPT, but the RDG model considers the past resource reliability rather than only path-reliability in ARAUPT. The inclusion of the past resource reliability for calculating the current resource reliability proved that the estimation accuracy had increased.

The AC for CS3 and CS4 is much closer to the actual reliability as compared with CS1 and CS2. The AC is also acceptable in comparison with CUORM, LCBRM and ARAUPT. This result
indicates the estimation accuracy is closely related to the complexity of the call sequence itself. This is due to the fact that the complexity of call sequence for CS1 and CS2 is lower than CS3 and CS4, as shown in Table 2. The greater the complexity the call sequence, the more accurate is the reliability estimation that can be produced. This is due to the fact that the complexity of call sequence poses a different kind of resource structure (branch, sequence). The number of resources and tasks involved also justifies the effects of system complexity affecting the reliability (which is in line with Software Growth Reliability Model (SGRM) [25] [32]). Therefore, this result shows that the complexity of call sequence should be considered as a justification of how it will significantly affect the accuracy of reliability estimations for reliability analysis.

Table 4. Reliability values for call sequence using RDG model

<table>
<thead>
<tr>
<th>Call Sequence</th>
<th>Call sequence reliability (RDG)</th>
</tr>
</thead>
<tbody>
<tr>
<td>CS1</td>
<td>0.9114</td>
</tr>
<tr>
<td>CS2</td>
<td>0.8940</td>
</tr>
<tr>
<td>CS3</td>
<td>0.8323</td>
</tr>
<tr>
<td>CS4</td>
<td>0.8453</td>
</tr>
</tbody>
</table>

4.3 Result on accuracy degree of estimation

In order to evaluate the accuracy of the estimation, the RDG model is compared with the ARAUPT model. This model is quite similar to the RDG model and focuses on a path-based approach for estimating the reliability of the system. Although the ARAUPT model uses the path-based approach, the calculation of each resource, however, only considers the aggregation of path reliability along the resource execution. Similarly with the RDG model, however, this model makes an inclusion of the previous resource reliability, together with its path reliability, to calculate the reliability of the current resource reliability. Each resource depends upon the path along which the resource was executed. It differentiates from the proposed model in that the resource reliability is dependent upon other resources along the path that the current resource travels. With the selection of ARAUPT for the comparative model, the purpose is to show how the RDG model can handle a more accurate result of reliability estimation as against a more complex call sequence. By using the same case study, the AC of both models is compared against the actual reliability value.

Table 5. The comparison of estimation accuracy with RDG model

<table>
<thead>
<tr>
<th>Call Sequence</th>
<th>Reliability (RDG)</th>
<th>% Accuracy (AC)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Actual CUOM</td>
<td>LCBRM</td>
</tr>
<tr>
<td>CS1</td>
<td>0.9114</td>
<td>89.66</td>
</tr>
<tr>
<td>CS2</td>
<td>0.8940</td>
<td>91.77</td>
</tr>
<tr>
<td>CS3</td>
<td>0.8323</td>
<td>99.24</td>
</tr>
<tr>
<td>CS4</td>
<td>0.8453</td>
<td>97.66</td>
</tr>
</tbody>
</table>

From the result in Table 5.5, the AC of ARAUPT for CS1 and CS2, which are 93.62% and 94.68%, shows the closest result compared with the RDG model, 89.66% for CS1 and 91.77% for CS2 respectively. However, for CS3 and CS4, the RDG model recorded a more accurate estimation, especially for CS3, which is 99.24% as compared with ARAUPT, 97.88%. This is due to the fact that the call sequence for CS3 poses a high complexity value (Table 3) in accordance with the greater number of resources and transitions. In particular, the ARAUPT model estimates the system reliability based on the path of resources with mixture structure (loop, branch, sequence). Considering the inability of the ARAUPT model to deal with looping structure effectively, the estimation may conclude with an inaccurate result, thus leading to an infinite consequence. In contrast with a more direct structure (branch, sequence), the RDG model can directly calculate the reliability along the path of resource execution without intervention from uncertainty loops.

Contrary to the RDG model, the ability to treat a system as a call sequence gives a slight advantage when dealing with looping structure. The RDG model assumed the system is executed in a sequence and branch structure only and omitted the loops structure in order to avoid infinite consequence. The justification is supported by aggregating together not only path reliability but resource reliability as well. By doing this, the RDG model is proven to be more suitable for estimating the complex structure, rather than a simple structure like CS1 and CS2. For example, the complexity of resource transition will influence the structure of call sequence and thus, the number of transition reliability and resource reliability factors can cause a significant deterioration in the reliability of the overall system. Therefore, the greater the complexity of the call sequence, the more accurate
will be the reliability estimation percentage by considering the in relation between resource reliability and task reliability in an estimation model.

Table 6. Comparison with path-based approach

<table>
<thead>
<tr>
<th>Approach</th>
<th>% Accuracy (AC_actual)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>CS1</td>
</tr>
<tr>
<td></td>
<td>CC=1</td>
</tr>
<tr>
<td>RDG</td>
<td>89.66</td>
</tr>
<tr>
<td>ARAUPT</td>
<td>93.62</td>
</tr>
</tbody>
</table>

5. DISCUSSION

Based on our strategy, the experiment was conducted with the goal of showing how the system complexity influenced the reliability level of the system. To achieve the goal, we divided the experiment into two strategies, namely: 1) acceptable degree of estimation accuracy and, 2) influence of scenario complexity against reliability.

As for the first strategy, the results in Table 5 show an acceptable level of estimation accuracy as compared with actual reliability model from the selected case study. The proposed model was then tested with the four different call sequence as shown in Figures 6 and 7. The result shows that the accuracy metrics (AC) carry a different weight of values. In this case, the AC values are still acceptable compared to actual reliability, as well as with other models. The argument is that the calculation of the subsequent resource reliability is correlated with previous resources that have been visited along the path of the call sequence. Besides considering only path reliability, our model has proved that the correlation with resource reliability (assuming this is through task transition) can increase the accuracy of reliability estimation. This occurs since the reliability of the current resource is dependent upon the previous resource, along the call sequence.

Table 6. Comparison with path-based approach

However, an interesting fact has been discovered during the experiment in terms of call sequence complexity. In relation to the investigation of the influence of call sequence complexity against the estimation accuracy, it seems that the RDG model produced a more accurate AC for call sequence CS3 and CS4 as compared to the ARAUPT model. Accordingly, the complexity of the system can influence its reliability. In this case, the complexity for each call sequence is calculated. Based on results shown in Table 6 for the RDG model, the AC values for CS1 and CS2 were recorded as slightly lower (89.66% and 91.77%) than those of the ARAUPT model, being 93.62% and 94.68% respectively. By contrast, the CS3 and CS4 produced by the RDG model obtained a much higher AC value, 99.24% and 97.66% as compared with that of the ARAUPT model, 97.88% and 97.26% respectively. This is due to the fact that the RDG model omitted the looping structure so as to avoid infinite behaviour that could lead to uncertainty of reliability estimation. Therefore, it is suggested that the higher complexity value for call sequence can be made as a reference for approximation of reliability estimation. The greater the complexity of the call sequence, the more accurate will be the estimation results, which are produced by the RDG model.

Aggregating this together, the RDG model has shown its ability to estimate the reliability of the system in line with actual reliability values and other models in terms of the acceptability of the estimation accuracy. On the other hand, by comparing the most similar model, the RDG model was shown to be able to handle a more complex scenario due to its ability to omit the looping structure and aggregation of transition and resource reliability for estimation formulation. Finally, the RDG model engaged with the system task in each resource. It is more logically sound if the system task parameter is visible at each resource. With this
parameter, in the future, the sensitivity analysis can be conducted so as to determine which task or resource could affect the level of reliability of the system. In addition, identification pertaining to what will affect system reliability through sensitivity analysis is also needed. Therefore, it is reasonable to determine why a system task is engaged with sufficient resources so as to easily perform sensitivity analysis in order to locate which system task, resources and task transition will contribute to the level of system reliability.

6. CONCLUSION

This paper has delivered one significant contribution, namely, a reliability estimation model. The reliability estimation model is called the RDG model. This model was designed using a graph-based approach and provides estimation for system reliability based on three parameters, specifically: resource, task and task transition. Furthermore, the model has been validated using the benchmark case study and the result proved useful for two types of quality, in particular: estimation accuracy and complexity. The proposed model is capable of estimating the system reliability with an acceptable accuracy level when compared with the existing models (ARAUPT, LCBRM, CUORM). On the other hand, the proposed model also has shown the capability to accurately estimate reliability of most complex call sequences as compared with ARAUPT models. This model is compared with the proposed models because they share the same paradigm and method for reliability estimation. The rationale behind this contribution is twofold, namely: an improvement of estimation accuracy and ability to motivate model consistency. It is suggested that the proposed estimation model can improve the estimation accuracy for the system, especially for a complex scenario. This is due to the fact that the proposed model considered the reliability of all the relevant resource reliability factors prior to the current resource reliability calculation.
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