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ABSTRACT

End-user Programming for the web is currently of interest because Web 2.0 technologies have resulted in a vast array of tools available for mashup making. This paper presents a Systematic Literature Review of EUP for web mashups. Its objective is to outline a comprehensive review and synthesis of the literature related to EUP for web mashups. A Systematic Literature Review was performed of peer reviewed published studies that focused on research in EUP for Web mashups. A review was conducted on 21 relevant articles, mostly recent (published between January 1st 2000 and December 31st 2012) and published in English. Five EUP approaches for web mashups were identified from the studies; browsing, programming by demonstration or example, spreadsheet, widget, data-flow and block-based approach. Other researches regarding EUP for web mashups were also identified, such as ubiquitous platform mashups, users' support functions, data extraction techniques, and process-oriented mashups.
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1. INTRODUCTION

The term ‘End-user Programming’ (EUP) was established by [1] referring to some of the programming tasks i.e. modifying or extending the software applications that were given to end-users. This group of users is called ‘end-user programmers’. End-user programmers are experts in their domains and have taught themselves to program [2]. They can be mechanical engineers, doctors, physicists, teachers, accountants etc., but they write computer programmes in order to help themselves in their primary jobs. They may be experienced computer users, but they are not experienced in conventional programming languages such as C, C++, Java, etc. Other terms used referring to end-users are power users and casual users. Power users are a group of users who have no programming skills but have detailed functional knowledge about a specific tool or a set of tools. On the other hand, casual users are a group of users who only have the skills to use the functionality of the web browser and are able to navigate through the web [3].

Spreadsheet applications are the most popular end-user system environment [4] and as predicted by [5], about 60% of 90 million American end-users will utilize spreadsheet and database applications in the year 2012. This prediction shows the growing number of end-user programmers as well.

The emergence of Web 2.0 has changed the way software developers and end-users use the web [6]. The term Web 2.0 is commonly associated with web applications that facilitate interactive information sharing, interoperability, user-centred designs, and collaborations on the World Wide Web (WWW). People can share their thoughts, interests, photos, video clips, and others through social network applications like Facebook, MySpace, Flickr, Instagram, and Twitter. They publish their views in blogs and get instant responses and feedback from the e-communities. The deployment of Web 2.0 technologies resulted in the exponential growth of the number of end-user programmers compared to the number of software professionals because most web users are end-users. Web 2.0 technologies also support web customization and integration and this has led to the development of web mashup applications. The emergence of Web 3.0 technologies later on will definitely also support these necessities through semantic web, data mining, micro formats etc.
Web mashup applications are an interesting genre of interactive web applications that has become common recently. Web mashup applications are applications that integrate various data, presentations, and functionalities from two or more sources through Application Program Interfaces (APIs). Web mashup applications were developed by professional programmers because it involved multifaceted programming skills, thus requiring high programming skills. Therefore, to assist end-users in developing mashup applications, mashup tools can be used. Most mashup tools employ EUP techniques like scripting, data-flows, widgets, spreadsheets and Programming by Demonstration (PBE) to guide end-users in developing web mashup applications [3].

A Systematic Literature Review (SLR) was conducted to outline a comprehensive review and synthesis of the literature related to EUP for web mashups. The SLR is a systematic review of all available research results which aims to aggregate all existing evidence on research questions, leading to potential issues in identifying research gaps and contributions. It is believed that the results from this study can be used to improve both the mashup tools and the EUP techniques.

2. REVIEW METHOD

The review protocol for this SLR was developed by following the guidelines as proposed by [7]. The steps in this protocol are shown in Table 1.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Detailed steps</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning</td>
<td>• Identify the need for SLR</td>
</tr>
<tr>
<td></td>
<td>• Formulate review research questions.</td>
</tr>
<tr>
<td>Conducting</td>
<td>• Carry out a comprehensive search for primary studies.</td>
</tr>
<tr>
<td></td>
<td>• Assess and record the criteria of included studies.</td>
</tr>
<tr>
<td></td>
<td>• Classify data needed to answer the research questions.</td>
</tr>
<tr>
<td></td>
<td>• Extract data from each included study.</td>
</tr>
<tr>
<td></td>
<td>• Summarize and synthesise study results.</td>
</tr>
<tr>
<td></td>
<td>• Interpret results to determine their applicability.</td>
</tr>
<tr>
<td>Documenting</td>
<td>• Write up study as a report.</td>
</tr>
</tbody>
</table>

The review protocol of this SLR has been checked and evaluated by a few researchers with good experience in conducting literature reviews. Moreover, parts of this protocol have been previously used and established by several researchers in SLR [8] [9] [10].

2.1. Research questions

The SLR was conducted to obtain an overview of the research reported in the field of EUP for web mashups. In this review, the following research questions were addressed:

• RQ 1: What studies are being addressed in the field of mashup tools development?
• RQ 2: Which EUP technique has been commonly used?
• RQ 3: Is there evidence that mashup tools are difficult to use by end-users?

2.2. Data source and search strategy

The strategy for collecting the relevant literature in this review is using a keyword search in a list of electronic databases of specific
conference proceedings and journals papers. The data sources for this review are:

- ACM Digital Library (dl.acm.org)
- ScienceDirect – Elsevier (www.sciencedirect.com)
- IEEE Xplore (ieeexplore.org)
- Directory of Open Access Journals (www.doaj.org)
- ISI Web of Science (www.isiknowledge.com)
- Springer LNCS (www.springer.com/lncs)
- Google Scholar (scholar.google.com.my)

2.3. Keywords for Searching

Publications on web mashup tools development from the specific journals and conference proceedings were identified by searching through a variety of digital libraries. Only papers published in English between Jan 1st 2000 and December 31st 2012 were considered. To avoid overlooking relevant publications, all searches were carried out using two main search terms; “mashup” and “end-user programming.” There are different spellings for the word “mashup” like “mash up” (without a hyphen) and “mash-up” (with a hyphen). These variants were also included in the search process. The term “end-user programming” is a common term referring to the programming techniques used by end-users. Therefore, the three words were used as one search keyword. The searches were conducted from April 2013 until May 2013. The bibliography for all the publications is stored in EndNote.

2.4. Inclusion and Exclusion Criteria

The selected papers collected should commit to a set of inclusion criteria as follows:

- The papers should be written in English.
- The papers should be published between January 1st 2000 and December 31st 2012.
- The papers should address web mashup development as an area of research. Therefore, the keywords “mashup” and “end-user programming” should exist either in the title, abstract or in a list of keywords.
- Only proceedings and journals were considered.

Accordingly, web pages, transactions, news, interviews, blogs, workshops, forums, reviews, discussions, posters, letters, tutorial or overhead presentations, opinion pieces, viewpoints, comments or purely anecdotal, technical reports, thesis, books or book chapters were not considered.

3. COLLECTING PROCESS

The SLR process is carried out in four steps (Table 3). The summary of the four steps of the review process and the number of articles identified at each step are shown in Figure 1.

<table>
<thead>
<tr>
<th>Step</th>
<th>Tasks</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Collecting all the articles. All articles from the identified digital libraries were searched using the keywords. Only articles published in the English language were downloaded. However, some articles could not be retrieved and these were considered as rejected.</td>
</tr>
<tr>
<td>2</td>
<td>Applying inclusion and exclusion criteria. The downloaded articles were then screened and articles that were not in the form of proceedings or journals were rejected.</td>
</tr>
<tr>
<td>3</td>
<td>Verifying included articles. The articles selected from the previous steps were skimmed and those that were not related to the topic of web mashup were rejected. A check was also done for repeated studies to ensure there are no duplications; for example if the same study is published in two different journals with different first authors, only one study would be included, usually the most comprehensive study or the most recent study.</td>
</tr>
<tr>
<td>4</td>
<td>Extracting the data. Lastly, the data from the selected articles were extracted and the name of the mashup tool and the EUP technique used were identified.</td>
</tr>
</tbody>
</table>

![Figure 1: Literature Review Processes](image-url)
In step 1, 204 articles were found based on the search keywords. Three articles that were published in a non-English language and another 16 that could not be retrieved were rejected. In step 2, articles that were in the form of proceedings or journals were verified and articles that were in the form of book chapters, thesis, web pages, news, interviews, blogs, workshops, forums, reviews, discussions, posters, letters, tutorials or overhead presentations, opinion pieces, viewpoints, comments and purely anecdotal were excluded. 10 papers were rejected and only 175 papers were considered for the next stage.

In step 3, the output from the previous stage was skimmed and the abstracts of the articles were scanned. Research articles on EUP for web mashups were included and those that were not related to the topic or did not clearly explain the EUP techniques used were rejected. A check for repeated studies was also done to ensure there were no duplications; for example if the same study is published in two different journals with different first authors, only one study would be included, usually the most comprehensive study or the most recent study. As a result, only 21 articles regarding the research topics were identified and 154 articles that were not relevant to the study were rejected. Lastly in step 4, the data to identify the category for the articles, the main research focus, and the EUP paradigm used were extracted.

4. ANALYSIS

The total of the full texts extracted in this work was 21 articles only (Appendix A). Even though a criteria was set that searched articles must be published between January 1st 2000 and December 31st 2012, the earliest published articles retrieved was from the year 2007, the articles by (5) [11] and (17) [12]. The distribution of the articles according to the published year is as in Table 4.

<table>
<thead>
<tr>
<th>Year</th>
<th>Articles</th>
<th>Number of articles</th>
</tr>
</thead>
<tbody>
<tr>
<td>2007</td>
<td>(5,17)</td>
<td>2</td>
</tr>
<tr>
<td>2008</td>
<td>(2,3,13)</td>
<td>2</td>
</tr>
<tr>
<td>2009</td>
<td>(1,6,8,16)</td>
<td>4</td>
</tr>
<tr>
<td>2010</td>
<td>(9,12,14,15,20,21)</td>
<td>6</td>
</tr>
<tr>
<td>2011</td>
<td>(4,7,11,18,19)</td>
<td>5</td>
</tr>
</tbody>
</table>

This section is organized according to the research questions. The articles are classified as in Table 5.

<table>
<thead>
<tr>
<th>Group</th>
<th>Subgroup</th>
<th>Articles</th>
</tr>
</thead>
<tbody>
<tr>
<td>Research article</td>
<td>Browsing</td>
<td>(2, 17)</td>
</tr>
<tr>
<td></td>
<td>PBD</td>
<td>(1)</td>
</tr>
<tr>
<td></td>
<td>Spreadsheet</td>
<td>(8, 14)</td>
</tr>
<tr>
<td></td>
<td>Widget</td>
<td>(3, 7)</td>
</tr>
<tr>
<td></td>
<td>Data-flow</td>
<td>(5, 6)</td>
</tr>
<tr>
<td></td>
<td>Ubiquitous platform</td>
<td>(4, 9)</td>
</tr>
<tr>
<td></td>
<td>Support func.</td>
<td>(10)</td>
</tr>
<tr>
<td></td>
<td>Extraction</td>
<td>(13)</td>
</tr>
<tr>
<td></td>
<td>Process-oriented</td>
<td>(18)</td>
</tr>
<tr>
<td></td>
<td>Block-based</td>
<td>(19)</td>
</tr>
<tr>
<td>Survey article</td>
<td></td>
<td>(11, 12, 15, 16, 20, 21)</td>
</tr>
</tbody>
</table>

4.1. Studies being addressed in the field of mashup tools development (RQ1)

The accessed articles were grouped into two groups; research and survey articles. However, only 10 out of 15 research articles discussed EUP approaches in making mashups. Those EUP approaches are browsing, programming-by-demonstration (PBD), spreadsheet, widget, data-flow, and block-based approach. Articles that did not discuss any of the EUP approaches were grouped according to the article’s main focus such as ubiquitous platform mashups, users’ support functions, data extraction techniques, and process-oriented mashups.

The EUP approaches will be discussed in the following section on the next research question, RQ2. One of the retrieved articles discussed ubiquitous platform mashups. An ubiquitous platform mashup is a mashup that is developed on an ubiquitous platform like a mobile (4) [13] or a smart device (9) [14]. [13] described their work on mobile multimedia mashups as an ecosystem. The proposed ecosystem architecture consists of three domains; home domain, mobile domain and cloud domain. Likewise, another article [14] discussed an intermediate web based architecture in the context of a smart device. The proposed
architecture is called User Language Domain which uses a domain-specific embedded language approach.

In article (10) which is categorized in the users’ support functions category, [15] proposed an approach called the “idea garden” which helps users to help themselves when composing data. The data extraction technique category also has an article (13) by [16] in which they proposed a method to integrate general web applications. This method considers both websites that provide public APIs (Application Programming Interfaces) and websites that do not. This is because current mashups are created by integrating only websites that provide public APIs like Google Maps, You Tube, and Amazon, while most existing websites do not provide this service. The last category is the process-oriented enterprise mashup. The example article (18) is by [17] which proposed the design of the process-oriented enterprise mashup. They argued that enterprise mashups can be formed in two ways; data-oriented and process-oriented.

4.2. EUP techniques in mashup tools (RQ2)

The EUP techniques used in mashup tools that were found in the review are browsing, programming-by-demonstration (PBD), spreadsheet, widget, data-flow, and block-based approach (Table 5).

The browsing paradigm was discussed in two articles; (2) [18] and (17) [12]. In the article [18], the researchers discussed the facet browsing approach used in their mashup tool called Potluck. The facet browsing approach allows the user to explore and identify subsets of data of interest or subsets of data that need alignment and clean up. The article by [12] on the other hand describes the browsing paradigm as an extension of normal browsing habits, where users work directly on the data found on the web and create the mashup immediately while browsing. Their mashup tool is called the MashMaker.

Programming by Demonstration (PBD) as discussed by (1) [19] is a technique to automatically populate spreadsheet-like tables with information collected from various websites. Using this technique, the user demonstrates a series of actions on how to fill the columns. These actions are recorded into scripts, which can be re-executed immediately on other rows in the table.

The spreadsheet paradigm is inspired by a spreadsheet-like programming pattern which works on the columns and the rows of a table. The article by (8) [20] introduced the Mashroom, a mashup development environment that uses the spreadsheet paradigm with an expressive data structure and a set of formally-defined mashup operators. They proposed nested tables as data models for the extracted data services. The advantage is that this nested table is simple and allows access to the underlying data sources intuitively. In their article (14) [21] also proposed the use of the spreadsheet paradigm in making mashups. However, they introduced a two-level programming model that combined spreadsheet-like visual programming and data flow chart programming to record the order of operations and data dependencies during the mashing process.

The widget paradigm was implemented in two articles; (3) [22] and (7) [23]. The article by [22] discussed the composition of widgets to make mashups in a situational mashup system. A widget is a small application with limited functionalities that is executed on the user’s website. The widget paradigm works either through a pure program or by calling on other web services. In their article,[23] introduced fladget or a Flash widget which refers to RIA (Rich Internet Applications) oriented Wiki add-ons.

Another EUP paradigm that was found in this review is the data-flow paradigm. Two articles on data-flow paradigm were found which were articles by (5) [11] and (6) [24]. The article by [11] discussed the data-flow paradigm, the idea of which they adopted from the UNIX pipe. Web services are represented by blocks called operators. The operators need to be connected to each other and the data will flow from one block to another block. Therefore each block should have an input and an output. However, the article by [24] proposed a combination of data-flow paradigm and scripting paradigm in making mashups. The selected components or widgets are wired together and the user can write a simple script for customizing. The last approach found is the block-based development approach that was introduced by (19)[25]. The block-based development approach is a combination of end-
user programming techniques with component-based software development. The block-based development approach allows users to develop an application by integrating several blocks. These blocks are pre-developed blocks that support certain tasks or functions.

4.3. **Empirical studies on mashup tools (RQ3)**

Six survey articles were found that matched the search keywords; (11) [26], (12) [27], (15) [28], (16) [29], (20) [30], and (21) [31]. The article by (11) [26] presented a qualitative empirical result of the end-user mashup programming study from the perspective of the end-user programmers’ problem-solving processes. Programming is difficult for end-users. Besides, problem solving, creativity, and design thinking are also barriers for end-users in the programming environment. To overcome these problems, they proposed that end-users initiate and refine their own ideas. The result from their empirical study shows that end-users need help and support to become confident along the process. The article by (12) [27] on the other hand presented results from a survey conducted to explore the factors that motivate end-users to learn about and explore remix tools. The finding suggests that end-users are much more socially motivated. Therefore, there is a need to look towards social solutions when building tools to support them.

The article by (15) [28] is the only article retrieved that reports a review on mashup tools. This article presented review results of ten mashup tools; Yahoo Pipes, iGoogle, Apatar, IBM Lotus Mashups, Intel MashMaker, Marmite, Vegemite and Dapper. In their review, they found that some mashup tools are not really simple enough to handle and require the end-users to have a computer programming background to learn and understand its platform infrastructures and mechanisms. The article by (16) [29] presented a review of mashup literature to classify the subtopics in mashup researches. They found five common themes across multiple research studies; mashup aggregate content from disparate sources, integration as a technical challenge when developing mashups, information overload, ability of end-users to create custom mashup applications and finally a set of issues like security, availability and quality. In their article (20) [30] presented their think-aloud study with ten end-users creating a web mashup. The objective was to explore their design of a theory-based approach in order to understand and investigate programming by the end-user. The results showed opportunities for the environment to support end-users programming as a design activity.

The last article retrieved in the survey article category was an article by (21) [31]. In this article, he reported the results of a pilot experiment on open-ended mashup assignments using Yahoo Pipes, an end-user web-based visual development environment. The respondents stated that the tool was useful, interesting, appropriate and of the right level of difficulty. They also indicated that they were able to learn the tool in a short period of time.

5. **DISCUSSION**

The purpose of this study is to provide an overview of EUP for web mashups by reviewing and analysing published research articles. This work has been done based on the SLR guidelines as proposed by [7]. In this section, three main topics are discussed based on the findings of the study; mashup, EUP and EUP for web mashups. The keyword relationship model is as in Figure 2.

5.1. **Mashup**

The term mashup was actually derived from the music industry, where the original contents from various artists are remixed to create new material [32]. However, in the field of Computer Science, the term mashup can be defined as websites that combine multiple websites to support unique tasks through APIs [11]. It not only combines the data but also the process or view from several websites to provide information that could not be easily obtained by manually browsing the websites separately [12, 19].

Making mashups can be difficult even for those with programming experience because it requires knowledge of more than one programming language, several markup languages, and an understanding of how to assemble those elements together on the web. Making mashups involve five processes; data retrieval, source modelling, data cleaning, data integration and data display [33]. However, a study by [34] has divided the processes into three
5.2. End-user Programming

EUP refers to programming activities by end-users (which are any computer users). End-users who write a program are called end-user programmers. However they are not professional programmers. They write a program or explicitly modify the software primarily for personal use or for a small group of users rather than for public use [44]. EUP can be seen in many areas like engineering, accounting, and education. End-users modify the application to complement their work. Recently with the popularity of smartphones, smart devices and Web 2.0, EUP also has been adopted in ubiquitous and web computing. It is well-known that conventional programming languages are hard to learn and use, demanding skills that many people do not have. In an attempt to make the programming easier, several approaches were introduced such as programming by example (also called programming by demonstration), visual programming, and scripting languages [45].

Programming by Example is a way of programming where the user of the system writes a programme by giving an example of what the programme should do. The system records the sequence of actions and performs it again. Programming by example allows a user to create programmes without doing conventional programming. [46] described Programming by Example precisely as “Do What I Did.” Other terms for Programming by Example are Programming by Demonstration and Programming by Sample.

Another approach for EUP is visual programming. [47] defined visual programming as a programme in two or more dimensional fashions and [48] defined visual programming as visual representations to accomplish what would otherwise have to be written in a traditional one-dimensional programming language. The characteristics of visual programming languages are that they have fewer concepts to programme, a concrete programming process, an explicit depiction of relationships and immediate visual feedbacks [49]. Examples of visual programming are ClockWorks [50], RAPTOR [51] and LabVIEW [52].

Writing small programmes called scripts or macros have been widely used in many commercial systems like Microsoft Word and
Excel. It is helpful for automating repetitive tasks and documenting what the user did. A macro or a script is a type of application-specific language as it is a part of the software application facilities or a part of the programming language. A macro or a script is written in a special language called scripting language like tcl/tk, Python, Perl, and JavaScript. Scripting languages are interpreted languages and are supposed to be a simplified from general-purpose programming languages like C, C++ or Java, because they are intended for a specific domain or environment. Moreover, some of the languages are designed for end-users. However, because of its powerful library, it is difficult for end-users to understand and use it.

The spreadsheet paradigm is another EUP approach that is widely used by end-users. The spreadsheet paradigm was initially from spreadsheet calculations, a fast process to express data and make calculations for the data on two-dimensional sheets [53]. The well-known example of the spreadsheet system is Microsoft Excel where users can use either a calculation formula or a script to perform several tasks. The spreadsheet paradigm offers several advantages like a direct manipulation interface that is easy to view, navigate and interact with the data [54]. The spreadsheet paradigm also provides a feature called “What You See Is What You Test” (WYSIWYT) which offers an immediate automatic visual feedback, a declarative approach to programming and has a dependence-driven characteristic [55, 56].

Natural programming is an approach that lets the non-professional programmer write a programme using natural language [57]. The goal is to make it possible for people to express their ideas in the same way they think about it. Examples of natural programming are HANDS [58], Board Game Language - BGL [59] and Grammatical Framework – GF [60]. Several works attempt to develop spoken natural language programming by integrating it with speech recognition instead of typed textual input [61].

Block-based programming is a new software development approach proposed by [62]. Block-based programming is derived from the combination of Component-based Software Development Approach with the EUP approach. Application software can be developed by integrating the pre-developed blocks. The blocks are a simple unit and it is easy for end-users to customize the blocks and build the application for their needs. The block-based software development approach involves two types of developers; block developers and application developers [63]. However, research in the block-based software development approach is still in progress. The list of EUPs is as in Table 6.

### Table 6: List of EUP

<table>
<thead>
<tr>
<th>EUP Technique</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming by Example/ Demonstration</td>
</tr>
<tr>
<td>Visual Programming</td>
</tr>
<tr>
<td>Macro programming/ Scripting</td>
</tr>
<tr>
<td>Natural paradigm</td>
</tr>
<tr>
<td>Spreadsheet Programming</td>
</tr>
<tr>
<td>Block-based programming</td>
</tr>
</tbody>
</table>

5.3. **End-user Programming for the Web Mashup**

The emergence of the World Wide Web (WWW) and specifically Web 2.0 has provided the opportunity for end-users to automate and customize selected web pages. Unfortunately, the complexity of current web technologies prevents most users from realizing this opportunity. To overcome this problem mashup tools were developed. The aim is to help the end-user create mashups without conventional programming but instead by using metaphors, formulae, sequence of GUI actions, circuit diagrams or application-specific languages or scripts. These alternative approaches are called EUP approaches. EUP approaches that are used within mashup tools are PBD/PBE, data-flow, spreadsheet, scripting, visual, widget, block-based and browsing paradigms (Table 7).

### Table 7: List of EUP for the Web Mashup

<table>
<thead>
<tr>
<th>EUP Technique for the Web Mashup</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming by Example/ Demonstration</td>
</tr>
<tr>
<td>Visual Programming</td>
</tr>
<tr>
<td>Scripting Languages</td>
</tr>
<tr>
<td>Spreadsheet paradigm</td>
</tr>
<tr>
<td>Data-flow/ work-flow</td>
</tr>
<tr>
<td>Widget paradigm</td>
</tr>
<tr>
<td>Browsing paradigm</td>
</tr>
<tr>
<td>Block-based development approach</td>
</tr>
</tbody>
</table>

Several mashup tools use mixed paradigms like Vegemite that combines PBD with the spreadsheet paradigm [19]. Vegemite consists of two main parts; the spreadsheet-like table called
Vegetable to store the data and the CoScripter engine that runs the script for recording and playback actions during data extraction. Marmite also uses the mixed approach where it combines a spreadsheet-like table with a data-flow or work-flow approach [64]. Most mashup tools decide on the spreadsheet paradigm for its “What You See is What You Get” feature that is easy for end-users to understand. The scripting language is instead provided for customization. The widget paradigm is mostly employed in mobile and smart device mashup tools.

In this review, no reviews or empirical study articles on EUP for web mashups were found. However, there was an article [65] that evaluated a set of data-flow selection strategies in terms of efficiency and effectiveness. These data-flow selection strategies are used in general applications. In the data-flow paradigm, operators have input and output and can be connected together. The problem with the data-flow paradigm is that users can get confused with the role of the data and the operators [11].

6. CONCLUSION

The objective of this work is to outline a comprehensive review and synthesis of the current state-of-the-art related to EUP for the web mashups. 204 articles were identified based on the search keywords, of which 21 were found to be relevant. The articles were divided into two main groups; research articles and survey articles. Six EUP approaches for web mashups were identified from the studies; browsing, programming-by-demonstration (PBD), spreadsheet, widget paradigm, data-flow and block-based approach. Other researches regarding EUP for web mashups were identified, such as ubiquitous platform mashups, users’ support functions, data extraction techniques and process-oriented mashups. The findings show that there are still many areas that need to be explored such as ubiquitous platform mashups, lightweight frameworks, enterprise mashups etc. The developments of mashup tools that are supposed to assist end-users in making mashups still have limitations. While most mashup tools have been developed to have a simple user interface, to be easy to use and learn, to be reusable and extendable and to be able to be customized, and yet other outstanding criteria in mashup tools are flexibility and adaptability.
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