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ABSTRACT

Software will be modified either to fix errors or to add features. The modified software should be tested with the intent of the modified parts of the software without affecting the other parts of the software. Regression testing is one of the testing techniques to ensure that the modified piece of code without affecting other parts of code. Test case prioritization is a widely used technique to conduct regression testing in effective manner. All existing prioritization techniques aims to prioritize the test cases based on certain coverage criteria. These prioritization techniques take into account any one coverage criteria (single performance goal) such as statement coverage, function coverage, path coverage, branch coverage and fault coverage. There are certain situation single performance goal will not find faults earlier using test case prioritization. So prioritization of test cases, which cover more than one criterion is an open problem. To alleviate this problem, a new weighted method is proposed to prioritize the test cases. In this method the weight is calculated based on the coverage criteria for each test case. The proposed method was empirically studied in three standard applications and the results show that the proposed method is more effective than the existing method.
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1. INTRODUCTION

As quality point of view, software testing is an important activity. Testing may consume around 50 percent of the total software development cost [1-2]. Software industries are often faced with lack of time and resources, which limits their ability to effectively complete testing process [3-4]. Regression testing will be conducted in a time critical situation. To conduct the regression test more effectively different techniques are proposed in the literature [5-7]. These are random testing, test case selection, test case reduction, and test case prioritization. Among these techniques test case prioritization is widely used in the software industry. Most of the existing test case prioritization techniques are based on certain coverage criteria. That is the test cases are prioritized based on certain performance goal such as fault coverage, statement coverage, path coverage, branch coverage, and function coverage. Most of the existing research work on test case prioritization is based on single performance goal. Consider the following piece of code [8], which is used to compute the absolute value.

\[
\begin{align*}
A &= 0 - A; \\
abs &= A;
\end{align*}
\]

To test this code a test case A=0 is enough for statement coverage. The output of the given test case is 0. It shows that the code is working correctly and covers all statements. But, this test case is not enough; it does not tell the absolute value is not being computed by this code. Because, for positive value the output will be a negative value and for negative value the output will also be a negative value. Therefore, the statement coverage testing alone is not enough to test the given code. Then another testing technique must be applied to check the code. Branch coverage is an appropriate testing technique. The purpose of the branch coverage is that each decision is evaluated to true and false at least once. Two test cases A=-2 and A=0 are adequate to execute both branches of the decision. For A=0, we get abs=0 and for A=-2 we get abs=-2, which indicates the existence of fault.

The above discussions shows that the statement coverage testing is alone not enough, we need to apply other testing techniques also. To address the above scenario two possible solutions are available for regression testing. First one is to apply more
than one prioritized set of test cases based on different coverage criteria. Second one is single prioritized test cases which are computed with multiple coverage criterions. Regression testing will be conducted in a time critical situation. Therefore the second solution is more appropriate. Most of the research work on test case prioritization is based on single coverage criteria.

In this work a new weighted methods for coverage based test case prioritization is proposed. The main objective of the proposed work is to prioritize the test case which covers more than one coverage criteria for a single set of test cases. To prioritize the test case a weight is calculated based on its coverage criteria for each criteria. In this work statement coverage, function coverage, path coverage, branch coverage, and fault coverage are considered to prioritize the test case.

The rest of this paper is organized as follows: Section 2 of this article presents related works on the test case prioritization. Section 3 presents the proposed weighted method for coverage based test case prioritization. Section 4 presents experimental verification and result analysis. Section 5 concludes the results and discusses further work.

2. RELATED WORKS

Test case prioritization techniques aim to increase the efficiency of regression testing by reordering the test cases to increase the likelihood of fault detection ability. Many research works have been carried out, but major focus is on single coverage criterion such as fault coverage, statement coverage, block coverage, branch coverage etc.

Hema Srikanth et al. proposed PORT approach to prioritize system test cases based on customer priority, implementation complexity, fault proneness, and requirements volatility. The result shows that the PORT method improves the test case prioritization than the random method.

Gregg Rothermel et al. [5] and Elbaum et al. [10-11] conducted an empirical study to prioritize the test cases for various prioritization techniques. The empirical results show that the test case prioritization techniques improve the rate of fault detection.

Hyunsook Do et al. [9] conducted an empirical study to assess the effects of time constraints on the costs and benefits of prioritization techniques. The empirical results show that the time constraints play a significant role in determining the cost effectiveness of the prioritization techniques.

Zheng Li et al. [12] conducted empirical study and Sihan Li et al. [13] conducted simulation study to prioritize the test cases using greedy algorithm, additional greedy algorithm, 2-optimal greedy algorithm and genetic algorithm. The empirical study shows that the additional greedy algorithm and 2-optimal greedy algorithm performed well than the genetic algorithm and greedy algorithm.

S. Yoo et al. [14] conducted a survey and detailed analysis of trends in regression test case selection, minimization and prioritization. The analysis report suggests that the topic of test case prioritization is of increasing importance.

Krishnamoorthi et al. [15] proposed new method to prioritize test case from software requirement specification to improve user satisfaction based customer priority, changes in requirement, implementation complexity, completeness, traceability and fault impact.

In the literature, several research works have been carried out to prioritize the test cases more effectively based on single coverage criteria or single objective, multiple objectives and cost effective method for white box testing.

At present regression tests are conducted based on single coverage criteria. To ensure quality, more than one prioritization techniques are required to be executed during regression testing. But it is time consuming and more expensive process. To overcome these problems a weighted method for coverage based test case prioritization is proposed.

3. WEIGHTED METHODS FOR COVERAGE BASED TEST CASE PRIORITIZATION

In this section the proposed weighted methods for coverage based test case prioritization technique is discussed. The importance of more than one criterion for test case prioritization is discussed in section I. The five coverage criteria such as (1) statement coverage, (2) function coverage, (3) path coverage, (4) branch coverage and (5) fault coverage are considered to prioritize the test cases. Overview of the proposed weighted method for test case prioritization is show in Fig. 1. The weight is calculated for every test case and for each coverage criteria based on the coverage information. Then average weight is calculated for each test case, and the test case is prioritized based on the weights. The highest weight is considered for high priority and the lowest weight is considered for low priority.
3.1 Steps Involved in the Proposed Prioritization Method

The proposed weighted method for coverage-based test case prioritization is consisting of the following steps.

**Step 1:** Select the coverage criterion to be considered to prioritize the test case to achieve multiple performance goals.

**Step 2:** Collect the total count of each criterion which is covered by each test case.

**Step 3:** Calculate weight for each test case based on its associated coverage criteria.

**Step 4:** Calculate overall weighting factor for each test case.

**Step 5:** Sort the test case based on its weight value from maximum to minimum.

3.2 Weight Calculation Process.

Test cases from T1 to T9 and its associated count of statement coverage, function coverage, path coverage, branch coverage and fault coverage are given in Table 1 for a sample application. The weight assigned for each test case is 1 to 10 for uniformity. Weight value 10 will be considered as high value and 1 will be considered as low value, where 0 indicates the associated test case does not cover any criteria.

![Figure 1. Overview Of Proposed Prioritization Method](image)

**Table 1 Test Cases And Its Associated Codes, Functions, Paths, Branches And Faults**

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Statement Coverage</th>
<th>Function Coverage</th>
<th>Path Coverage</th>
<th>Branch Coverage</th>
<th>Faults Coverage</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>25</td>
<td>1</td>
<td>0</td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>T2</td>
<td>22</td>
<td>1</td>
<td>0</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>T3</td>
<td>36</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>T4</td>
<td>18</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>T5</td>
<td>27</td>
<td>3</td>
<td>8</td>
<td>4</td>
<td>1</td>
</tr>
<tr>
<td>T6</td>
<td>41</td>
<td>2</td>
<td>0</td>
<td>6</td>
<td>4</td>
</tr>
<tr>
<td>T7</td>
<td>34</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>T8</td>
<td>29</td>
<td>2</td>
<td>8</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>T9</td>
<td>16</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**a) Test case weight for statement coverage**

The main objective of statement coverage testing is that every statement in the code has been executed at least once. Test case weight for the test cases $T_i$ is calculated based on number of codes covered by the test case with respect to the total number of code in the program and the value ranges from a scale of 1 to 10. The weight $W_{cdT_i}$ for test case $T_i$ can be computed by dividing the number of code covered by the test case $T_i$ to the highest number of code covered by any test case $T_i$. If test...
case Ti covers N_{cd} codes and the highest number of codes covered by the test case Ti is M_{cd} then the weight W_{cdTi} is calculated as,

\[ W_{cdTi} = \frac{N_{cd}}{M_{cd}} \times 10 \]  

(1)

Where:  
N_{cd} – number of codes covered by the test case Ti  
M_{cd} – maximum number of codes covered by any test case Ti

The weights for statement coverage, function coverage, path coverage, branch coverage and fault coverage are presented in Table 2 for test case T1 to T9. The calculated weight for W_{cdT1} is 6.1 as shown in Table 2 for the sample test case given in Table 1.

b) Test case weight for function coverage

The main objective of the function coverage testing is that every function in the code has been executed at least once. Weight for test case Ti for function coverage is calculated based on number of functions covered by the test case with respect to the total number of functions in a program and the value ranges from 1 to 10. The weight W_{fnT1} for test case T1 can be calculated by dividing the number of functions covered by the test case T1 to the maximum number of functions covered by any test case Ti

\[ W_{fnTi} = \frac{N_{fn}}{M_{fn}} \times 10 \]  

(2)

Where:  
N_{fn} – number of functions covered by the test case Ti  
M_{fn} – maximum number of functions covered by any test case Ti

The calculated weight for W_{fnT1} is 2.5 as shown in Table 2 for the sample test case which is given in Table 1.

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Weight for Statement coverage</th>
<th>Weight for Function Coverage</th>
<th>Weight for Path Coverage</th>
<th>Weight for Branch Coverage</th>
<th>Weight for Faults Coverage</th>
<th>Test Case Weight</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>6.1</td>
<td>2.5</td>
<td>0</td>
<td>3.33</td>
<td>2.5</td>
<td>2.89</td>
</tr>
<tr>
<td>T2</td>
<td>5.37</td>
<td>2.5</td>
<td>0</td>
<td>3.33</td>
<td>5</td>
<td>3.24</td>
</tr>
<tr>
<td>T3</td>
<td>8.78</td>
<td>10</td>
<td>5</td>
<td>6.67</td>
<td>0</td>
<td>6.09</td>
</tr>
<tr>
<td>T4</td>
<td>4.39</td>
<td>5</td>
<td>0</td>
<td>3.33</td>
<td>0</td>
<td>2.54</td>
</tr>
<tr>
<td>T5</td>
<td>6.59</td>
<td>7.5</td>
<td>10</td>
<td>6.67</td>
<td>2.5</td>
<td>6.65</td>
</tr>
<tr>
<td>T6</td>
<td>10</td>
<td>5</td>
<td>0</td>
<td>10</td>
<td>10</td>
<td>7.00</td>
</tr>
<tr>
<td>T7</td>
<td>8.29</td>
<td>5</td>
<td>5</td>
<td>6.67</td>
<td>0</td>
<td>4.99</td>
</tr>
<tr>
<td>T8</td>
<td>7.07</td>
<td>5</td>
<td>10</td>
<td>0</td>
<td>2.5</td>
<td>4.91</td>
</tr>
<tr>
<td>T9</td>
<td>3.9</td>
<td>10</td>
<td>2.5</td>
<td>0</td>
<td>0</td>
<td>3.28</td>
</tr>
<tr>
<td>Total</td>
<td>60.49</td>
<td>52.5</td>
<td>32.5</td>
<td>40</td>
<td>22.5</td>
<td>41.60</td>
</tr>
</tbody>
</table>

c) Test case weight for path coverage

A path is a unique sequence of branches from the functions entry to exit. The main objective of path coverage is that every path in the code has been
executed at least once. The weight for a test case $T_i$ for path coverage is calculated based on number of paths in a program which is covered by the test case $T_i$. The weight for the path coverage $W_{pt} T_i$ for the test case $T_i$ can be calculated by dividing the number of paths covered by the test case $T_i$ to the maximum number of paths covered by any test case $T_i$ in the test cases and given in equation (3).

$$W_{pt} T_i = \frac{N_{pt}}{M_{pt}} \times 10$$

(3)

Where: $N_{pt}$ – number of paths covered by the test case $T_i$  
$M_{pt}$ – maximum number of paths covered by any test case $T_i$

Weight for $W_{pt} T_1$ is 0 for the sample test case given in Table 1. Because the test case $T_1$ did not have its associated paths.

d) Test case weight for branch coverage

The main objective of the branch coverage is that each branch in the code is executed at least once. This requires that each decision is evaluated to true and false at least once. With the total of $N_{br}$ branches covered by the test case $T_i$ and $M_{br}$ branch is the maximum number of branches covered by the test case $T_i$ then the weight for the test case $T_i$ is calculated as follows.

$$W_{br} T_i = \frac{N_{br}}{M_{br}} \times 10$$

(4)

Where: $N_{br}$ – number of branches covered by the test case $T_i$  
$M_{br}$ – maximum number of branches covered by any test case $T_i$

The weights for branch coverage for the sample test cases of Table 1 are depicted in Table 2.

e) Test case weight for fault coverage

A fault is a result of incorrect functionality of the program. Fault coverage is referred as the ratio of detected faults to the total faults. Main objective of the fault coverage is that each fault in the code is covered at least once. The weight for the fault coverage $W_{fl} T_i$ for the test case $T_i$ is calculated by dividing the number of faults covered by the test case $T_i$ to the maximum number of faults covered by the test case $T_i$ in the test list. The fault coverage weight $W_{fl} T_i$ is calculated as follows

$$W_{fl} T_i = \frac{N_{fl}}{M_{fl}} \times 10$$

(5)

Where: $N_{fl}$ – number of faults covered by the test case $T_i$  
$M_{fl}$ – maximum number of faults covered by any test case $T_i$

The calculated weight for the test case $T_1$ for its associated fault coverage is 2.5 given in Table 2.

For n test cases and m coverage criterion, the overall weight for each test case $TCW$ is as follows,

$$TCW_i = \frac{\sum_{j=1}^{m} W_{x_j} T_i}{m}$$

(6)

where

$x_j$ – test case criteria  
$m$ – total number of criterion

The calculated weight value for test case $T_1$ to $T_9$ of the sample application based on its associated coverage criteria and overall weight for each test case is given in the Table 2. The prioritized test case order is $T_6$, $T_5$, $T_3$, $T_7$, $T_8$, $T_9$, $T_2$, $T_1$, and $T_4$. Prioritized Test Cases and its weights for codes, functions, paths, branches and faults coverage are given in Table 3.

4. EXPERIMENTAL VERIFICATION AND RESULT ANALYSIS

This section describes the experimental verification of the proposed weighted method for coverage based test case prioritization. Three softwares namely University Student Monitoring System (USMS) which is developed in C++, Hospital Management System (HMS) which is developed in Visual Basic, and Industrial Process Operation System (IPOS) which is developed in Java are considered to verify the practicality of the proposed method. The details of empirical studies conducted for three experiments are given in the Table 4.
To measure the effectiveness of the proposed method, a modified Average Percentage of Fault Detection (APFD) metrics is used. Let \( T \) be a test suite containing \( n \) test cases and let \( cd \) be a set of \( m \) codes revealed by \( T \). Let \( Tcd_i \) be the first test case in the reordered test suite \( T' \) of \( T \) that reveals fault \( i \).

The average percentage of statement coverage \( (AP_{cdC}) \) is calculated as,

\[
AP_{cdC} = 1 - \frac{\sum_{i=1}^{m} Tcd_i}{nm} + \frac{1}{n} \tag{7}
\]

Similarly Average Percentage of function Coverage \( (AP_{fnC}) \), Average Percentage of path Coverage \( (AP_{ptC}) \), Average Percentage of branch Coverage \( (AP_{brC}) \), and Average Percentage of fault Coverage \( (AP_{flC}) \) is calculated using the formula 8, 9, 10, and 11 respectively.

\[
AP_{fnC} = 1 - \frac{\sum_{i=1}^{m} Tfn_i}{nm} + \frac{1}{n} \tag{8}
\]

\[
AP_{ptC} = 1 - \frac{\sum_{i=1}^{m} Tpt_i}{nm} + \frac{1}{n} \tag{9}
\]

\[
AP_{brC} = 1 - \frac{\sum_{i=1}^{m} Tbr_i}{nm} + \frac{1}{n} \tag{10}
\]

\[
AP_{flC} = 1 - \frac{\sum_{i=1}^{m} Tfl_i}{nm} + \frac{1}{n} \tag{11}
\]

After detailed simulation study by Sihan Li et al. (2010) the additional greedy algorithm and 2-optimal greedy algorithm performed well than greedy algorithm and genetic algorithm. Therefore 2-optimal greedy algorithm has been proven as suitable algorithm to compare with the proposed test case prioritization method. Here after it is called as normal test case prioritization method. The normal test case prioritization method is said to prioritize the test case based on single coverage criteria. The average percent covered by each criterion using normal test case prioritization is given in Fig. 2 and where, the test case order vary for each coverage criteria. Fig. 3 shows the average percent covered by each criterion using proposed test case prioritization and the test case order is same for all coverage criteria. Average percentage of statement coverage is 74.32% in normal test case prioritization as shown in Fig. 2.a and 74.63% in the proposed test case prioritization method as shown in Fig. 3.a. The statement coverage for the proposed method is 0.31% greater than the normal test case prioritization which is a negligible difference.

Average percentage of function coverage is 77.27% in normal test case prioritization method as shown in Fig 2.b and 77.27% in the proposed test case prioritization method as shown in Fig 3.b. The function coverage in proposed method is equal to the normal test case prioritization. Average percentage of path coverage is 80.91% in normal test case prioritization shown in Fig 2.c and 81.82% for the proposed test case prioritization method as shown in Fig 3.c. Where is the proposed method is 11.66% lesser than the normal test case prioritization. Average percentage of branch coverage is 80.91% in normal test case prioritization as shown in Fig 2.d and 81.82% in the proposed test case prioritization method shown in Fig 3.d and where the proposed method yields 0.91% improved performance than the normal test case prioritization. Average percentage of fault coverage is 77.14% in normal test case prioritization as shown in Fig 2.e and 78.57 in the proposed test case prioritization method shown in Fig 3.e. In this case both the proposed method 1.43% greater than the normal test case prioritization. On the outset of this comparison, the statement coverage, branch coverage and fault coverage yields improved performance and then function coverage yields same performance. Therefore, a single test case order is covered more than one criterion. It proves that the proposed method shows an improved performance than the normal test case prioritization.
The proposed test case prioritization method is applied for the three applications namely USMS, HMS, and IPOS. The summary of average percentage of different coverage criteria for USMS, HMS, and IPOS are shown in Table 5. AP_{c,H}C for USMS is 90.21% in normal test case
Table 5 Summary Of Average Percentage Of Different Coverage Criterion

<table>
<thead>
<tr>
<th>Program</th>
<th>Normal Test Case Prioritization (%)</th>
<th>Proposed Test Case Prioritization (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>$AP_{sc}$C</td>
<td>$AP_{sc}$C</td>
</tr>
<tr>
<td>USMS</td>
<td>90.21</td>
<td>88.23</td>
</tr>
<tr>
<td>HMS</td>
<td>93.45</td>
<td>90.45</td>
</tr>
<tr>
<td>IPOS</td>
<td>82.11</td>
<td>79.45</td>
</tr>
</tbody>
</table>

Figure 4 Overall Comparative Analysis.

Prioritization method and 80.78% for the proposed method. The proposed method performs 9.43% lesser than the normal test case prioritization method. $AP_{sc}$C for USMS is 88.23% in normal test case prioritization method and 85.75% for the proposed method. The proposed method performs 2.48% lesser than the normal test case prioritization method. $AP_{sc}$C for USMS is 72.25% in normal test case prioritization method and 76.12% for the proposed method. The proposed method yields 3.87% improved performance than the normal test case prioritization method. $AP_{sc}$C for USMS is 85.76% in normal test case prioritization method and 84.36% for the proposed method. The proposed method performs 1.4% lesser than the normal test case prioritization method. $AP_{sc}$C for USMS is 92.08% in normal test case prioritization method and 93.27% for the proposed method. The proposed method yields 1.19% improved performance. For path coverage and fault coverage the proposed method gives improved performance. Similarly the empirical study for HMS and IPOS is given in Table 5. The graphical representation of the comparative analysis is given in Fig. 4.

At the outset of this study, the proposed weighted method based test case prioritization covers all the coverage criteria in single test case order. Therefore the testers, not necessary to execute the test cases more than one time for different coverage criteria during regression testing.

5. CONCLUSION

In this paper a weighted method for test case prioritization which covers more than one coverage criteria is proposed. The main target of this method is to increase coverage criteria by executing single prioritized test cases. To attain this goal the test cases are prioritized based on calculated weight for statement coverage, function coverage, path coverage, branch coverage and fault coverage. The effectiveness of the proposed method is highlighted by comparing the 2-optimal algorithm with the proposed new weighted method for test case prioritization. This shows that the weighted method for test case prioritization is more effective than the 2-optimal test case prioritization algorithm. The limitation of the proposed test case prioritization method is that it yields better performance for some coverage criteria. Future work is carried out to yield improved performance for all the coverage criteria by considering technological factors like developer-perceived code complexity and fault impact.
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