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ABSTRACT 
 

Model transformation (MT) has become an important concern in Software Engineering [1], because it is 
related to system design. Model transformation can be used in many different application scenarios, for 
instance, to provide interoperability between models of different size and complexity [2]. Traditionally, 
model transformations are done for purposes such as code generation, refinement, and refactoring [3]. 
Currently, there are researches on Model Transformation from Requirement to Use Case diagram, Use 
Case description to Activity diagram and Use Case to Sequence Diagram and many more. However, the 
research is based on only one specific output and not comprehensive as it should be because it only 
converts the requirement into one specific Unified Modeling Language (UML) diagram at a time. 
Transformation model need one important approach, which is the requirement traceability in order to trace 
the keywords as input before automatically converted into UML diagram. In this paper, we propose an 
approach and tool to transform the requirement into UML model that are Use Case diagram and Activity 
diagram since there are still not exist the transformation which is required from requirement into behavioral 
UML diagram called RETRANS. It is different from the existing program because this tool will convert the 
requirement into two different UML diagrams at a time which is not provided by the existing tool.. We 
have also come out with a framework as the main guidance for developing this project. 
 
Keywords: Model transformation (MT), UML model, Requirement traceability. 
 
1. INTRODUCTION 

Unified Modeling Language (UML) diagrams 
play an important role in software development. 
UML is an object modeling language for 
specifying, constructing, visualizing, and 
documenting the artifacts of software-intensive 
system [4] .Commonly used UML diagrams are the 
Use Case, Activity and Class diagrams. Use case 
and activity diagrams model the behavioral aspect 
of the system, whereas, Class diagrams represent 
the static design of a system [5]. During the 
standard’s development, the requirements evolved 
to include support for model-driven development 
(MDD) [6]. 

The realization of model-driven-software 
development requires effective techniques for 
implementing code generators for domain-specific 
languages [7].  Model transformations are central 
components in model-driven software development. 

Model transformations can be used in many 
different application scenarios, for instance, to 
provide interoperability between models of 
different size and complexity. As a consequence, 
they are becoming more and more complex [2].  

The core technique is code generation by 
model transformation, that is, the generation of a 
structured representation (model) of the target 
program instead of plain text [7]. These 
transformations are often created manually. A semi 
automatic process based on well-defined patterns 
brings many advantages: it accelerates the 
development time of transformations, diminishes 
the errors that may occur in manual coding, and 
increases the quality of transformational code [2]. 

One of the most important approaches in 
Model Transformation is Requirement Traceability. 
Requirement Traceability (RT) refers to the ability 
to describe and follow the life of a requirement in 
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both a forwards and backwards direction [8]. It has 
been defined as the ‘ability to follow the life of a 
requirement in both a forward and backward 
direction’ in order to understand the origins of the 
requirement and also to determine how a 
requirement has been realized in downstream work 
products such as design, code and test cases [9]. 

As what has been mentioned before, our 
objectives are to come out with an approach and 
tool to transform the requirement into UML design. 
However there are few problems arise. First 
problem is to choose the best technique to trace the 
keywords from the requirement. The main problem 
is, how to make our project to be different with 
other project since there are lots of developments in 
model transformation. 

Our project is to present the initial 
development on our project called RETRANS to 
facilitate system designer in designing the system. 

We explain the field that related in our projects 
in section 2. Section 3 describes the framework that 
we used in developing our tool and section 4 is 
about Java Library and initial result of our project. 
The conclusion is summarized in our last section. 
  
 
2. LITERATURE REVIEW 
 
A. UML 

 
Many new fields in computer science have 

been discovered.  It has led to the emergence of a 
variety of new software. Although the software 
world has become advanced, UML still be used in 
development.  UML is an object modeling language 
for specifying, constructing, visualizing, and 
documenting the artifacts of software-intensive 
system [10]. Commonly used UML diagrams are – 
Use case, Activity and Class Diagram. Use case 
and activity diagrams model the behavioral aspect 
of the system, whereas, Class diagrams represent 
the static design of a system [5].  . 

 In this research, the result would be only use 
case, activity and state diagram. Software design 
can be achieved by analysis of functional 
requirements. UML is a general-purpose modeling 
language that models real-world objects [13]. The 
unified Modeling Language (UML) has become a 
de-facto standard notation for describing analysis 
and design models of object-oriented software 
systems [11]. As UML is becoming the de-facto 
language for software design, it is important to have 
a sufficiently rich linguistic structure to model 
security specifications accurately [12].  

UML uses graphical notations to describe the 
system providing abstraction by suppressing the 
lower level details. Graphical models are easy to 
understand, and if necessary re-implementation of 
design can be done with a minimum knowledge 
[13]. However the fact that UML lacks a precise 
semantics is a serious drawback of UML-based 
techniques. UML, being visual in nature, is easy to 
understand and communicate but, it lacks the rigor 
of formal modeling languages and hence 
verification of a model specified in UML and 
ensuring requirement traceability within these 
models becomes difficult [5]. The serious 
disadvantage of UML is its semiformal syntax and 
semantics [4]. Modeling from different viewpoints, 
successive refinements and the absence of formal 
semantics give rise of vertical, horizontal, syntactic 
and semantic consistency problems. 

 
 
B. MODEL TRANSFORMATION  

 
Model transformations are frequently applied 

in business process modeling to bridge between 
language on a different level of abstraction and 
formality [14]. Model transformations can be used 
in many different application scenarios, for 
instance, to provide interoperability between 
models of different size and complexity .As a 
consequence, they are becoming more and more 
complex.  

The main benefit stemming from a successful 
m-transformation (model transformation) [15]. A 
few of the benefits that stated in that paper are 
better information flow between systems, improved 
customer projected image, rapid and dynamic 
customization of products and services being 
offered by the organization. Model transformation 
helps to ensure a repeatable and scientific basis for 
product testing gives good coverage of all the 
behavior of the product and allow tests to be linked 
directly to requirements [3]. 

The development of transformations involves 
many repetitive tasks [2]. As a consequence, there 
are an increasing number of model transformations 
that are being developed for different applications 
scenarios. Many new approaches to model-to –
model transformation have been proposed over the 
last two years, but little experience is available to 
assess their effectiveness in practical applications 
[16].  Figure 2.0 shows the running example of the 
model that transforms a textual use case description 
using RUCM into UML activity diagram [17]. 
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C. REQUIREMENT TRACEABILITY 
 
One of approach that used in this project is 

requirement traceability. Requirements traceability 
helps developers to control and manage the 
development and evolution of a software system. It 
has been defined as the ‘ability to follow the life of 
a requirement in both a forward and backward 
direction’ in order to understand the origins of the 
requirement and also to determine how a 
requirement has been realized in downstream work 
products such as design, code and test cases[9]. 

Despite a growth in specialized tools, and 
inflated claims of RT functionality from tool 
vendors, their use is not as widespread in practice 
as the importance of RT would suggest [18]. It was 
found that traceability problems primarily occurred 
as a result of breakdowns in communication 
between developers who were hard-pressed for 
time [3]. A tool chain that is able to generate and to 
follow traceability links across model to model and 
model to code transformations, and capable of 
providing navigability support along these 
traceability links [19]. They also provide the 
explanation on how low level requirements to 
which a certain source code block traces back to by 
selecting the given source code block. 

 
3. PROPOSED FRAMEWORK OF 

RETRANS. 

As what has been mentioned before, the 
objective of this research is to automatically 
convert user requirement into UML diagram.  In 
order to have a well constructed project, we have 
come out with a new framework to guide us in 
proving the approach and developing the tools that 
we proposed.  The framework divided into 3 
phases. First is Requirement phase, second is  
Use case phase, and the lastly is Activity phase. 

The framework only covers completely the tool 
construction. As the figure 1.0 shows, the tools will 
start with the requirement. The tool will trace 
keywords from user requirement that will be used 
in creating use cases and activity diagram. The tool 
only traced keywords that related that is actor and 
activity. The tool will specify which keywords are 
for the use case(s) and which keyword is for the 
actor(s). 

Second phase in the framework is use case 
part. This phase focused on creating the use case. 
The tool will collect the keyword that has been 
traced before to be as an input. Using the use case 
library technique, the tool will arrange the input as 
use case(s) and actor(s). The last step in this phase 

is, the tool will connect the use case and actor that 
has been arranged earlier. 

Lastly is activity diagram part. The input for 
this phase is from the use case diagram that has 
been drawn before. Using the activity diagram 
library, the tool will create activity diagram for 
each use case. 

 
4. JAVA LIBRARY NEEDED AND 

INNITIAL RESULT 
 

In this research, we are using java libraries 
for each output that will be generated. A library is a 
reusable software component that saves developers 
time by providing access to the code that performs 
a programming task. Libraries exist to assist with 
many different types of tasks. Use case and activity 
diagram will be the main output and each of them 
will have their own class libraries. We are creating 
the libraries because we want to divide each 
output’s class into specific class because we want 
each library to be reusable library because it is 
related with each others. For example, activity 
diagram that will be generated in this research are 
depending on each use case form use case diagram. 

For use case diagram library, the 
components are actor and use case. Use case class 
library will be used after the detection of the 
keywords form the requirement. The keyword will 
first detect the actor and use case(s) for the 
requirement, and the library will generated the 
diagram by connect the actor and use case(s) from 
the keywords. Figure 3.0 shows the illustration of 
the process. 

For activity diagram, the process will take 
part after the use case diagram has been generated.  
Firstly, the system will specify each use case that 
involved in the use case diagram. Then, it will 
generate the activity diagram by connect each 
component inside the class library (activity). Figure 
3.1 shows the illustration of the process. 

As what has been mentioned before, the 
name of our model is RETRANS. The initial user 
interface is as in Figure 3.2 below. 
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In file menu contains instructions such as 
open file and exit. The ‘NEXT’ button at the 
bottom of the interface is also included . There will 
be added improvements on this tool since this tool 
is still in development process. 

 
 
5. CONCLUSION  

 
In this paper, we present about our approach in 

transforming the requirement into UML diagram 
(use case and activity diagrams). We have 
summarized the fields that are related to our 
project. We have also come out with a new 
framework and java class library in order to help us 
proving our approach. The approach will help 
software developer reducing their time in design 
process. 
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APPENDIX 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 1 Framework For Tool Developing. 

 

Figure 2.0 Running Examples [17] 
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Figure 3.0 Process Of Generating Use Case Diagram By Using Class Library (Use Case) 

 

Figure 3.1 Process Of Generating Activity Diagram By Using Class Library (Activity) 
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