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ABSTRACT

Nowadays, there are many software development methods that are used by developers in order to produce high-quality software systems. Aspect-oriented software development as a new software development method tries to obtain the quality of software systems through the modularity of crosscutting concerns in the whole of software development process. However, there are some doubts about using aspect-oriented software development instead of others in operational environments. Some questions that everyone asks are: why is aspect-oriented software development used? Why should we start to change our software development method? Therefore, in this paper to answer these questions, aspect-oriented software development is compared with use case driven development as one of the popular and proper methods for software development. The result of comparison is a set of technical and useful points that express clearly what improvements are obtained by using aspects in the process of software development.
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1. INTRODUCTION

The goal of developing a software system is satisfying stakeholders' concerns. A concern is one or several requirements depending on stakeholders and system development that is able to be implemented by a code structure. Concerns are dynamic and relative, that is, concerns relevant to a particular software unit which will change over time. The best method for producing a software system including many and various concerns is breaking a system into independent and loose coupling modules. These modules must be complied separately and also have interfaces for connecting to other modules [1].

In developing of software systems, separation of concerns has a critical role so software development methods have been trying to represent particular concepts and separation techniques to their development process. However, these concepts do not completely support all criteria, such as modularity. For example, structured methodologies suffered from a system state being controlled through a large number of global variables that could be modified by any line of code in the application. Furthermore, object-oriented methodologies have tangling and scattering problems in their structures.

Aspect-Oriented Software Development (AOSD) as a new development method tries to introduce aspect orientation for supporting separation of concerns in the best form so that it increases the software qualities such as modularity, maintainability, and evolution. In fact, it provides unique and advanced program structuring and modularization techniques [2]. However, there are some questions about its usability. The head question of all of them is what mechanisms and factors motivate us to utilize AOSD. In order to answer these types of questions, we preferred to depict them through comparing AOSD with Use Case Driven Development (UCDD). UCDD is one of the most practical and popular software development methods in operational and academic environment. Thus, results of comparing AOSD with UCDD will be easily understandable for
developers and researchers. We illustrate, in this comparison, differences which cause to move for using AOSD instead of UCDD.

The rest of this paper is organized as following. Section 2 gives brief information about AOSD, UCDD and their structure and development phases. Section 3 expresses benefits of AOSD versus UCDD. Section 4 presents technical and useful points for AOSD. Finally, Section 5 concludes this paper.

2. SOFTWARE DEVELOPMENT

The term software development is often used to refer to the activity of computer programming which is the process of writing and maintaining the source code, whereas the broader sense of the term includes all activities between the conceptions of the desired software and the final manifestation of the software. Therefore, the general phases of software development are composed of requirements engineering, architecture and design, implementation, and testing. AOSD and UCDD as two development method follow these phases and present their own specific approaches to each phase so that they can build a convenient software system.

2.1 Use Case Driven Development

In UCDD, use cases are primitive elements which whole development process is conducted by them. The concept of use case firstly was introduced by Jacobson and in his view each use case is the specification of a set of actions performed by a system, which yields an observable result that is typically valuable for one or more actors or other stakeholders of a system [3].

UCDD is started by use case elicitation. Use cases are elicited by some techniques from requirements of the system and then these use cases, in addition to the dependencies which are exist between them, are used for modeling of use cases. In fact, the system is modeled as black box in which each box represents a use case. After the system was modeled by use case, these use cases should be realized. In the process of realization, classes of use cases and their responsibilities are determined because the classes are used for realization of use cases. In other words, contents of black boxes are specified.

Finally, the realization of use cases, which is depicted as design diagrams, are verified to be certain that all stakeholders' concerns have been considered in the system design. After it was accepted that all stockholders' requirements have been satisfied, the classes which had been determined previously would be implemented by an object-oriented or structured language. At the end of this simple development process, the system is tested to be sure that software system supports all stakeholders' requirements without any mistake or misunderstand. Therefore in UCDD, use cases are a software engineering technique used to drive the whole software development life cycle [3].

2.2 Aspect-Oriented Software Development

AOSD as a new development method tries to develop a system through defining a new concept in order to get a high-modular system. This new concept is aspect and the aspect is structure that encapsulates crosscutting concerns. For the first time, aspect was introduced at the implementation level by Aspect-Oriented Programming (AOP) [4]. AOSD, now, is not just AOP because it encompasses a whole range of techniques to achieve better modularity. Therefore, AOSD focuses on modularity of crosscutting concerns in the whole of software development life cycle.

AOSD commences its process with a phase named aspect-oriented requirements engineering which focuses on separation of crosscutting functional and non-functional properties during requirements engineering which would otherwise be scattered across and tangled with other requirements [5, 6]. In other words, AORE approaches provide a representation of crosscutting concerns in requirements artifacts and focus on the composition principle [7]. AOSD is continued by aspect-oriented architecture which focuses on the localization and specification of crosscutting concerns in architecture designs. It improves and broadens the understanding of the identification and management of architecture design concerns. Aspect-oriented architecture utilizes aspect-oriented modeling and design for describing the architecture of the system.

Aspect-oriented design just lays in the fact that scattering and tangling in more traditional approaches can be modularized. Typically, such an approach includes both process and language. The process takes requirements as input and produces a design model. The produced design model represents separate concerns and their relationships. The language provides constructs that can describe the elements represented in the design and relationships which can exist between those elements.
For implementation of a system based on aspect-oriented modeling, AOSD uses AOP that includes programming techniques and tools for modularity of crosscutting concerns in the code level [8]. In this process, independent and separate elements, which are determined separately, are implemented in the code level. Finally, AOSD utilizes aspect-oriented testing techniques for testing the system. The goal of testing is to show and review this fact that implemented aspects in the implementation level actually add crosscutting concerns characteristics to the system in order to addressing stakeholders' requirements [9].

According to described process, AOSD in the whole of software development life cycle focuses on two subjects which they are following:

- Concerns of a system, which cannot be designed separately, can be applied independently and separately to the system by defining new structures in design, modeling, and architecture.

- Increase understandability and maintainability by establishing models, designs, and implementations for components that have minimum overlap with each other.

3. BENEFITS OF AOSD VERSUS UCDD

We believe that the proper approach for examine a new software development is comparing it with an accepted software development method, because this approach is really obvious and understandable to majority of developers. Therefore, based upon this fact we express key points which can be discussed on these two methods.

1) Keeping peer concerns separate

Peer concerns are concerns that are distinct from each other. No peer is more important than another. However, significant overlap between peer concerns occurs when peer concerns are being implemented in the same system [10]. UCDD is unable to keep separate peer concerns on all of the development phases through requirements to implementation and testing. This deficiency of UCDD is a problem for system modularity. However, AOSD keep separate peer concerns. It used an aspect for each peer concern in order to implement them separately.

2) Keeping extension concerns separate

Extension concerns are concerns that are defined on top of a base concern. They represent additional service or features [10]. UCDD is unable to keep separate extension concerns as independent and distinct concerns, therefore, decreases understandability and maintainability of systems. However, AOSD in all of development phases can keep separate extension concerns. In AOSD, extensions are defined as advices then they are mixed with one another using composition mechanism.

3) Axis of development

Axis of development expresses what types of requirements will be used in the beginning of software development. The importance of this factor is that, if there are many developments axis for a development method then utilization of the development method increases. In the UCDD axis of development is functional requirement, because use cases are mainly a type of functional requirement. However in AOSD it is possible to consider both functional and non-functional requirements as axis of development. Indeed, concerns in the form of aspects are considered as fundamental development elements in AOSD.

4) Implementation language

In UCDD, an object-oriented language is used for implementing of systems. Object-oriented languages do not have ability for modularity of crosscutting concerns, so this causes tangling and scattering problems in the implementation phase. However, AOSD use aspect-oriented languages for implementation of systems. Aspect-oriented languages implement every crosscutting concern as local elements, so it does not create tangling and scattering problems.

5) Parallel development

UCDD focuses on use cases. Use cases are mainly a kind of crosscutting concerns which cannot be maintained separately, thus, it is impossible to develop a use case in parallel by different software development teams. However, AOSD can transform use cases to use-case slices and use-case modules. Whereof, a use-case module is independent so working on each use-case module can proceed in parallel as separate projects [10].

6) Full comprehension of modeling

UCDD is unable to comprehend all knowledge that exists during use case realization. This subject is due to cohesion of use cases and distributing their knowledge throughout models. In AOSD, extracting all embedded knowledge, which exists in use cases, can be obtained by defining aspects and other structures.
7) System testing

For testing systems, UCDD use black-box, white-box, and stress tests [11]. In AOSD besides of such test, we have to perform other testing on aspect behaviors. Testing of aspect behaviors encompasses environment and type of its application into environment [12].

8) Selected operation for executing in each phase

In UCDD, the developer has to implement every operation in its own phase so it is impossible to implement the operations in other phases. However, in AOSD it is possible to perform the important subjects such as functional requirements in the early phases and postpone the other requirements to next phases. For example, security problem in UCDD is considered from the first development phase, but according to composition and decomposition capability in AOSD, it is possible that such operations (security) to be considered at the final development phase [10].

9) Interdisciplinary

This subject is due to applying development method in the systems that knowledge of software engineering may not satisfy their requirements (i.e. a system is very complex or systems of systems [13]). In UCDD, it is impossible that system development activities to be performed by people who are not familiar with software engineering techniques (they are not experts). However in AOSD, the system requirements that their answers are in other areas can be referred to experts in those areas. In this method, first, the system is developed by engineers, scientists, sociologists, etc through languages and techniques which they are familiar with them (e.g. UML) [14]. Second, an aspect-oriented mechanism combines their results together. So UCDD is not an interdisciplinary method.

10) Development nature

UCDD likes to implement system requirements that provide valuable results for users. However, AOSD satisfies mentioned objective and also it improves modularity of functional and non-functional requirements. In other words, UCDD does not have enough attention to modularity of non-functional requirements.

11) Separation of concerns

UCDD supports one-dimensional separation of concerns that is known as “tyranny the dominant decomposition” [15]. However, AOSD supports multi-dimensional separation of concerns [16].

4. TECHNICAL AND USEFULL POINTS

Aspect-oriented thinking as a method based on model has excellent characteristics. These characteristics are following: broad applicability, improved management of complexity, interdisciplinary, improved knowledge management, improved productivity, and reducing defects [14]. The result of aspect-oriented thinking in software engineering area is AOSD that includes all these characteristics (the characteristics have significant role in the success of AOSD).

Aspect-oriented programming which is used in AOSD supports modularity of crosscutting concerns in code level. Therefore, it prevents two important problems in UCDD known as scattering and tangling. Also aspect-oriented programming as a new language provides many application capabilities for developing of software systems in the various areas, such as middleware and real time systems [17].

AOSD with interdisciplinary characteristics in its own nature can be applied in development of software systems that software engineering knowledge is unable to solely satisfy them. As the thinking of the method is continuous learning and changing, we can first analyze, model and simulate a system with a certain method then determine requirement elements (such as hardware, software, and processors) for implementing and validating the system using the same method.

Process of AOSD by providing a method based on aspects keeps separate crosscutting concerns throughout software development life cycle. AOSD by identifying and separately modeling each use case (a type of crosscutting concern) in requirements and modeling phases causes that developers of next phases have better understanding of use cases. Moreover, they get familiar with non-functional requirements in the same modeling bases on aspects. Therefore, they can produce proper architecture and implementation. Aspect-oriented architect with obtaining proper feedback from aspects will be able to select proper architecture style and also produces an architecture based on aspect-oriented style which increases comprehensibility, usability and success of architecture. Finally, by applying aspects to development process of a system, we can provide well-defined and proper components. These components can encompass test cases in their own metadata when they are changing to off-the-shelf and business components [18].
All characteristics explained in the above and previous section indicate that AOSD is an excellent software development method. However, expressing these technical and useful points for acceptance of AOSD does not mean use cases have deficiencies because use cases can be considered as one of the important and basic concepts in AOSD and expressing these points about use cases only mentions the nature of use case-driven development method.

5. CONCLUSIONS

In this paper, we compared two development methods namely aspect-oriented software development and use case-driven development to answer these questions: Why is aspect-oriented software development used? Why should we go to change their software development method? The result of the comparison is a set of benefits and differences that yield to a number of acceptance points. These acceptance points express that aspect-oriented software development with supporting aspect-oriented thinking and aspect-oriented programming has many capabilities than use case-driven development. However, to persuade developers for using aspect-oriented software development we need to develop tools for each phase of it. Some tools have been developed but they are not complete. In the future, we are going to categorize these tools and create a framework for using them. In this framework, there will be some instructions for developers to follow them so that they produce a high-quality software system.
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