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ABSTRACT

Requirements elicitation is a core activity of requirements engineering for the product to be developed. The knowledge that has been gained during requirements engineering about the product to be developed forms the basis for requirement elicitation. The agile approach is becoming known day by day as the most widely used innovative process in the domain of requirements engineering. Requirements elicitation in agile development faces several challenges. Requirements must be gathered sufficiently to reflect stakeholders' needs. Furthermore, because of the development process, requirements evolve, and they must be adequately treated to keep up with the changing demands of the market and the passage of time. Another challenge with agile implementation is handling non-functional requirements in software development. Addressing non-functional requirements is still a critical factor in the success of any product. Requirements prioritization is also one of the most challenging tasks, and it is uncommon for requirement engineers to be able to specify and document all the requirements at once. This paper presents an approach for requirements elicitation in scrum-based agile development. The approach operates with the feature modeling technique, which is originally used in the Software Product Line (SPL). One of the most important proposed extensions to Feature Models (FMs) is the introduction of feature attributes. Our method uses attributed FMs to consider both functional and non-functional requirements as well as requirement prioritization. For the evaluation purposes, we have demonstrated our approach through two case studies in different domains of software product development. The first case study is in the domain of education, and the second one is in the domain of health care. The results reveal that our approach fits the requirements elicitation process in scrum agile development.
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1. INTRODUCTION

Requirement engineering is a process that aims to ensure the needs and goals of stakeholders for the product to be developed are well specified and articulated within a formal document [1]. This is to enable the reader, in particular the developer, to comprehend and specify the services that the product should include, their quality, as well as the constraints on the operation and development of the product. Requirement engineering involves five activities: elicitation, analysis, specification, representation, verification and validation, and management [1],[2]. Requirement elicitation is a fundamental and critical part of software development [3]. Previous research has also found that the requirements elicitation phase has a significant impact on requirement quality [4]. It involves discovering the user, system, and software requirements of a product from stakeholders [1]. The requirement can be a feature, functionality, behavior, or service that the user needs to have in the final product. The discovery of these requirements will lead to an understanding of what the software product does (i.e., functionality) and how well it performs against defined parameters (i.e., non-functional attributes). These aspects are worth looking at, as they will contribute to the success of
any product development. Due to the increasing change in the customer’s business needs and time to market, there is a need for adequate support by the development process for continuous communication with stakeholders and handling requirement change requests [5]. Unfortunately, traditional requirements engineering does not offer adequate support for these issues; thus, problems are exacerbated when new requirements are made due to changes in business needs and time to market [5]. For instance, the customers in the waterfall model provide their requirements in the initial phase before the development has started, which makes this model inflexible to deal with changes in the requirements.

The software industry is thus moving towards agile software development. This development methodology accommodates requirement changes, addresses changes during the development process, and speeds up the overall process. This is gradually established by this methodology based on its iterative nature. It allows for the capture and organization of an abstract version of the requirements, which then need to be prioritized according to their importance for the market and the product itself. Agile requirements engineering increasingly uses user stories, which is a concise notation format for expressing requirements [6],[7]. The most common format of a user story is: "As a (type of user), I want (goal), so that’s some reason." [8], like "As a lecturer, I want to receive a notification when a student sends a message, so that I can respond to it." One of the best-known agile methods that incorporates the user story for requirement elicitation is called "scrum". In this method, software is delivered in chunks called "sprints". Accordingly, it enables engineers to adapt to evolving requirements as they change.

Actually, it is still difficult to determine which requirements should have a high priority and be included in early sprints [9]. Therefore, one of the most important and influential steps in the agile method of requirement elicitation is requirement prioritization. Prioritization of requirements is critical to the software team’s understanding of the presence and significance of each requirement, its importance for use, and its urgency to market. Several studies have adopted search-based optimization algorithms in this regard. These algorithms provide useful tools not only for requirement prioritization but also for many software engineering problems, as in [10],[11],[12],[13]. However, different factors may influence requirement elicitation in software development, which requires the software team’s attention. Another important factor that influences the quality of requirements elicitation is the inclusion of non-functional requirements. It plays an important role in agile methods for improving customer involvement in the development process. The addressing of non-functional requirements remains a key element of a successful software development project [14]. For that, it becomes necessary to investigate how agile practices handle non-functional requirements during requirements elicitation [14].

In spite of claims to the contrary, it is not "relatively easy" to specify non-functional requirements due to their inherent quantitative nature [15],[16]. In addition, because non-functional requirements are always tied to specific system functions, the quality of non-functional requirement approaches is frequently contingent on the quality of the requirement specification [17]. Moreover, the system quality and performance-specific issues compound the general requirements engineering difficulties: stakeholders frequently express their ideas vaguely, making it difficult to translate them into quantifiable and testable non-functional requirements; stakeholders are inaccessible; documentation is obsolete; and time and resources are limited in business practice [15]. Due to these difficulties and the shortcomings in eliciting non-functional requirements, agile software development methodologies are unable to effectively manage non-functional requirements [18]. Further challenges are reported for short iteration cycles, frequent deployments, and a lack of a comprehensive view of non-functional requirements by [18]. It has also been found by [19] that 26% of studies related to requirements reported the omission of quality practices during requirement specification. Consequently, non-functional requirements are often neglected in agile software development [19],[20].

Therefore, this paper provides a feature modeling approach (i.e., an attribute-based FM) for requirements elicitation using agile methodology (i.e., scrum methodology). The benefits of such an approach lie not only in capturing the functional requirements of the product to be developed but also in addressing the non-functional requirements and requirements prioritization during requirements elicitation of agile method. The approach makes use of the available tools that academics and business experts have recommended and used. The approach also facilitates the requirements elicitation process by enabling the prioritization of requirements and considering non-functional requirements.

The remainder of this paper is organized as follows. Section 2 provides the background used to develop the proposed approach while Section 3
discusses the problem statement. In section 4, the details of the proposed attributed feature modelling for requirement elicitation in Scrum development approach are provided. The supporting tools suggested are presented in Section 5. Moreover, the evaluation results are discussed in section 6. In Section 7, related works are presented. Finally, Section 8 concludes the paper.

2. BACKGROUND

In agile methodology, each user story represents a feature desired by the customer [1]. A feature represents a set of functionalities that are significant to a certain stakeholder(s) [21]. To present an artifact that can assist the stockholders during requirements elicitation and consider the issues of functional and non-functional requirements (features) and at the same time requirements prioritization, we use one of the major extensions' versions of the FMs technique, attributed FM [22]. Attributed feature modeling was adopted for its perfect match for the requirements elicitation in the agile methodology. In the context of variant families or so-called Software Product Lines, FMs have been frequently utilized to model commonality and variability [23] [24]. The primary criterion for using FMs is to derive a product configuration that meets all business and consumer needs. [25],[26]. As shown in Figure 1, feature diagram is the most commonly used visual notation for representing an FM [26]. The figure presents an example of the ‘E-Shop FM’ from the Feature IDE. A feature diagram represents features as nodes and relationships as edges. The root feature of the tree is called ‘EShop’. There is always precisely one root feature present in every tree.

The FM supports the ‘Catalogue’, ‘Payment’, ‘Security’, and ‘Search’ features with optional support for ‘Search’. The ‘Security’ is a common feature, and it is available either as ‘High’ or as ‘Standard’. A feature can be represented as common /mandatory if its presence is required in the product. Contrarily, a feature that is said to be optional if its presence is optional in the product. Features can also be grouped in ‘or’ / ‘or-groups’ (like ‘High’ and ‘Standard’) or ‘alternative’ / ‘xor-groups’ (like ‘Bank transfer’ and ‘Credit card’). The dependency relationship between the features can be represented in the model either as “requires”, in which selecting one feature implies selecting another, or as “excludes” in cases where two features mutually exclude each other. For example, ‘Credit Card’ implies ‘High’ security standard [18].

Extended FMs provide additional feature information via attributes. A feature’s attribute is any measurable characteristic that can be used in crosstree relations [22]. For instance, Figure 2 shows a simplified version of the attributed FM for the E-Shop FM (presented in Figure 1 without attributes).

This model is an extended FM due to the fact that some of the features contain attributes/parameters. The upper side of Figure 2 shows the feature diagram of the E-Shop FM, and the lower side of the same figure shows the feature attributes. The feature ‘Search’ has an attribute named Type with the domain: {Transactional, Navigational, and Informational}. So, for example, if we want to express the product that captures the user story card: “As a Web administrator, I want a navigation search type when a customer start to search, so the customer can get navigate through the products.”, then the attribute/parameter features represent the product that consider all the common features, both payment methods (i.e., Credit card and Bank transfer), high security choice, and the user story card (that mentioned above) are: E-Shop-Product1-Navigational = {Catalogue, Payment, Bank transfer, Credit card, Security, High, Search}, where Search. Type= Navigational. If an urgent change request (in requirements) for Type attribute of the ‘Search’ feature is made, then this can be easily reflected, during requirements elicitation, using the attributed FM. For example, one of the products that derived
from the E-Shop FM is E-Shop-Product1 = {Catalogue, Payment, Bank transfer, Credit card, Security, High, and Search} and all the possible products that can be derived from this product and take attribute/parameter features into consideration are:

- E-Shop-Product1-Navigational = {Catalogue, Payment, Bank transfer, Credit card, Security, High, Search}, where Search.Type = Navigational.
- E-Shop-Product1-Informational = {Catalogue, Payment, Bank transfer, Credit card, Security, High, Search}, where Search.Type = Informational.
- E-Shop-Product1-Transactional = {Catalogue, Payment, Bank transfer, Credit card, Security, High, Search}, where Search.Type = Transactional.

3. PROBLEM STATEMENT AND OBJECTIVES

Scrum is a well-known agile development method that focuses on iterative product development [27],[28]. There are, of course, more agile methods, but scrum has become the most popular agile methodology among the agile family. This is almost because of its simplicity and the successful results achieved with scrum [28]. Figure 3 is a diagram of a scrum. Requirements elicitation in scrum is continuous, where a planning and daily scrum meetings are conducted. At the very beginning of each sprint, a planning meeting should be conducted. This improves the team’s ability to respond in an agile manner to emerging challenges and enables the team members to create a sprint backlog. The sprint backlog, as shown in Figure 4, comprises a list of all the requirements that the development team should be working on during a particular sprint [9]. The requirements are prepared first in the form of user stories [8]. The PO makes the decision on requirement prioritization, where (s)he can offer comments on the requirements (features) that will be included in the upcoming sprint and receive regular updates on the development process. Normally, the daily scrum meeting should last no more than 15 minutes, which allows the PO to discuss any issues related to the requirements with the development team, decide to add a new requirement (feature) to the current sprint, and save time on reviewing the updates instead of asking for a change at the end.

Figure 3 Scrum Methodology [1].

Figure 4 The sprint backlog.

At the end of each sprint, the team conducts a sprint review where they present the new assigned requirements (features) for the next sprint to the PO and stakeholders. In exchange, the PO and stakeholders provide their feedback for the next sprint. This feedback loop may lead to an alteration to the recently delivered functionality, but it is more likely to result in a review of the product backlog or the inclusion of new requirements. The product backlog is a complete list of the functionalities to be added to the product eventually, which are written as user stories and prioritized by the PO. Practically, the scenario that has been explained above suffers from two problems. As argued in the introduction, modern software development is going intensively towards adopting agile practices, so it becomes necessary for companies to handle non-functional requirements in agile software development, because they are not always obvious when dealing with functional requirements. It is also important to find a way to help stakeholders agree on the order of requirement prioritization. The source of the second problem comes from the fact that user stories are a widely used requirement notation in agile development. Unfortunately, the studies show that user stories are too often poorly written in practice and have inherent quality defects [8],[29]. Moreover, the daily meeting in scrum is too short and includes more than one
party (i.e., stockholders), so an urgent artifact to bridge the gap between user stories and product backlog (i.e., to accelerate and facilitate requirement evolution and modification) is required. Triggered by the problems mentioned above, we have been motivated to propose an attributed-based feature modeling approach to tackle these problems. The approach is dedicated to requirements elicitation and evolution in scrum. Below is a summary of the objectives of our approach. Our approach supports the stakeholders who are involved in requirements elicitation: the PO, the Scrum Master (SM), requirement engineers, customers, and the development team. The objectives of the approach are to:

- Support the stakeholders for decision-making and information collection about the functional and non-functional requirements during the elicitation process. Please keep in mind that the approach does not cover additional requirement engineering tasks like modeling and analysis.

- Assist the PO in determining the eventual requirements that will be added to the product. In addition, it assists the PO in prioritizing the requirements so that the project team can consistently focus first on the most important, necessary, and relevant features.

- Allow requirement engineers to deal with requirements in the right way, handle changing requirements as they come up, and decide which requirements should be added in the early sprints.

- Help requirement engineers make good decisions about how to prioritize requirements in scrum processes.

- Help requirement engineers determine how many requirements they can handle at the time of planning meetings and daily scrum meetings. This helps them to better construct a sprint backlog.

- Help the PO keep track and make suggestions regarding the features that are being added during the development process.

- Help the PO save time by communicating with the development team before adding a new feature to a sprint, rather than requesting changes at the end.

- Assist the development team in conducting a quick sprint review at the end of each sprint, demonstrating feedback for the next sprint from both the PO and stakeholders.

- Assist requirement engineers in dealing with changing requirements and time constraints so that they can always focus on the most critical, necessary, and relevant features.

- Help the requirement engineers deal with non-functional requirements during the requirement elicitation.

4. ATTRIBUTED FEATURE MODELING BASED APPROACH

Due to the ideal connection between the attributed FMs and the proposed approach, we use this modeling technique to diagnose the problems to consider (1) user requirements (functional requirements, non-functional requirements, and constraints) in terms of features of the FMs and (2) and requirements prioritization in terms of features attribute/parameter. Please keep in mind that the researchers only employ feature modeling as a technique for requirement elicitation and not to represent the SPL. Figure 5 depicts an overview of the various activities involved in our approach's process (using a UML activity diagram), which works as follows:

- Step 1. The user stories were identified by stakeholders involved in the requirements elicitation of a particular product.

- Step 2. A requirement engineering expert starts from the user stories to create attributed FM for a specific product.

- Step 3. During the first meeting of each sprint, the development team, during the planning meeting, uses the attributed FM to create the sprint backlog.

- Step 4. The development team uses the attributed FM to update the sprint backlog and product backlog, during the daily meeting.

- Step 5. The PO makes use of the attributed FM at daily meetings in order to obtain constant updates regarding the development process and to supply feedback regarding the features that are being involved to the attributed FM.
This feedback loop leads to changes to recently delivered functionality, which in turn makes it more likely that new requirements will be reviewed or added to the product backlog. The development team can create and evolve the associated FM to reflect urgent changes in requirements whenever they wish. For example, the PO can use the attributed FM to decide which requirements should eventually be added to the product.

4.1. Relating User stories and attributed FM

Figure 6 shows the user stories that appear as index cards. To create the attributed FM from this story card layout, the requirement engineering experts can translate the story card entries (i.e., Title, Priority, and Description) into an attributed FM as listed in Table 1. Figure 7 provides a concrete view of the attributed FM that represents Table 1. As shown in Table 1, according to our approach, each Title of the user story is mapped to a feature of the attributed FM and can be further characterized by mandatory or optional feature. The Title can be functional or non-functional requirements. Therefore, we cannot determine if a user story is mandatory or optional without knowing its context. The requirement engineer experts can decide this issue. This context is derived from the user story description and the user story’s relationships to other user stories. For instance, if the functionality of a user story is always referenced by other user stories, then we can say that such a user story is mandatory. The Priority entry represents the attribute of the feature. The Description entry is also an attribute of the feature for nonfunctional requirements (i.e., response time). The requirement engineer experts can extract some useful information from description of the user story. This information can be used as attributes of the attributed FM, like cost, response time, CPU cycles, and memory size.

Table (1) The user story and the attributed Feature Model.

<table>
<thead>
<tr>
<th>User story</th>
<th>Attributed FM</th>
</tr>
</thead>
<tbody>
<tr>
<td>Title</td>
<td>Feature</td>
</tr>
<tr>
<td>Priority</td>
<td>attribute</td>
</tr>
<tr>
<td>Description (response time, CPU, …)</td>
<td>attribute</td>
</tr>
</tbody>
</table>

4.2. An Illustrative Example

To demonstrate the approach, the attributed FM has been created from the story cards of the E-Shop web application. Figure 8 provides a partial view of user stories for this application. The attributed FM was developed using input gathered from brainstorming sessions with E-Shop web app stakeholders. The attributed FM for the E-Shop web app was developed by requirements engineer experts. To construct the FM, the engineer analyzed a huge number of story cards from webs in order to obtain the attributes used by online apps of this type. Figure 9 shows, for the sake of explanation, how the requirement engineer made the attributed FM of the E-Shop web app by using only the Login and Register story cards. Figure 10 depicts (a portion of) the attributed FM created by the engineers using story cards from the Shop web app. The Feature Diagram of the FM (the upper side of Figure 10) shows the functional features (e.g., 'Login', 'Register', and ‘Update items’) and the non-functional features (e.g., ‘Transactions’ feature with the attribute response time = 5 seconds, constraint on development language: ‘Development’ feature with the attribute Language = JSP) of the E-Shop App. It also shows the requirements prioritization (the lower side of Figure 10) as an attribute of features, for instance, the feature "Register" has a Priority
attribute with a value of "1", whereas the feature "Update items" has a Priority attribute with a value of "3." This indicates that the "Register" feature has a higher development priority than the "Update items" feature.

Figure 4 Login and Register user story index cards.

Figure 5 The attributed Feature Model of the E-Shop web application of Login and Registration story cards.

Figure 6 The attributed Feature Model of the E-Shop web application.

5. TOOL SUPPORT

To support the methodology of our approach, we have embraced tools that are currently in use by academic researchers, business professionals, and other practitioners. This is for two reasons, the first one, generally, a fully-automated approach is technically not possible. The second is to permit requirements engineers and experts to intervene (manually) in our approach’s process as needed. A user story is an informal description of a software feature that is written from the end user’s perspective. To provide context to the development team, these stories should be written using non-technical language. Our approach gives stockholders the opportunity to work on existing tools that they have used to identify user story cards and sprint backlogs for a specific product. In addition, our approach uses a tool called Asana 1 for product and agile management (i.e., agile and scrum). Asana has both desktop and mobile apps (for Mac and Windows, but not for Linux). As shown in Figure 11, the Asana helps team members to manage the backlog to create stories and add them to the sprint. The Asana for desktop application is available and can be downloaded here 2. All actions and features available in the browser version of Asana are also available on desktop. To create the attributed FM, the requirement engineering experts can use the editor of the FeatureIDE, which is an open-source Eclipse-based platform for feature-oriented software development. Figure 12 shows the editor of the FeatureIDE. The experts in requirements engineering can use this editor to build the FMs. Figure 13 shows the window for feature attributes, where requirements engineers and experts can specify attributes for a feature of the FM. The experts can also use the constraints editor / view to view and manage the constraints of the FM, as shown in Figure 14.

Figure 7 The Asana sprint plans.
6. EVALUATION

To evaluate our approach and estimate how the adopted tools fit our approach for the requirements elicitation, we decided to use case studies [30]. The use of case studies with real products/projects gives us the ability to assess the ability of the approach, as well as the adopted tools for requirements elicitation in scrum. In the evaluation of our approach, we were inspired by the work of Troyer [31]. We conducted two exploratory case studies to gain an initial understanding of the effectiveness and usability of the underlying approach and the tools adopted. One of the case studies is in the domain of education, and the second one is in the domain of health care.

6.1 CASE STUDY 1: EDUCATION DOMAIN

The first case study was non-formal. We plan to get introductory feedback on the usability of the suggested approach and the adopted tools in order to decide if it is worthwhile to continue with a formal case study. This case study was conducted with participants (i.e., students) of the Requirements Engineering and Formal Specifications course. As part of their project course, the students want to gather requirements for a Kids Math Game (KMG) app. They want to develop the app using scrum. The app is a game for the purpose of education through entertainment that helps kids to learn the basics of mathematical operations. The students were involved in an introductory session to explain our approach. The students involved in the evaluation have a background in the requirements elicitation of agile methodology. They gained this knowledge during the course. The majority of the KMG requirements that will be developed have already been discussed in one lecture of the course (one of the authors was a lecturer in the Requirements Engineering and Formal Specifications course). We concentrated on the usability and understandability of the tool during this evaluation session. In addition, its capabilities help students gather requirements successfully and effectively. During the evaluation of our approach, we (1) began by outlining the approach's objectives and giving a brief demonstration of the adopted tools for the participants (i.e., students). They (2) were asked to enter the user stories about the Kids Math Game app during their behavior monitoring. We observed that the students were fully motivated and encouraged to work as a team. It took about 40 minutes to get started and enter the information. Following that, (3) we asked one of the students, who is an expert in requirement engineering, to create the attributed FM for the app. Finally, the participants (4) were asked to create a sprint backlog and product backlog based on the attributed FM. Finally, (5) we invited participants to an interview and solicited their feedback (on usability and understandability, as well as the relevance of the approach). This was done in a non-formal way during a course lecture. It was great hearing positive feedback from the students regarding the approach. The students were impressed by the proposed approach and the functionalities of the adopted tools, as well as by the completeness of the attributed FM (see Figures 15 and 16). They concluded that the approach and the adopted tools could be very useful...
in the requirements elicitation of requirements in
scrum.

Figure 11 The attributed Feature Model of the Kids Math
Game application.

Figure 12 Feature attributes for the Kids Math Game
application.

6.2. CASE STUDY 2: HEALTH CARE
DOMAIN

The second case study was performed with the
participants (i.e., the development team) of a
company that wanted to develop the COVID-19
Action Platform project. The participants have
experience with developing products in scrum. We
were looking for feedback on the learnability and
usability of the underlying approach for this type of
user because the participants were familiar with agile
methodology and its related tools. The participants
had no reason to be biased because they were simply
concerned with business values. The objective of
this case study is to evaluate our approach in the
health care domain. Hence, we formulated the
following hypotheses to measure the usability of our
approach:

✓ H1: The feature-based approach and the
adopted tools assist participants through
requirements elicitation (i.e., functional and
non-functional requirements) in scrum-
agile development.
✓ H2: The feature-based approach and the
adopted tools assist participants in
prioritizing requirements in scrum-agile
development.

In this case study, we explained to the
participants the attributed FM, and we fed the
participants a brief explanation regarding the
objective of the approach and how to use it for their
own requirements elicitation. Additionally, we asked
if they would be open to being interviewed and
filling out a questionnaire afterward. After the team
finished the requirements elicitation process, using
our approach, we asked them to fill out a usability
survey that contains learnability and usability-
related questions to the participant pools (i.e.,
customers, PO, and team members) after having
them experience the approach. A usability survey
often includes questions involving the ease of use,
ease of learning, simple preference, and other
questions specific to the given system. The IBM
Usability Questionnaire (Figure 17) was used as a
questionnaire in our case studies for this purpose. To
adapt the questionnaires to fit the evaluation of our
approach and the associated tools, we rephrased the
questions (see Figure 17) by replacing the word
‘system’ with the phrase ‘approach and the adopted
tools’. The IBM Usability Questionnaire has a scale
that ranges from 1 (highest score, strongly agree) to
7 (lowest score, strongly disagree). The
questionnaire’s outcomes are shown in Table 2.

Table (2) The scores of the participants from the IBM
Usability Questionnaire.

<table>
<thead>
<tr>
<th>Role</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>PO</td>
<td>Q1:3  Q2:4 Q3:2 Q4:3</td>
</tr>
<tr>
<td>Customer</td>
<td>Q1:4 Q2:4 Q3:2 Q4:2</td>
</tr>
</tbody>
</table>
Overall, the interview validated the questionnaire’s results. The participants had no problems starting to use the approach, and the concepts, information, and terminology were clear. During the evaluation of the approach, the PO asked for an urgent change in requirements (i.e., add new features). We asked the team members to use our approach and the adopted tools to respond to this change. Afterwards, we asked them, during the interviews, about the role of attributed FM (see Figures 18 and 19) in response to an urgent change in requirements, and the PO and (vast majority) the team members confirmed that the approach supports requirements evolution successfully. Furthermore, they confirmed the approach assisted add new features that normally take longer to be added and prioritized without using the attributed FM. Moreover, the participants confirm that the approach can help in the daily meeting, and the attributed FM can help to bridge the gap between user stories and product backlog (i.e., to accelerate and facilitate requirement evolution and modification). This allows the team to always work on the most necessary, relevant, and valuable features first and address new requirements as business needs change. All these findings eventually led to acceptance of the hypotheses (i.e., H1 and H2), which proves that our approach and the adopted tools assist requirement engineers through requirement elicitation and prioritization in the scrum-agile method. Moreover, the interview results reflect high satisfaction from the participants, which helped us find a new hypothesis related to our approach (i.e., simplicity).

The results of the two case studies that were used to test the proposed approach show that it is useful and meets the needs of users in the target domains. The findings in this study confirm the findings in [31] and [33] regarding the positive influence of using feature modeling techniques in this context, and they can be effectively used in future studies to achieve more precise results. Despite widespread agreement on the role of feature modeling-based techniques and their ability to improve requirements elicitation, all studies agree that there are some limitations to the results’ generalizability. These limitations concern the nature of the evaluated case studies. For this purpose, we plan to replicate the study using more case studies. Moreover, extending the approach to additional software development methodologies (e.g., the Rational Unified Process). A graphical software application that may be utilized by individuals and in meetings should be carefully considered.

Several approaches have been proposed for requirement elicitation [8] [9] [31] [33] [34] [35] [36]. However, a few of them focused on using feature modeling techniques, such as [31] and [33]. In this section, the first part will highlight some studies that are relevant to requirement elicitation in general, and the studies that address feature modeling for requirement elicitation will be discussed in the second part.

In [8], the authors observed that user stories are a common way to write down requirements in agile development. Yet, user stories are not always written well and have problems with their quality. Because of this, the authors proposed the Quality User Story
(QUS) framework, which is a list of criteria that user story writers should try to meet. The authors also presented the Automatic Quality User Story Artisan (AQUSA) software tool, which was built on top of QUS. AQUSA finds quality problems and suggests ways to fix them by using natural language processing techniques.

In another work [9], the authors emphasized that there are various requirement prioritization techniques, strategies, and approaches, but the majority fail to account for classical metrics, such as ISO (9126, 25000) external metrics that affect software product quality. In this research, the authors considered ISO/IEC external metrics (25000, 9126) that affect process and product quality. As shown, these metrics (attributes) improve the quality of product requirements by considering all factors that affect prioritization, especially in ISO 25000. The study proposed a hybrid model based on factors, such as time to market, value, cost, market, risk, etc., combined with the influence of nonfunctional requirements over functional. It has all the beneficial elements of other techniques and a consistency check to assure that the proper requirements are chosen at the correct time in the scrum for the sprint under process.

Also, the authors of [34] published a systematic review study on the approaches and techniques used for automating requirement elicitation. The study covered more than 10 years of work in the domain and analyzed 68 papers. The results show that the automated requirements elicitation concentrates on humans as a source of data and exploits machine learning for data processing. They conclude that there is a need for more methods for requirements elicitation, in particular using big data, in order to develop high quality software.

Recently, in [36], the authors worked to develop new methods of requirement elicitation based on the effects of culture, communication, basic competence, and stakeholder factors by integrating tools, processes, methods, and techniques to comprehensively solve the problems, and afterwards suggested an applicable framework. The authors conducted a long review, interviews analysis, observations, and groups from real-world projects specializing in software development in order to prove these effects.

On the other hand, the authors of [31] presented a methodology for eliciting domain-specific requirements. The authors believe that the stakeholders who should be included in the demand elicitation are increasingly from a variety of disciplines, backgrounds, and levels of software development expertise. This complicates the process of eliciting requirements. The authors have evaluated the methodology for two distinct application domains: serious games and e-shop web apps. Two exploratory case studies have resulted in a positive assessment of the technique and its related tool.

Also, a novel method called "PROPRE" has been proposed in [33]. The suggested technique combines current requirements engineering methods with a focus on practice. The method, which has been designed for industrial application, is simple to implement, and contradicts several commonly held beliefs. For instance, it does not require a comprehensive functional specification or a meeting of all stakeholders at the same time and location. The authors have effectively collected and specified the performance requirements of ABB’s DDSS using requirements engineering. The authors were able to deliver a precise collection of performance criteria in a few weeks (two to three) through utilizing the method. The requirements are currently utilized to conduct routine performance tests in accordance with a test plan.

The main difference between this approach and previous works, in particular the works of [31] and [33], which are the most similar to our work, is that they focused on requirement elicitation. For example, in [31], they only addressed the domain requirements based on feature and variability modeling techniques, while in [33] the non-functional requirements. In [31], the proposed work was evaluated in two case studies from different domains serious games and web application while in
In the agile software development process, changes in requirements must be addressed throughout the development process. Furthermore, requirements must be prioritized and managed with the utmost priority. In this paper, an approach has been proposed for requirements elicitation in the scrum-agile methodology. The proposed approach uses the feature modeling concept, where it models the issues to be considered during requirements elicitation by means of attributes/parameters of the FM. This improves the process as well as the product or project’s quality. Our approach adopts tools that have been suggested and employed by scholars and industry professionals. Overall, the proposed approach and the adopted tools improve the ability of software engineers to always work on the most necessary, significant, and relevant features first or the new requirements that emerge as a result of changing business needs. The approach and the associated tools used were successfully evaluated through case studies in two different domains, namely education and healthcare. The findings reveal the proposed approach is usable and assists requirement engineers through requirements elicitation and prioritization in the scrum-agile method. Future work was presented, as well as the limitations of the approaches.
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