SIMULATION OF THE RAINBOW ATTACK ON THE SHA-256 HASH FUNCTION
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ABSTRACT

The value of data is growing every day. Data is a key factor in both scientific research and public administration. The development of IT technologies has led to the generation of a large amount of personal data, which has become the basis for the development of machine learning technologies and big data processing. This growing demand is bringing renewed interest in data privacy practices and processes. The study of the strength of a hashed message is of great importance in modern authentication systems. The hashing process is inextricably linked to the password system, since passwords are usually stored in the system not in clear text, but in the form of hashes. The SHA-256 hash function was chosen to model the rainbow tables attack. An algorithm for constructing a rainbow table for the SHA-256 hash function in the Cryptool 2 environment is proposed. The conditions under which the use of rainbow tables will be effective are determined. This article aims to practically show the process of generating a password and rainbow tables to organize an attack on the SHA-256 hash function. Studies show that rainbow tables can reveal a password without salt faster than with salt. As the password bit increases, the decryption time increases in direct proportion.
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1. INTRODUCTION

A hash function is a mathematical function that takes in an input (called the "message") and produces a fixed-size output (called the "hash value" or "message digest"). Hash functions have a number of important properties:

They are deterministic, meaning that the same input will always produce the same output.
They are one-way, meaning that it is computationally infeasible to reconstruct the original input from the hash value.
They are collision-resistant, meaning that it is computationally infeasible to find two different inputs that produce the same hash value.

Hash functions are widely used in computer science and cryptography for a variety of purposes, including data integrity, password storage, and digital signatures. There are many different types of hash functions, each with its own set of characteristics and trade-offs. Some examples of popular hash functions include MD5, SHA-1, SHA-2, and SHA-256.

It's important to choose a strong and secure hash function for your specific use case, as weaker hash functions may be vulnerable to attacks that can compromise their security properties. It's also important to consider the speed and efficiency of the hash function, as some functions may be slower or more resource-intensive to compute than others [1]-[4].

SHA-256 (Secure Hash Algorithm 256-bit) is a widely-used cryptographic hash function that produces a fixed-size output (called a "message digest") from an input (called a "message"). It is part of the SHA-2 family of hash functions, which also includes SHA-224, SHA-384, and SHA-512.

SHA-256 was designed by the National Security Agency (NSA) and published by the National Institute of Standards and Technology (NIST) in 2001. It is widely used in a variety of applications, including data integrity, password storage, and digital signatures.

One of the main advantages of SHA-256 is its security. It is considered a strong and secure hash function, with a very low probability of collision (i.e., two different inputs producing the
Rainbow tables are used to crack password hashes by precomputing a table of hashes for a large number of possible passwords. The attacker can then use the table to quickly look up the hash of a given password and compare it to the hash of a password that they are trying to crack. If the hashes match, the attacker has successfully cracked the password.

Rainbow tables can be used to attack systems that use simple or weak passwords, as well as systems that use unsalted hashes. However, rainbow tables are less effective against systems that use strong, unique passwords and that employ techniques such as salting and hashing to make it more difficult to crack passwords.

To protect against rainbow attacks and other types of cryptanalytic attacks, it is important to use strong, unique passwords and to implement security measures such as encryption and firewalls. Regularly applying security updates and patches can also help reduce the risk of successful attacks [11].

It is important to use strong and secure methods for protecting data and traffic in an IP telephony network. Weak or poorly implemented hash functions can make it easier for attackers to conduct cryptanalytic attacks, such as rainbow attacks, and potentially compromise the security of the network.

Rainbow attacks rely on precomputing a table of hashes for a large number of possible passwords and then using the table to quickly look up the hash of a given password. If the hashes match, the attacker has successfully cracked the password. Rainbow attacks can be used to crack weak or easily guessable passwords and may be able to compromise the security of systems that use simple or unsalted hashes.

To protect against rainbow attacks and other types of cryptanalytic attacks, it is important to use strong, unique passwords and to implement security measures such as encryption and firewalls. Regularly applying security updates and patches can also help reduce the risk of successful attacks. In addition, using secure hash functions and employing techniques such as salting and hashing can make it more difficult for attackers to crack passwords and compromise the security of the network [13]-[15].

Rainbow tables can indeed be used for purposes other than attacking and cracking passwords. In some cases, rainbow tables may be used to help recover or reset a forgotten password.

For example, if a user has forgotten the password for their account, the system administrator may be able to use a rainbow table to look up the hash of the user's password and compare it to the stored hash in the system. If the
hashes match, the administrator can then reset the user's password to a new, secure value.

It is important to note, however, that using rainbow tables to recover or reset passwords should only be done with the proper authorization and in accordance with relevant policies and procedures. Additionally, rainbow tables should only be used as a last resort, as other methods, such as password reset questions or security questions, may be more secure and less risky.

It is also important to remember that rainbow tables can be used by attackers to conduct unauthorized password cracking and to compromise the security of systems. Therefore, it is important to use strong, unique passwords and to implement other security measures to protect against rainbow attacks and other types of cryptanalytic attacks [16]-[18].

Also, one of the modern directions of development of the IT sector is the introduction of cloud services. In this area, ensuring the security of the end user comes to the fore, since the system needs to guarantee not only uninterrupted access to cloud services, but also the confidentiality of the transmitted data. At the same time, it is proposed to use a secure hashing algorithm [19]-[22]. The novelty of rainbow tables lies in their ability to significantly reduce the time and resources required for password cracking. Prior to the development of rainbow tables, attackers had to rely on more time-consuming and resource-intensive methods, such as brute-force attacks, to crack passwords. Rainbow tables provided a more efficient way to conduct password cracking and made it easier for attackers to compromise the security of systems.

The article proposes to simulate a rainbow table attack on one of the modern sha-256 hash functions. When using a rainbow table, the article will show how vulnerable this hash function is.

2. METOD

Rainbow tables are a type of attack tool that can be used to crack password hashes by precomputing a table of hashes for a large number of possible passwords. Here is a general overview of how rainbow tables work:

The attacker generates a large number of possible passwords and hashes each one using the same hashing algorithm that is used by the system they are trying to crack.

The attacker creates a table that contains the hashes of the possible passwords and stores it in a convenient format, such as a database or file. This table is known as a rainbow table.

When the attacker wants to crack a password, they hash the password they are trying to crack and look up the resulting hash in the rainbow table.

If the hash of the password they are trying to crack is found in the rainbow table, the attacker can determine the original password by looking up the corresponding entry in the table.

If the hash is not found in the rainbow table, the attacker must either generate a new rainbow table or use a different cracking method.

A rainbow table is a special variant of lookup tables for inverting cryptographic hash functions, using a reasonable compromise mechanism between table lookup time and memory footprint [23]-[24].

Rainbow tables are primarily used to crack passwords that have been converted using a hard-to-reverse hash function.

Here is an example of a simple rainbow table that could be used to crack the SHA-256 hash of a six-character lowercase password:

\[
\text{aaaaaa} \rightarrow 281DAF40 \rightarrow \text{afgyrd} \rightarrow 920ECF10 \rightarrow \text{kiebgt}
\]

where \( H \) is the hash function (eg SHA-1 or SHA-2) and \( R \) is the reduction function.

A function of reduction is used in rainbow table attacks to reduce the resulting hash of a plaintext password to a fixed-length string. This is done to reduce the size of the rainbow table and make it more computationally efficient. The reduction function is typically a mathematical function that maps the hash value to a smaller value.
that is used as the starting point for a chain of hashes.

To use the rainbow table to crack a password hash, you would start by looking up the hash in the last column of the table. If the hash is found, you can trace the chain of hashes back to the start value to find the original password. If the hash is not found, you would move on to the next rainbow table.

To create a chain of hashes for a rainbow table, you can use the following steps:

1. The working alphabet is fixed, that is, the set Q of all possible keys is given.
2. An element q from the set Q is fixed and the value h of the hash function on it is calculated.
3. Using some function R, a key belonging to the set Q is generated from the hash: q = R(h). If the number of elements in the chain is less than the specified one, go to step 2.

These operations will be repeated until a chain of length t keys is obtained. This sequence is not placed entirely in memory, only the first and last elements of it are written. This is the time-memory tradeoff - let's say we generate a chain of 2000 keys, and only the first and last elements are recorded, we get huge savings, but on the other hand, the cryptanalysis time increases.

You can also use software tools to automate the process of creating rainbow tables. The article proposes a program that will generate rainbow tables. In [25] program is written in Java and we performed a stability check of SHA-256, taking into account the use of 3 characteristics. In this work, we perform a simulation on a Cryptool 2 with an increase in the number of characteristics and visualisation process.

3. SIMULATION AND RESULTS

To demonstrate the use of rainbow tables, a simple example can be given: suppose a password is generated consisting of 8 decimal digits in the range from 0 to 9. To simulate and calculate the SHA-256 function using Cryptool 2 environment (Figure 1).

Password hash: 59 EE 7B 9F CC 10 D3 9B 6F B0 69 3D C2 F2 0A D1 98 8D 48 EF 8F B6 AD 3A 37 F4 B4 EB 18 37 65.

The number of passwords that can be generated in the rainbow table alphabet for 8 characters from the decimal digits 0 to 9 is calculated by the formula:

\[ \text{Number of passwords} = 10^8. \]  \( \text{(1)} \)

This is because there are 10 decimal digits (0 to 9) and 8 characters, so each character can take any of the 10 possible values.

It is worth saying that a real rainbow table that stores all possible passwords up to 6 characters long (and this includes all printable characters) stores about 2 million values and consists of chains of about 1000 iterations in length. It can take up to 10 hours to look up a password against such a table if it is performed on a medium power machine, for example, based on a Core i3 processor. To demonstrate the principle of operation of rainbow
tables, we will generate chains of only 4 hashes to save time and computer performance.

So, the number of all possible passwords under these conditions is 100,000,000. It is worth noting that ideally this table should consist of a much larger number of chains and iterations in them (even with such a small number of possible passwords), however, for simplicity, our table will consist of 4-x chains with a length of 8 iterations (thus, there will be 4 passwords in each of the chains). Although in this scenario it is obvious that the last elements of the chains will not receive their hashes. Each of them will have its own reduction function - R1, R2, R3, respectively. Here we need to remember that the only requirement for the reduction function is to return values from the same alphabet as the passwords.

An example of a Cryptool 2 that generate one chain of 4 password rainbow table for a password of 8 digits alphabet from 0 to 9 shows in Figure 2. Figure 2 shows adding function of reduction R and create of chain of password.

![Figure 2: The SHA-256 hash function with R](image)

Let 4 passwords be chained like this: 35249761 — 31526487 — 35716429 — 82457163. A hash of passwords is generated for each chain in the Cryptool 2 how shows in Figure 2.

![Figure 3: Chain of passwords](image)

The chain has been created. Further, we will assume that its first and last elements have been written to the memory.

That is:

35249761 — 82457163;
56487216 — 17426853;
12345678 — 78461325;
35716429 — 52416387;
82457163 — 24356891.

After that, we begin to simulate an attack, which in essence is a search for a hash from this table and the password corresponding to it. The search is carried out as follows: first, the last column with hashes is checked for a match with the required hash. If no match is found, the penultimate column is checked, and so on.

Thus we generate chains of sequences. Ideally, for the selected number of characteristics 8 with an alphabet from 0 to 10, there are quite a lot of such hashes. for the experiment we take only 4 chains:

35249761 — 31526487 — 35716429 — 82457163;
56487216 — 26814329 — 96315247 — 17426853;
12345678 — 85213467 — 98741236 — 52416387;
78461325 — 41963527 — 64921857 — 24356891.

This sequence is not placed entirely in memory, only the first and last elements of it are written.
the desired hash has been found in a certain column of a certain chain, the entire chain will be restored, and thus, the password preceding this hash in the chain is the one being sought. So, we start checking the column of hashes:

59 EE 7B 9F CC 10 D3 9B 39 6F
1C EC D4 38 CD F1 07 CD 29 C3
8B E2 DB 2E 5A F5 2B AE 63 55

We check for example hash:

59 EE 7B 9F CC 10 D3 9B 39 6F B0 69
3D C2 F2 0A D1 98 8D 48 EF 8F B6 AD 3A 37 F4
B4 EB 18 37 65.

The desired hash is found. Therefore, we restore the desired chain:

35249761 — 31526487 — 35716429 — 82457163.

Answer: the desired password is 35249761.

It may seem that all these manipulations with searching for a hash by columns and restoring the chain in which the hash was found are superfluous, because there are only 4 chains and it is so perfectly clear in them which hashes correspond to which passwords. However, do not forget that this is the most simplified example, and the computer will have to deal with tens of thousands, millions or even billions of passwords.

### 3.1 Rainbow tables without “salt” in Python

Here is an example of how you might simulate a rainbow table in Python. Generate a list of plaintext passwords and hash shows in Figure 4.

This code uses the itertools library to generate all possible plaintext strings of a specified length and character set, which are then hashed using the SHA-256 algorithm. The resulting plaintext and hashed values are stored in a list, which is then saved to a file for later use.

It is important to note that this is a simplified example, and the specific requirements and constraints of the system will determine the size and complexity of the rainbow table. Building a rainbow table for a larger set of characters or longer plaintexts will require more processing power and storage. Some values are presented in Table 1.

```python
import hashlib

# Define the character set and length of the plaintext
charset = "abcdefgijklmnopqrstuvwxyz0123456789"
length = 8

# Create an empty list to store the rainbow table
rainbow_table = []

# Generate all possible plaintext strings of the specified length and charset
for plaintext in itertools.product(charset, repeat=length):
    plaintext = "".join(plaintext)
    # Hash the plaintext using SHA-256
    hashed = hashlib.sha256(plaintext.encode()).hexdigest()
    # Add the plaintext and hashed value to the rainbow table
    rainbow_table.append((plaintext, hashed))

# Save the rainbow table to a file for later use
with open("rainbow_table.txt", "w") as f:
    for entry in rainbow_table:
        f.write(f"{entry[0]}: {entry[1]}\n")
```

Figure 4: Python description of the code for the generate a list passwords and SHA-256 hash function
## Table 1: Hash without “salt”

<table>
<thead>
<tr>
<th>Password</th>
<th>Hash</th>
</tr>
</thead>
<tbody>
<tr>
<td>35249761</td>
<td>59 EE 7B 9F CC 10 D3 9B 6F B0 69 3D C2 F2 0A D1 98 8D 48 EF 8F B6 AD 3A 37 F4 B4 EB 18 37 65</td>
</tr>
<tr>
<td>31526487</td>
<td>1C EC D4 38 CD F1 07 CD 29 C3 16 25 C4 D7 BB 3C 56 F1 90 0A 6A 11 0E 5B EE C8 46 6B 88 FC A3 8A</td>
</tr>
<tr>
<td>35716429</td>
<td>8B E2 DB 2E 5A F5 2B AE 63 55 08 E2 B2 33 2F C8 B4 8C 0C E3 B6 01 A0 34 01 E9 43 3D 25 2D CD 22</td>
</tr>
<tr>
<td>82457163</td>
<td>E2 58 2A 02 87 35 4F 05 71 D8 35 40 55 7A E8 87 05 48 A9 28 CB 1E 03 11 5B 87 51 98 19 ED 93 50</td>
</tr>
</tbody>
</table>

### 3.2 Rainbow tables with “salt” in Python

A rainbow table with salt is a precomputed table of hash values that can be used to quickly reverse the process of a one-way hash function, such as SHA-256. The salt value is added to the plaintext before hashing, to make it more difficult to crack the hash. Here is an example of how you could create a rainbow table with salt for SHA-256 in Python (Figure 5, 6):

```python
import hashlib
import itertools
import os

# Define the character set and length of the plaintext
charset = "abcdefghijklmnopqrstuvwxyz0123456789"
length = 8

# Create a random salt value
salt = os.urandom(16)

# Create an empty list to store the rainbow table
rainbow_table = []

# Generate all possible plaintext strings of the specified length and charset
for plaintext in itertools.product(charset, repeat=length):
    plaintext = "".join(plaintext)
    # Add the salt value to the plaintext
    plaintext_with_salt = plaintext + salt
    # Hash the plaintext with salt using SHA-256
    hashed = hashlib.sha256(plaintext_with_salt.encode()).hexdigest()
    # Add the plaintext and hashed value to the rainbow table
    rainbow_table.append((plaintext, hashed))

# Save the rainbow table to a file for later use
with open("rainbow_table.txt", "w") as f:
    for entry in rainbow_table:
        f.write(f"{entry[0]}: {entry[1]}\n")
```

Figure 5: Python description of the code for the generate “salt”

Figure 6: Python description of the code for generate a list passwords and SHA-256 hash function with “salt”
This code uses the itertools library to generate all possible plaintext strings of a specified length and character set. It also uses the os.urandom(16) function to create a random 16 bytes salt value. Next, it concatenates the plaintext with the salt value, then it hashes the plaintext with salt using the SHA-256 algorithm.

The resulting plaintext and hashed values are stored in a list, which is then saved to a file for later use. Some values are presented in Table 2.

<table>
<thead>
<tr>
<th>Password</th>
<th>Salt</th>
<th>Hash</th>
</tr>
</thead>
<tbody>
<tr>
<td>35249761</td>
<td>123</td>
<td>CA 21 8B 75 CE D2 61 02 87 C3 32 FC A7 7F B4 81 FF C1 49 8E 7D 1B 34 22 6B 17 AE 67 3C B5 CE D2</td>
</tr>
<tr>
<td>31526487</td>
<td>456</td>
<td>16 22 3F A8 F7 02 F3 E4 0F 1B 51 8E 7E C3 1E 01 2E B6 A8 D5 4B B7 11 EC 14 48 2C 28 3F 98 A8 F7</td>
</tr>
<tr>
<td>35716429</td>
<td>789</td>
<td>35 A2 81 31 D6 F2 AB 6B 21 FC 75 E0 AD 5A 23 D4 B3 44 D1 77 4D C3 FD B9 06 A0 76 CF BE 7B AE B1</td>
</tr>
<tr>
<td>82457163</td>
<td>015</td>
<td>AA A9 71 D7 AA A6 2F 2A C6 B8 A5 7C 8F B1 1D 1C 6F 1A B1 CB 1F A6 86 D6 11 B2 3D B7 64 7E 2E FE</td>
</tr>
</tbody>
</table>

### 3.2 Rainbow table attack

A rainbow table attack is a type of precomputation attack used to crack hashed passwords. The idea behind a rainbow table is to precompute a large table of possible plaintext password and their corresponding hashed values, so that when an attacker wants to crack a specific password, they can simply look it up in the table, rather than having to perform a brute-force or dictionary attack.

Rainbow tables are typically used to crack simple, short, and unsalted passwords, as the size of the table required to crack such a password can be made small enough to fit on a single computer.

This code will generate a rainbow table with 1000 chains, each containing 100 hashes, and then use the table to try to recover the password for the hash hash in Python. If the password is found in the table, it will be printed to the console. If the password is not found, the message "Failed to recover password." will be printed (Figure 7,8).

Keep in mind that this is just a simple example, and in a real rainbow attack, you would need to use a much larger table and a more sophisticated reduction function to have a good chance of success. For 8 characteristics with alphabet from 0 to 9 success result was 1 min.

```python
def rainbow_attack(hash, table):
    # This function simulates a rainbow attack by searching the
    # specified table for a chain that ends with the specified hash.
    for chain in table:
        if chain[-1] == hash:
            return chain[0]
    return None

# Generate a rainbow table with 1000 chains, each containing 100 hashes
alphabet = "0123456789"
length = 8
num_hashes = 100
num_chains = 1000
table = generate_rainbow_table(alphabet, length, num_hashes, num_chains)
```

Figure 7: Python description of rainbow tables attack
CONCLUSION

Data privacy and security is becoming increasingly important as the amount of personal data generated continues to grow. The study of the strength of a hashed message is critical in modern authentication systems, and the use of secure hashing algorithms such as SHA-256 is essential in protecting sensitive information. Rainbow table attacks are a precomputation method used to crack hashed passwords, and while they are effective against simple and unsalted passwords, they become less practical as the length and complexity of a password increases. The proposed algorithm for constructing a rainbow table for the SHA-256 hash function in Cryptool 2 and Python shows that the use of rainbow tables can reveal a password without salt faster than with salt, and the time it takes to crack a password increases in direct proportion to the length of the password. It's important to note that cracking password without permission is illegal in many jurisdictions, it should be used only for educational or testing purposes, and not for malicious intent. It's highly recommended to use long, unique and complex passwords, combined with a secure password storage method and multi-factor authentication, in order to make the use of a rainbow table attack infeasible.
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